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1. Summary

Embedded Systems play an important role in nearly every type of product now and it is increasing
its popularity even more. Thus, designing more reliable embedded systems in a shorter time of period
has been a very important topic and research area for the past decades. Model Based Development is
one of the most effective tools that researchers have come up with for this topic and is the new era of
designing Embedded Systems more efficiently. The importance and application area of Embedded
Systems has also been increasing rapidly in the Automotive Industry. Hence, it is in great interest to
develop powerful Model Based Development tools for the design of Automotive Embedded Systems to
decrease the development time and increase the safety and reliability of them. Moreover, Model Based
Development provides reusability and makes the collaboration between the developers much easier,
more reliable and more time efficient.

ATESST2 and ITEA2 are two projects which have taken place for research in “Model Based
Development of Automotive Embedded Systems” and which resulted in EAST-ADL and Modelisar. The
main aim of the Thesis was to analyse the possibility of a mapping between a Modelisar and an EAST-
ADL model and then to implement a Modelisar->EAST-ADL model conversion tool.

The Thesis work resulted in obtaining an XML based tree editor in Eclipse for EAST-ADL models
and a Modelisar>EAST-ADL model convertor application. Obtaining this conversion tool included the
steps of defining Modelisar-> EAST-ADL Mapping rules, implementing these rules in ATL and forming an
executable application.

The outcomes of the Thesis work has been used in Maenad, a European Commision FP7 project.

Keywords: Tool Integration, Model Transformation, EAST-ADL, Modelisar, Eclipse, EMF, ATL
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4. Introduction and Overview

Connecting Model-Based-Development tools with other Model-Based-Development and
Simulation tools have always been an interest of the ongoing research about Embedded Systems. This
interest arises of the fact that every Model Based Development Tool and Simulation Tool has different
features and characteristics. Connecting a Model Based Development Tool to another one or to a
Simulation Tool can give different advantages and can be done in different ways. In other words, each
tool needs to work in cooperation with the artifacts created by other tools to increase the efficiency of
development.
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Figure 4.1/ 2 Model Based Development Tools with different characteristics
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As seen in Figure 4.1 Model Based Development Tool 1 and 2 have different characteristics as
they have different Notations, Simulation Tools and Formats. One important note to take here is that
Notations in our context more specifically mean Architecture Description Languages. So connecting
these 2 tools extends their capability and expressiveness. A model designed in Model Based
Development Tool 1 can be simulated by Simulation Tool 2 or can be expressed by Architecture
Description Language 2 after Model Based Development Tool 1 and 2 are connected to each other.
Connecting different architecture description languages is valuable as these languages can gain new
capabilities by it. As in Architecture Description Languages, also different Simulation Tools have different
strong and weak points. Furthermore, there are lots of Model Based Development tools already
developed for automotive industry too and it is always good to connect different tools to each other for
maximizing the reusability of already designed models. So, connection of different tools can put in extra
freedom in the design process of a model. Since different tools have different strengths in modelling a
system, a user can design some aspects of the system model in one tool and send it to another tool for
designing/simulating some other aspects of the model which gives flexibility. Another possible approach
is connecting a Model Based Development Tool with one or several Simulation Tools like shown in Figure
4.2. This would support the user with different methods of analysis and verification of the various parts of
the models. As different Simulation Tools could be more specialized in one aspect of the models, having
compatibility with several of them is definitely an advantage. If 2 Model Based Development Tools are
connected to each other then this means one can transfer one model designed in 1 of them into the other
with using a common Simulation Tool as a link. Another possible linking way could be as shown in Figure
4.3. Here Model Based Development Tool 1 uses Architecture Description Language 1 and Formatl and
is compatible with Simulation Tooll. Similarly Model Based Development Tool 2 uses Architecture
Description Language 2 and Format2 as its modelling base and is connected with Simulation Tool 2.
These 2 Model Based Development Tools can be linked by having a mapping between Architecture
Description Language 1 and 2 and afterwards changing Format 1 with Format 2. So Modell designed in
Model Based Development Tool 1 would go in a conversion from Architecture Description Language 1 to
2 and then change its format from Formatl to Format2. This transformation of the model could have been
done in different ways like changing only the Architecture Description Languages, Formats, etc. of the
model depending on the differences between Model Based Development Tools. When these additional
efforts are given for the conversion of models, as a result, all the models designed in Model Based
Development Tool 1 will have the opportunity to use all the supporting tools of Model Based Development
Tool 2, to be analyzed from a different angle and be reused in Model Based Development Tool 2 as a
new model or an addition to a previously designed model. In short, the features obtained by integrating
Model Based Development and Simulation tools gives a lot of flexibility to the user and supports
reusability in the design process.

During the development process of such integrations, It is beneficial to make a research on similar
efforts in this area for saving time and for increasing the capability of integration. For this intent, 2
different projects that have been going on in cooperation with VTEC have been selected. These 2
projects’ main scope has been integrating Simulink with Papyrus and Simulink with SystemWeaver
respectively. In short, Papyrus is a platform that aims to offer an environment for editing all kinds of EMF
based models and Systemweaver is a product life cycle management platform.

Linking Simulink with Papyrus is an approach leaded by KTH. Papyrus, in the scope of this project
is used to develop EAST-ADL models with UML profiling. So Papyrus is the Model Based Development
Tool, the Architecture Description Language is EAST-ADL and the Format is UML. The project applies
different processes to a model (an EAST-ADL model created with Papyrus and profiled with UML) and
the building blocks of these processes are EMF, Simulink and EAST-ADL metamodels, UML, Java, ATL,
Eclipse and Matlab.

Connecting SystemWeaver with Simulink has more or less the same goal as KTH’s
implementation; connecting a Model Based Development Tool to a Simulation Tool. This project also has
a similar mindset and building blocks behind the conversion. The building blocks of the project consist of
Simulink and EAST-ADL MetaModels, SystemWeaver MetaMetaModel, XML, SystemWeaver and
Matlab.

These 2 projects had similar development steps as in our project. The difference was that, their
aim is to connect a Model Based Development Tool to a Simulation Tool where our aim is to connect a
Model Based Development Tool to another one. But our project and these 2 others correspond in their
similar implementation phases. Furthermore one of the future plans of our project has been put as as
integrating Simulink with our conversion tool which is the main topic of the other 2 projects. The current
version of our project uses EMF, FMI and EAST-ADL metamodel, XML, Java, ATL, VSA, Modelisar and
Eclipse.
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5. Background

This part of the report will give you an insight about some of the topics that are needed to be
familiar with to understand the work done in the thesis.

5.1 Related Projects

Modelisar, Atesst2 and Maenad projects are the closely related projects with the thesis work.
Modelisar and Atesst2 projects’ results make up the core of the thesis work and Maenad is the project
which is contributed to.

5.1.1 MODELISAR(MODELIca-autoSAR)

Modelisar is an ITEA2 project which aims in significant improvement in the design of systems and
embedded software in the vehicles. It supports Vehicle Functional Mock-up, a next generation of
methods, standards and tools to support collaborative design, simulation and test of systems and
embedded software. Functional Mock-Up Interface is one of the important results of the project which
also has a very significant role in the thesis work.

5.1.2 ATESST2(Advancing traffic efficiency and safety through software
technology phase 2)

Atesst2 is a completed European Commision FP7 Project. The objective of this project was to
refine and improve EAST-ADL. The imporvement part is concentrated on extending the language in
modelling cooperative active safety systems. As a result of the project:

-> EAST-ADL has been refined for capturing the requirements, characteristics and configurations of
cooperative systems and the related analysis, validation and verification of them.
- A guideline has been defined to use EAST-ADL for construction, validation and reuse of automotive
embedded software.

- EAST-ADL domain model has been modified for compatibility with AUTOSAR.

The current version of EAST-ADL which is used in the Thesis too is a result of this project. Also
Papyrus and KTH Simulink exchange plug-in are 2 of the several outputs of the project.

5.1.3 MAENAD(Model-based Analysis & Engineering of Novel Architectures for
Dependable Electric Vehicles)

Maenad is an ongoing European Commision FP7 Project. Maenad is also based on EAST-ADL.
This time the main scope is to refine EAST-ADL to meet the challenges in the design of Fully Electricle
Vehicles. The official main objectives of the project are as follows:

-> Provision of support for the automotive safety standard ISO 26262

-> Provision of capabilities for prediction of dependability & performance
-> Provision of capabilities for design optimization

- Demonstration of project results in a practical electrical vehicle design

The thesis work took place for contribtuion to Maenad project.
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5.2  Modelling Technology

Model Driven Engineering is the main concentration and contribution area of the thesis work.
MetaModelling, MetaMetaModelling and Model Transformation topics are the main notions that have
been used throughout our studies.

5.2.1 Model Based Development/ Model Driven Engineering

Model Based Development and Model Driven Engineering aims mainly on increasing the
productivity. They help the development teams to co-operate with each other easier and to increase the
compatibility and reusability of systems. Simply they help to increase the efficiency of the design process
by means of offering a domain model and tools such as development environments to the developers.
Figure 5.2.1 shows a typical software/hardware development process. One can apply Model Based
Development and Model Driven Engineering approaches through all the steps of this process, from
project definition to project test and integration. For instance EAST-ADL aims to cover earlier phases in
the development process where AUTOSAR more tries to cover the implementation phase.

Operation
Concept of Verification an
Operations nd Maintenance
) Validation
Project Requirements System
Definition and Verification
Architecture and Validation
g Integration, )
Detailed Test, and Project
Design Verification Test and
Integration
Implzmzntation
Time ’

Figure 5.2.1/ V Model(Software Development Process)
5.2.2 MetaModel/MetaMetaModel

Metamodeling, is the development of the structures, rules and constraints for modeling a class of
problems. A MetaModel determines the possible structures of the model. The MetaModel concept has a
very parallel charactersitic with programming languages. For instance, a programming language is the
grammar of a computer program where a MetaModel is the grammar of constructing a model. A model
that respects the semantics defined by a metamodel is said to conform to this metamodel. So as a
computer program should conform to its language, a model should conform to its MetaModel as well.
MetaMetaModel is one level more abstract than MetaModel. MetaMetaModel determines the semantics
of the MetaModel just as MetaModel does for its Models. The relation between these concepts can be
seen more clearly from the Figure 5.2.2. In MO level, there is a video model which is an instance of Video
element in M1. The video element is an instance of attribute in M2 and attribute is an instance of Class in
M3. So, MO is the model level, M1 is the Meta-Model level, M2 is the MetaMetaModel level. In this
example, M3 is the MetaObjectFacility 2.0 which is formed by OMG group and determines the structure
of M2 which is in this case UML 2.0. M2 could have been another language other than UML which
conforms to MOF. So MOF puts some limits on forming models conforming to it but one can create
different models (languages) using MOF. One can also create different M1 and MO models as well, only
limitation is to make sure that they conform to their corresponding M2 and M1 models. A typical way of
representing the information in MetaModels and MetaMetaModels is using XSD files which is also used
to reprsent the MetaModels that are used in the thesis work.
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Figure 5.2.2/ MetaMetaModelling Concept Example
5.2.3 Model Transformation

Model transformation is the way for specifying how a target model will be formed from a source
model. For this purpose, the developers must match source model elements to initialize the target model
ones. Formally, a simple model transformation has to define the way for generating a model Mb,
conforming to a metamodel MMb, from a model Ma conforming to a metamodel MMa. The transformation
rules can also be seen as a model since it has to conform to a transformation metamodel that defines the
model transformation semantics.

conformsTo conformsTo

MM,
MM 0 MM,

.y conformslo M

conformsl o conformsTo

M, |- o M,

a Transformation

Figure 5.2.3/ General structure of Model Transformation

Figure 5.2.3 shows the general structure of a model transformation. Ma is a source model which
conforms to MMa which is the MetaModel of the soruce model. Mt is the transformation rules which will
match the source elements to the target ones. Mb is the obtained target element by using Mt with Ma. Mb
should also conform to MMb (target model’s MetaModel), hence Mt is responsible of forming a valid
target model. MMa, MMt and MMb have a common MetaMetaModel which is MMM that they conform to.
MMM is the Ecore MetaMetaModel, MMa is the FMI MetaModel, MMt is the ATL MetaModel, MMb is the
EAST-ADL MetaModel, Ma is an FMI model, Mt is the ATL transformation rules and Mb is the EAST-ADL
model obtained after the converesion in our case.
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5.3 FMI(Functional Mockup Interface)/FMU(Functional Mock-up Unit)

FMI defines an interface to be implemented by an executable called FMU. The FMI functions are
called by a simulator to create one or more instances of the FMU, called models, and to run these
models, typically together with other models. Models are described by differential, algebraic and discrete
equations and they are independent of the target simulator as they do not use a simulator specific header
file. An overview of the data flow of an FMU has been shown in Figure 5.3.

The purpose is to describe dynamic systems with these models and provide an interface to run
them as needed in different simulation environments. FMI is distributed in one zip-file. The zip-file
contains

e The Model Description File (XML format): This xml-file contains the definition of all variables in
the model in a standardized way.

e The C sources of the Model Interface (including the needed run-time libraries used in the
model) and/or Dynamic link libraries (DLL) for one or several target machines. This solution is
especially used if the model provider wants to hide the model source code to secure the
contained know-how. A model may contain physical parameters or geometrical dimensions,
which should not be open. On the other hand, some functionality requires source code.

e Additional model data (like tables, maps) in model specific file formats.

. - F X
fy.p-1nital values (a subset of {X,.x,.¥,.v,.m,}) | v

Enclosing Model *

time

discrete states (constant between events)
parameters of type Real, Integer, Boolean, String
inputs of type Real, Integer, Boolean, String

all exposed variables

continuous states (continuous between events)
outputs of type Real, Integer, Boolean, String
event indicators

c
N< x < cDT 3~

External Model (FMU instance)

t X ‘ ‘i.m.z

Solver

Figure 5.3/ A schematic view of an FMU and its interface
5.4 AUTOSAR(AUTomotive Open System ARchitecture)

Autosar is an industrial software architecture standard. The motivation behind starting the Autosar
project was to lower down the cost of the design phase of E/E systems for automotive industry by having
a standardized infrastructure for the management of functions. The cost of the design phase became an
important issue since more and more E/E systems has been introduced to the vehicles in the last 2
decades which made the engineering of them more complex and a longer process to go in. In this
process, automotive manufacturers work with different work groups inside the company as well as with
the others such as suppliers which makes collaboration and integration important issues. Refinements to
the system take place during the development cycle. Also there are increasingly more challenging
regulations for safety and environmental care which creates the need of improvement both in the SW and
HW aspects of the E/E system continually. Autosar's aim is to provide a solution to these modularity,
scalability, transferability and re-usability issues with a standardized software infrastructure.
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5.5 EAST-ADL(Embedded Architectures and Software Technologies - Architecture
Description Language)

EAST-ADL is an architecture description language which aims to introduce more abstract levels
than AUTOSAR. Also it aims to complement AUTOSAR in the development of automotive embedded
systems. In short, the premise behind EAST-ADL is the need of managing the overall engineering
information to control system definition.

The model organization of EAST-ADL can be seen in the Figure 5.5. There are four abstraction
levels for describing software and electronics based functionality of a vehicle. The embedded system is
complete on each abstraction level and the different parts of it can be connected with using various

traceability relations.

VehicleLevel lets the user to represent the features of the vehicle from top level perspective.
AnalysisLevel models the electronic functionality in an abstract form. DesignLevel includes the
implementation oriented aspects and ImplementationLevel is the link of EAST-ADL with Autosar. The
extensions are for giving further modelling support in different aspects of the embedded systems.

SystemModel Extensions ...
Vehicle VehicleLevel
Level TechnicafestureModel
Analysis I AnalysisLevel
e FuncionalAnalysisAr >

Level § " chitecture g zll N Z
Design E DesignLevel EI[Z|[E]8
Level @ functionalDesgnAcchitecture g_ E = §_

§ HardwareDesignArchitecture o« a
Implementation ImplementationLevel
Level AUTOSAR AUTOSAR AUTOSAR

Application SW  Basic SW HW
t‘%:_,‘:?; Data exchange aver porty (‘[’, Allocanio

Figure 5.5/ EAST-ADL abstraction levels
5.6 EAST-ADL Behavioural Representation candidates

UML (Unified Modelling Language), XML (Extensible Markup Language) and XMI (XML MetaData
Interchange) are used as behavioural representation candidates of EAST-ADL. UML is extensible with 2
mechanisms which are profiles and stereotypes. UML2 profile is applied to EAST-ADL domain with using
these mechanisms. XML is used in EAST-ADL for definining EAXML, a model exchange format. Also,
Papyrus is a development environment of UML profiled EAST-ADL models where as the generated
Editor in the thesis work is an XML based one. The FMU2EA tool uses both XMI and XML for the
representation of EAST-ADL models.

5.7 EAST-ADL Tooling

VSA (Volcano Vehicle System Architect), Papyrus and SystemWeaver are some of the EAST-
ADL related tools.

5.7.1 VSA

VSA is mainly developed for AUTOSAR based systems. Its aim is to give support for designing
SW and HW architectures and the interaction between them for automotive systems. It also has a feature
of forming XML based EAST-ADL models. The formed EAST-ADL models with VSA are EAXML
extensioned files and it is known that they were in the desired format. So VSA is used to verify the
models that are obtained from the generated Editor and the FMUZ2EA tool in terms of their structure and
format as they are XML based too.
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5.7.2 PAPYRUS

Papyrus is a tool for modelling in UML2. It also has an EAST-ADL modelling add in. So it is a UML
based EAST-ADL model development environment. The reason Papyrus has been in attention in the
thesis work is that KTH’s Simulink Plug-in application, a project that is considered as an important related
one, is designed for Papyrus.

5.7.3 SYSTEMWEAVER

SystemWeaver is an engineering information platform designed for easier product life-cycle
management (PLM). SystemWeaver offers the possibility of establishing one single source for all E/E
systems information for all developed products. The users of the system are found in different sites within
many diverse organizational areas, and in different project phases. The “Concurrent Engineering”
approach is implemented in SystemWeaver to support these developers with up-to-date information and
with data integrity. SystemWeaver offers a Simulink exchange feature too which gives the SystemWeaver
users the capability of transferring their SystemWeaver models to Simulink. SystemWeaver has a
MetaMetaModel which enables the developers to develop a MetaModel on it and afterwards to use this
MetaModel for managing corresponding models in SystemWeaver. A part of the EAST-ADL MetaModel
has been applied on SystemWeaver as well. For its connection with Simulink and EAST-ADL,
SystemWeaver is considered as an important related approach for the thesis work and therefore an
analysis of it has been done to collect more ideas especially on its Simulink integration feature and on its
way of supporting the development of EAST-ADL models.

5.8 Platform Technology
5.8.1 ECLIPSE

Eclipse is a multi language software development environment. It has an extensible plug-in
system. Eclipse itself provides most of its features with providing plug-ins that run on top of its runtime
system. So users of Eclipse can develop their own applications and introduce them as plug-ins to Eclipse
which makes these applications to become a part of the environment. Eclipse supports a number of
powerful tools in modelling context hence it has an important role both in the thesis work, ATESTT2 and
MAENAD projects.

5.8.2 EMF(Eclipse Modelling Framewaork)

EMF is a modelling framework. It has code generation capabilities for enabling viewing and editing
of models. It is a very strong tool and played an important role through out the thesis work. EMF was the
key element in obtaining the FMI and EAST-ADL MetaModels and the EAST-ADL Editor.

5.8.3 ATL

ATL is a model transformation language that enables to specify how target models can be
produced from source models. ATL is composed of helpers, attributes and rules.

ATL helpers can be seen as equivalent to Java Methods. They are suitable for defining operations
and can be called from different points of ATL code.

ATL supports both declarative and imperative programming by ATL rules. There are 3 kinds of
ATL rules which are matched, called and lazy rules. Matched rules and lazy rules enable the programmer
to do declarative programming whereas called rules are used for imperative programming.

Matched rules find the specified source model elements and forms target model elements with
these. These rules specify how the target model elements should be created from source model
elements. Lazy rules are similar to matched rules but they are only executed when they are called from
an ATL imperative block. Called rules should be called from an ATL imperative block as well and they let
to create target models by imperative code.
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6. Problem approach

This section gives an overview of the work flow taken in the thesis. It also includes a detailed
explanation of the implementation steps taken for forming the FMUZ2EA tool and the EAST-ADL Editor.

6.1. Work Flow

The general approach taken for the whole project can be divided into 2 big modules as seen in
Figure 6.1.1. The steps that are planned to be taken can be summarized under the headings that can be
found inside the modules. The applied approach evolved with time and so has some differences with this
overview of the work plan. For instance, in the beginning finding new solution paths/changing the
selected solution was a part of the general plan but in the end there remained no need to change the
selected solution.
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approaches 4 approaches with the
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Figure 6.1.1/ An Overview of the Work Plan

In Figure 6.1.2, the process followed in “Working on a deeper level on the selected solution” and
“Actual Implementation” parts of the work flow that are also the last two steps seen in Figure 6.1.1 are
shown in detail. The first phase (first big box) in this figure shows the work done to test the selected
solution path in order to see if it will be a preferable choice. The other 2 phases shows the steps taken for
the actual implementation. Further discussion about the work flow takes place in the rest of this part.
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6.1.1 First Phase

The thesis work started with defining the characteristics and limitations of it. The first plan was to
obtain some kind of tool that makes a conversion from a Modelisar model to an EAST-ADL model. It is
planned to implement an interface for the conversion tool to make it more user friendly. Eclipse is decided
to be used as the development platform since this project is a part of Maenad project which uses Eclipse
as well. Obtaining XML based final models which is in the structure of EAXML format was aimed.
Additionally, supporting model exchange between the built tool and Simulink is put as a considerable
future extension of the tool which was a fact that should be caught in mind during the development. The
thesis work is named as FMUZ2EA project.

After deciding on the requirements, the project flow went on with obtaining a general background
about the possible building blocks of the project. Since the main interest was in EAST-ADL, gaining
background step has started with learning this language. Model-Based-Development and MetaModeling
concepts were studied. Also a quick look on XML, Modelisar and Eclipse platform have been taken.

Gaining the fundamental information moved the project to finding the related approaches. After
some short search, 2 projects have been picked up for deeper analysis. They were selected because of
having EAST-ADL as their core. Moreover, they had Simulink integration which is a possible future focus
of the project. So these approaches were thought as having suitable characteristics to obtain an overview
of FMUZ2EA project. As told before, “KTH Simulink Exchange” application, which has been developed in
Eclipse environment as well, was one of the selected approaches. The other selected project was
Systemite AB’s SystemWeaver platform with the Simulink exchange plug-in.

After finding these 2 related projects, detailed analysis of them have been made. First, their
building blocks have been given attention. Papyrus, ATL and UML were studied in the light of KTH'’s
project in addition to the previously studied topics. In connection with Systemite’s efforts, SystemWeaver
and MetaMetaModeling concept were studied. Secondly, their structures have been looked through.
Close look have been given to their Simulink integration and their way of handling EAST-ADL models.

6.1.2 Finding Possible Paths

Obtaining an understanding of the related projects drew a clearer picture of the possible structure
of the FMU2EA. A number of brainstorming sessions have been gone through which ended up with
several ideas. Among these ideas, 1 of them was proposed as a highly potential candidate solution for
implementing the structure. This solution included some decision points such as choosing the language
to use for the application of the mapping rules between FMU and EAST-ADL. The general overview of
the plan looks like as in the Figure 6.1.2.1.

It has been planned to support a user-interface that will let the user to choose a Modelisar model
from the file system. This interface could be embedded to Eclipse platform or can take another formation
depending on the preference later. The interface would also let the user to specify the location of the
output model generated by tool. After the user selections, the corresponding EAST-ADL model should be
created in the previously specified location. It was known that this conversion would extract information
from an XML file and would create another XML file depending on the extracted information. This process
means that there was a need of mapping rules that shows which element of Modelisar corresponds to
which element in EAST-ADL. These mapping rules should have been implemented in Eclipse but how it
will be done has been a discussion topic. One of the proposals was using Java to parse the Modelisar
Model's XML and create another XML that will correspond to and EAST-ADL model. Another significant
proposal was to use ATL to make the conversion. Java had the advantage of being a known
programming language which makes it a more suitable selection for making modifications by other
people on the previous studies in the future. Also it had strong features which could have been used in
case of need during the project. In the other hand ATL was a dedicated language to Model-to-Model
transformation. Also, KTH’s simulink exchange project used ATL for making a model conversion. But,
there were doubts about the capabilities of ATL since it was still a research project. Moreover, learning
and implementing ATL language would take extra time as it had a specific structure unlike to Java, C, etc.
which would need extra effort for getting used.
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After some evaluation, it has been decided to use ATL, since KTH used ATL too in their “Simulink-
Exchange” project as KTH already evaluated this language and also it was favourable to have
compatibility with this tool as there can be a KTH-VTEC collaboration about this project in the future as
KTH is a partner in Manead. But after this evaluation, it has been noticed that ATL has no good source of
documentation and have still bugs. Additionally as it is an evolving language, an implementation running
in an older version has the risk of not being able to run in a newer one. Still, ATL seemed like a good
choice as compatibility was a more prioritized issue. Also, this project was a research project itself too so
there was no problem to put time on examining the capabilities of ATL as it would give feedback for the
future projects for showing whether if it is preferable or not to use ATL.

FileSystem FileSystem

Modelisar

EAST-ADL.xml

A

Eclipse

Programming

T

Figure 6.1.2.1/First state of the interaction planned between the components of the Tool
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6.1.3 Working on the Selected Path/Software Development Process

Before starting to work on the planned solution, a general background refinement has been done.
For this purpose, a general study has been done on the Modelisar project. Secondly, a closer look has
been given to ATL structure and its working principle. Also, some previously completed ATL projects
have been looked into for getting a better idea. Additionally, Eclipse platform and EMF (Eclipse Modeling
Framework) have been studied in a deeper level. Especially, EMF is a very complex framework and a
powerful tool so special attention has been given to it. After this second background study, a more
detailed overview of the process that will take place in Eclipse has been obtained as can be seen in
Figure 6.1.3.

Eclipse
ATL
Conforms To ‘
Metametamodel (ECORE)
Conforms To Conforms To
FMI.ecore EASTADL.ecore
Conforms To Conforms To
Fmi.xml Fmi.xmi EASTADL.xmlI

Figure 6.1.3/ First Planned System Data Flow of the Tool

After somehow taking the Fmi.Xml file with the help of the interface that will be designed, this file
needs to be converted to another file format, XMI. This is because ATL works on XMI formatted files. This
process should take place every time a conversion is done since in a Modelisar model, there is Fmi.xml
file by default, so after every import of Fmi.xml there will be a conversion to Fmi.xmi. A study has been
done for converting an XML file to an XMI in the context of Fmi.xml files and the steps for the conversion
have been concluded. It was planned to do this simple transformation by Java. Moreover, ATL needs the
ECORE MetaModels of the source and target models which are FMl.ecore and EASTADL.ecore
respectively. These Metamodels can be obtained in two ways. One can manually create the Metamodel
by writing the correspding Java Classes. Or, if there are XSD files available then EMF can be used to
generate the Ecore MetaModels. In our case, XSD files for both FMI and EASTADL were available, so
EMF was used to generate the FMl.ecore and EASTADL.ecore files. With these processes, nearly
everything was ready for the first trial of the FMI.xmi to EASTADL.xml conversion. The only missing
component was the ATL file that will supply the rules for the conversion. For this, 2 things had to be done.
First step was to define some principle and basic mapping rules. Second was to implement these
mapping rules in ATL language. There was already an idea on the correspondance between Modelisar
and EAST-ADL from the start which was one of the important motivation points of the Thesis Topic. So
this idea has been shaped to obtain the first version of the mapping that formed the main structure of the
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mapping. To implement the mapping in ATL, ATL language specifications have been learned in a basic
level and then mapping rules have been implemented. Finally, a number of simple conversions have
been run which gave satisfying results so ATL was kept as the transformation language.

6.1.4 Actual Implementation

With the first successful attempt of having a principle conversion, the time came for the actual,
fully detailed version. For this, a first working plan that is similar on the figures 7 and 8 have been
determined. The Figure 7 and 8 shows the actual sequence of the process which evolved over time and
slightly differentiated from the first plan.

It was decided to use majorly an lterative and Incremental Software Development Process and
partly Waterfall Model where it is applicable. This approach was preferred as the project is experimental.
How much the mapping will be possible, how suitable is ATL to implement all the mapping rules, what is
Eclipse capable of and what structure and format should the model have, were all uncertain issues in the
start. These topics get clearer all along the way which made an iterative process preferable. But in certain
phases of the project Waterfall model has also been applied.

6.1.4.1 Main Phase

There was a need of a tool that can verify the generated EAST-ADL file by the conversion and
edit it. There was no open source environment dedicated to edit EAST-ADL models in XML format.
Papyrus is an EAST-ADL editor, but it is based on UML format which didn’t work in our case. So an editor
that can edit EAST-ADL models in XML format became an interest. With this editor, the user would be
able to generate models from scratch and then import the generated EAST-ADL models by the tool as a
part of this model. Or the user can build larger models on top of the generated EAST-ADL models by
opening them in the editor. While studying EMF before, an editor generation tool has been noticed. A
more in-depth evaluation has been done on this specific tool. After spending some time on the tool, the
editor in interest has been obtained. Thereafter, obtaining an editor that has the capability of editing
AUTOSAR+EAST-ADL elements through the same model became an additional interest. After putting
some extra effort, this editor has been obtained too.

Then the attention has been moved to one of the core topics of the project, obtaining the fully
detailed mapping rules. This part of the work was more of an iterative process going back and forth
between studying on EAST-ADL and MODELISAR in a very detailed manner and adding the new
information gathered to the mapping rules. Also, working on the Papyrus and Eclipse Editor generated
models supported the process for deciding on the final structure of the models obtained by the FMU2EA
tool.

After some while, the near complete mapping rules have been obtained which carried the project
to another core topic, implementing the mapping rules in ATL. For this, further knowledge about ATL was
needed to be obtained. Although the documentation about this model transformation language was
limited, there were supporting resources like Examples and forums. With using all of the information from
these sources, an Apply&See approach has been followed. In this approach the ATL debug tool has
helped very much to see the actual characteristics of the program.

With the deeper background obtained about ATL, the near complete mapping rules has been
started to be implemented. The characteristics of ATL sometimes prevented the implementation to be
straight forward and fast. During the implementation, the mapping rules have been refined too and found
its final shape. These final rules have been completely applied in ATL but the models obtained by these
rules had minor differences with the desired model structure and these were caused by the limitations of
ATL. Fixing these differences is noted as future work.

For the final Analysis&Verification on the generated EAST-ADL.XML file’s structure, different
paths have been taken. One of the tests has ended up with the conclusion that there is a need of further
modification in the structure of the generated file. This test has been done with the VSA Volcano tool from
Mentor Graphics AB. The tool has a feature of creating and editing EAST-ADL models. Furthermore it
serializes the generated model in XML format unlike the previously used tools for verification. The reason
this tool has not been used before in defining the structure of the EAST-ADL.XML file process is that it is
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not an open source tool and it became available at this final testing time to us. The generated files from
this tool could be taken as reference since it was known that the tool completely conforms to the EAST-
ADL Schema (XSD) during serialization of the created models which means that the structure of the
obtained EAST-ADL.XML file will be in the desired format. After doing a number of tests, the differences
between the generated EAST-ADL model's XML files from ATL and VSA have been found and the
needed modifications to be done to the ATL generated XMLs in order to obtain VSA like files have been
listed.

The modified conversion process can be seen in Figure 6.1.4.1 more in depth. This figure is very
similar to Figure 6.1.3 with 2 differences. An additional step has been added to the end which can be
seen in the figure as a dashed arrow starting from EASTADL.XML and ending at EASTADL.EAXML. The
EASTADL.EAXML file is the desired final format as discussed above. The other difference is that in
Figure 6.1.4.1 the arrows from FMI.XML to FMI.XMI and from EASTADL.XML to EASTADL.EAXML are
dashed. This means that the process taken for these conversions will be handled manually. In the start
the plan was to make these extra processes with Java but it has been decided to make them manually to
leave more time on the main frame since it was known that the implementation of these extra processes
is no big deal and can be turned back later on. So this modification has been noted as a Future Work.

----------------------------------------------

ATL

Conforms To

Metametamodel (ECORE)

Conforms To

Conforms To

Figure 6.1.4.1/Modified System Data Flow of the Tool



CHALMERS (5%

Page 20

6.1.4.2 Finalization

Now, the time has come to integrate the core with some kind of interface. Although an overview of
the interface has been formed in the beginning as a first idea, further discussion went on. An Eclipse
plug-in that pop-ups with the right click of the mouse in a Modelisar or an EAST-ADL model has been
proposed as the most convenient solution. This plug-in was planned to have the option ‘Convert to East
AdI’ when clicked to a Modelisar object and the option ‘import from’ when clicked to an EAST-ADL model.
If a Modelisar model was selected to be converted with the plug-in, then a new EAST-ADL model would
appear in the workspace. If an EAST-ADL model was selected with the plug-in to make a conversion,
then a browsing menu would appear to let the user to select the desired Modelisar model to be
converted, and after that the EAST-ADL model resulted from that Modelisar model would be outputted to
the selected EAST-ADL model in the start.

A general research has been done about the topic and it has been found that Eclipse offers a tool
to generate a plug-in for ATL applications. For saving time and having a more generic application, using
this tool for the implementation of the planned plug-in has been decided. A deeper work on the tool has
been made and afterwards the tool is used to generate the Java source files of the plug-in. Some
modifications have been done on these source files in order to make the plug-in work. This plug-in was
used by running the the main method of its source files. This was not a desirable result since it would not
be neat and straightforward from the point of view of the user. Also it was not good to let the user to
access the source code. To avoid the listed circumstances, forming an executable for the obtained plug-
in has been found as the convenient solution. Eclipse also supports an easy way of obtaining the so
called executable. With using this tool a .jar file is obtained which only needs a running JVM on the
machine to operate. This executable runs with the help of command window. The location of the
Modelisar model which the conversion will take place on, the desired name of the output model, the
desired extension of the output model and the desired location of the output file are needed as inputs.
The users enter these inputs from the command prompt. After the executable takes the inputs and the
run command, it outputs the result in the specified location with the specified extension and name.

Although the plan of having a plug-in dedicated to Eclipse evolved over time into something else,
it resulted in a more satisfying result since the tool in the end became platform independent. But, the
original plan is added to the future work list as it could be useful in a possible tool integration process with
KTH’s tools since the plug-in planned originally is very similar to the KTH’s plug-in applications.

After all, several tests have been done on the tool. These tests ended up successfully and made
the verification. Then, it has been decided to define and list relevant future improvements that could be
useful in the possible future uses and applications of the tool. Also making some preliminary work on
some of these has been found convenient to do. Finally, after all of the process that has been gone
through, the detailed final documentation of the tool has been completed, which was also the end of the
thesis project.
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6.2 Final System Overview

6.2.1 FMUZ2EA Tool

With the evolution of the system in time, the final system overview looks as in Figure 6.2.1:

USER Command Java Virtual Main ATL File
Prompt Machine Method System

Runs the command prompt

Specifies the executable location |

Specifies the input location |

Specifies the output location

Enters to Run the executable

Commands JVM to run the

specified executable Runs the Main__ |
fMethoddoflthe ] Run_fhtrzs ATL AtPI Takes the
referenced class in with the inpu Modelisar Model
the .jar file with the entered >

from the entered

input entered location

Makes the
conversion of the
Modelisar Model to

an EAST-ADL model

Outputs the resulted EAST-
ADL model to the entered |
location from the user

Figure 6.2.1/ Final System Overview

User starts with opening the command prompt. He specifies the .jar file’s location. Then he enters
the Modelisar model’'s location for the input and another desired location for the output and runs the
executable. Then JVM is instantiated. JVM runs the main method that is pointed in the .jar file as the
starting point. In our case, the main method takes the inputs that is entered by the user in the command
window and communicates with ATL API to run the ATL launch configurations. When the ATL launching
configurations has been done, the corresponding Modelisar model found from the entered input path is
taken from the file system by the ATL VM. After that ATL VM executes the .atl file that includes the
mapping rules for creating the corresponding EAST-ADL model of the Modelisar model. Finally, the
generated model is put into the previously specified place in the file system.

It should be noted that the input Modelisar model needs a small modification before it is
processed by ATL. For the current version of the tool, this modification will be done manually by the user
before running the executable. As stated before, the extra process that will be gone through for obtaining
the final structure of the EAST-ADL.XML file will be done manually too.

6.2.2 EAST-ADL Editor

User runs the Java source files of the Editor as an Eclipse Application. After that, another instance
of Eclipse opens. This new thread of Eclipse recognizes the Editor as a plug-in. If one can see the
generated Editor in the plug-in details menu of the new instance of Eclipse then it means that the Editor is
generated correctly and is ready to be used. Now the user can create an empty EAST-ADL model and
edit it. The Editor directs the user when building up a model. Also it supports a validation feature which
checks the model formed and gives errors if there are differences between the model built and the
Schema (XSD). When the model is saved, it is serialized into an XML file. An editor is obtained both for
FMI and EAST-ADL. The EAST-ADL Editor is capable of building AUTOSAR and EAST-ADL models
concurrently.
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6.3 Implementation Details

In this section an in depth explanation of all the details about the building blocks of the FMU2EA
tool and the EAST-ADL editor will take place. A general explanation about the below topics has taken
place in the problem approach part and a system overview has been given in the previous section. For
understanding more clearly about how these building blocks make up the the tool or the editor, please
refer to the previous sections.

Some of the below components are a part of both the Editor and the FMUZ2EA tool.
6.3.1 Setting up Eclipse

Different tools of Eclipse have been used for the development of the FMUZ2EA tool and the EAST-
ADL Editor. These tools are provided by EMF, MDT, M2M and XSD projects. They also support the
infrastructure for the development. All the tools of these projects can be installed to any Eclipse platform.
Also there are Eclipse releases which include the listed projects as a pack. As it is better to have a
standard platform, it is chosen to use one of these Modelling Tools releases. Galileo, Helios and
Ganymede are the latest Eclipse releases that also have the Modelling Tools releases. These three have
been published in different times so using the oldest one has the benefit of being a stable release. In the
other hand the newer ones has the benefit of supporting the newest editions which sometimes support
new tools. For obtaining the best performance, all of the 3 releases have been tested. Finally, Galileo
release has been chosen for the tool development and Helios release has been chosen for the Editor
generation. For the Galileo release, some updates have been done to some of the features and the final

versions of them can be seen in Figure 6.3.1.
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Figure 6.3.1/ Version information of the plug-ins of the Galileo platform which is used as the development
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Metamodel of the FMI and EAST-ADL were needed for developing and using ATL and EMF editor
generator. Moreover this metamodel should be an Ecore Metamodel which means that it has to follow the
Ecore MetaMetamodel which can be seen from the top-view in Figure 6.3.2.1. ‘Following’ here means,
creating a metamodel that is in the structure of Ecore MetaMetaModel.

EDbject
ElladeiElarment
| | I
EFactaory EMNamedElement EAnnotation
EPackage EClassifier EEnumLiteral ETypedElement
EClass EDataType EStructuralFeature EQperation EParameter
EEnum EAttribute ERefarence

Figure 6.3.2.1 / Ecore MetaMetaModel

There are 2 ways to form a Metamodel that conforms to this ECore MetaMetaModel. First is to
create it manually from scratch. Second is to use EMF to generate one. EMF has a built in tool for
generating Ecore Metamodels from XSD files. The second one has been chosen since XSD files of FMI
and EAST-ADL were available. The first way is a huge process and can be a thesis project itself.

Applying certain steps, the MetaModels were created (These steps can be found in the Appendix
C1). But the Metamodels resulted from the generation were not in the exact format that is desired. They
had small differences. A small part of the XSD and the generated MetaModel is shown in Figure 6.3.2.2.
As can be seen in the XSD, all the elements (Real, Integer, etc.) starts with upper-case letters where as
the generated MetaModel have them as lower-case. As the attributes starts with lower-case letters in
XSD, this has caused no difference in the MM.
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Figure 6.3.2.2 / FMI XSD and generated FMI MM and the modified FMI MM
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This situation is similar in the EAST-ADL case with additional differences. In EAST-ADL XSD, all
the elements and attributes start with uppercase letter. Additionally, every different word in the name of
an element or attribute is separated by dash characters(-). EMF removes these characters and changes
the first uppercase letters with lower ones. This can be seen in Figure 6.3.2.3. In the left figure
ANALYSIS-FUNCTION-TYPE elements’ attributes and other elements inside it is shown as it is in the
EAST-ADL XSD. The right figure shows the same element in the EAST-ADL MetaModel that is
generated by EMF. As can be seen, all the element and attribute names has gone through a change. For
instance SHORT-NAME became sHORTNAME in the MetaModel.
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Figure 6.3.2.3 / AnalysisFunctionType(AFT) XSD and the generated AFT MM

This rather small and partial difference in the obtained FMI MM causes EMF not recognizing the
Modelisar models since the MM is used to open the models. This means that ATL will not be able to
interpret the model directly as it is. There are 2 solutions to this problem. Either changing the MM
manually in the desired way, or adding an additional process of changing the Models in the way that they
will conform to the original generated MM. The case in EAST-ADL is similar too. The output that is
obtained after the conversion would have slight differences than the desired one if the generated MM for
EAST-ADL is used directly. So either the MM for EAST-ADL can be changed manually or an extra step
can be added to the conversion before the output takes its final shape.

Changing the MetaModel manually is all right for the FMI MM but it is not feasible for the
EASTADL MM since EAST-ADL MM is much bigger than FMI MM which would take much more time to
modify. Also the chances of modifying the MetaModel for the EAST-ADL one in an incomplete manner is
much higher. Modifying both of the MetaModels is nicer from the tool perspective as having a compatible
MM with the model avoids an additional process on the model to make it look like in the MM. But still, this
is not a good solution in the sense that the tool loses a part of its generic character since the MetaModel
used becomes a specific one when it is modified. Also in the case of keeping the original MMs and
adding an extra process on the models, if the XSD goes through a change, then it would be possible to
generate the modified MM from EMF directly but otherwise either the changes should be applied to the
MM itself or if the XSD is used to generate a new MM, all of these manual changes should take place
again on the MM. But some changes on the XSD even can affect the ATL conversion and a refinement
can be needed in the rules depending on the case. So modifying the MM maybe can not be seen as a big
deal as other modifications can as well be needed in the case of a change of XSD.

As a result, FMI MM is changed manually for this version of the application but EAST-ADL MM is
kept as it is generated from EMF. So as a result the extra process needed for the Modelisar models are
avoided. As the original generated EAST-ADL MM is used in the system, an additional process is needed
after the output is formed. This process is explained in the “Converting the output to EAXML format”
section.
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6.3.3 Obtaining the Editor

During the generation of the MetaModels, an EMF model is created too. Eclipse has the feature to
generate an Editor for this EMF model. When this feature of EMF is used to generate an Editor, Java
classes are formed by EMF. More or less everything is done by EMF. But to obtain the desired Editor,
there are options to change. The options used for generating the Editor for EAST-ADL is shown in
Appendix C2. The Editor created for Fmi uses the default options. Another important parameter is to use
the appropriate release of Eclipse with the correct versions of the features as they are linked to each
other. The platform that has been used for generating and using the Editors is Eclipse Helios as said
before. The versions of the EMF features are shown in Appendix C2.
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Figure 6.3.3/ Root Elements of the different Models obtained from the original and the modified XSD

An EAST-ADL and an Fmi Editor is obtained which meets the expectations but an Editor which
gives the chance to the user to build a model that constitutes of both AUTOSAR and EAST-ADL
elements. But the constructed Editor limited the user to choose either AUTOSAR or EAST-ADL models to
build, so the user was not able to build these models concurrently. This case can be seen from the top
figure in Figure 6.3.3.1. This limitation was also a little bit strange for us in the start because an XSD that
constitutes of both AUTOSAR and EAST-ADL elements is used for the generation of the Editor. Then we
had an idea why the editor gives 2 choices when creating the model. To test the idea, a small
modification has been done to the schema and an Editor is obtained with it. This editor meets the
requirements. With this editor it is possible to add AUTOSAR and EAST-ADL elements in the same
model. In this new Editor there is no choice of AUTOSAR or EAXML when creating the model. This can
be seen from Figure 6.3.1.1.

For obtaining the modified XSD which the editor uses, a Root element is created. The AUTOSAR
and EAXML elements which are the top most and root elements of AUTOSAR and EAST-ADL are put
inside the ‘Root’ element. The structure of the root element that is added to the XSD can be seen below:
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<xsd:element name="Root">
<xsd:complexType>
<xsd:choice minOccurs="0" maxOccurs="1">
<xsd:element name="AUTOSAR" type="AR:AUTOSAR"/>
<xsd:element name="EAXML" type="AR:EAXML"/>
</xsd:choice>
</xsd:complexType>
</xsd:element>

This makes the model generated with this editor to have only 1 root instead of 2. So this was why
the editor was giving 2 options to form a model. But this is a non standard solution which does not
conform to the Meta-Model of neither AUTOSAR nor EAST-ADL since an additional element is created.
This case can cause incompatibilities with the other tools to open the models that are created with this
Editor. But the solution is rather easy. The user has to do some steps manually to obtain a compatible
format of the model. These steps can be found in “Converting the output to EAXML format” section.

The generated Editor runs as an Eclipse application in another instance of Eclipse but this can be
modified. With some additional steps the generated Editor can be added to the core plug-ins. This
implementation hasn’t been done in this version of the application and is put to the Future Work list.

Also an Editor is obtained for FMI with the modified MM which gives the user the ability of creating
FMI’s from scratch or modifying the existing ones. This also adds the tool additional strength as the user
can play with the Modelisar models in hand to obtain different EAST-ADL models even if they don’t have
any Editor other than the generated one. Since the models can be exchanged through people or found in
the network, it is not guaranteed that a user will have a Modelisar Editor.

6.3.4 Obtaining the Mapping Rules

This section will give you an insight about the idea behind the conversion of Modelisar models to
EAST-ADL ones. For further details, refer to Appendix A3.

The main notion behind the conversion is the mapping between an FMU (Functional Mockup Unit)
and an EAST-ADL model. The overall look to the mapping is that an FMU corresponds to a FunctionType
element in EAST-ADL. The structure of the Function Type and the connected elements can be seen from
the relevant parts of the EAST-ADL MetaModel which can be found in Appendix A2. Also the structure
and components of FMI can be found in Appendix Al. As a general picture, a Function Type constitutes
of input, output and input/output ports. Ports are the only way of connection with FunctionTypes. For
instance, ports are used as the gateway for exchanging information between different Function Types. It
can also have function connectors and port groups but they are out of interest for this version of the
conversion. FunctionTypes and Ports have different types. A Function Type can be an
AnalysisFunctionType or a DesignFunctionType. A Port can be a FunctionFlowPort, FunctionPowerPort
or a FunctionClientServerPort. An FMU consists of an fmiModelDescirption element which is the root. It
contains FmiType and FmiScalarVariable elements which are the important ones among others. Mainly,
fmiModelDescription corresponds to a FunctionType where FmiType and FmiScalarVariable are used to
form the ports.

In theory, there is no limitation for the mapping. An FMU can be mapped to an
AnalysisFunctionType or a DesignFunctionType with FuncitonFlowPorts, FunctionPowerPorts and
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FunctionClientServerPorts. But in practice there is no way to guess which FuntionType or Port will be
used. So it is always assumed that an FMU corresponds to an AnalysisFunctionType with
FunctionFlowPorts. In reality, it can also be mapped to a DesignFunctionType, but it is thought that there
is no way or it will be too costly in the sense of time to predict whether an FMU is an
AnalysisFunctionType or a DesignFunctionType, so it will be assumed that all FMUs are
AnalysisFunctionTypes. But this is not an important issue. The user can always modify the EAST-ADL
model in the way that it should be afterwards the conversion. This modification is a straightforward
process. The user has to only change the type of the FunctionType or Port from an EAST-ADL editor.
None of the information of the model would be affected by this change.

The FunctionFlowPorts are typed by Datatypes. In other words, every Port has a corresponding
DataType. DataType of the Port determines the unit of the information exchange with the other Ports that
it is connected. This DataType could be an EABoolean, EAString, Enumeration, EAFloat or an EAInteger
and Enumeration can hold several EnumerationLiterals. The DataType could also be a composite data
type but there is no correspondence between the elements of the FMU and composite data type. So an
EAST-ADL model that is generated from an FMU can not have a port whose data type is composite data
type. The Port’s DataType type is decided depending on the information in the FMU, more specifically
from FmiTypes and FmiScalarVariables of the FMU.

There are 2 more elements that are used in the mapping, RangeableValueType and
EnumerationValueType. RangeableValueType gives reference to either an EAFLOAT or an EAINTGER.
EnumerationValueType gives reference to an Enumeration. These 2 holds extra information about the
DataTypes that they give reference. The information they hold is obtained from the corresponding
FmiTypes and FmiScalarVariables of the FMU as well.

To sum up, FMU has all the relevant information for forming an AnalysisFunctionType with its
corresponding elements. One thing that should be noted here is that FMUs has no input/output elements.
They only have elements that have the input or output characteristic. This can be seen as a limitation
from the first look but from the point of view of converting an FMU to an EASTADL, there is no harm
since no incorrect or incomplete mapping is done. But if a conversion in the opposite way is desired to be
done, then this situation can become an issue. In that case, instead of creating one element that has an
input/output character, creating 2 elements which one of them is an input and the other is output can be a
solution. Furhter details of the mapping can be found in the Appendix A3.

6.3.5 XMLtoXMl

As discussed before, the FMI of the Modelisar Model is an XML file in standard. But EMF and ATL
works with XMI formatted files. So as FMI is the input of the ATL conversion, the FMI.XML file should be
converted to an FMI.XMI file. This conversion is very simple and straightforward. Only the header of the
document is replaced by another header and the structure of the rest of the file is left the same. The
reason behind this modification from XML to XMI is that EMF and ATL looks for the ECORE model to
which the model in the file conforms. So the starting line of the XML documents is changed as below to
convert it to an XMI:

XML:
<?xml version="1.0" encoding="UTF-8"?>
XMI:

<?xml version="1.0" encoding="1S0-8859-1"?>

<xmi:XMI xmi:version="2.0" xmIns:xmi="http://www.omg.org/XMI"
xmins="platform:/resource/FMIEX1/MetaModels/FmiModelDescription.ecore">
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6.3.6 Setting up ATL

ATL has a launch configuration menu which shows up before running an ATL conversion. The
user puts the necessary information in this menu to run the conversion. This menu can be seen in Figure
6.3.6. It needs the locations of the MetaModels of the input and output models. It is also necessary to
point where the input model is located and where the output model should be put. There are also other
advanced options which have to be adjusted for the application. This configuration has been done once
and later on, it is embedded to the tool during the Plug-In implementation of the ATL conversion. So in
the final version of the tool which runs as an executable, when the user enters the input that is needed for
the tool, this input is taken to configure the configurations of ATL. The rest of the adjustments done in the
configuration other than the ones that have been taken as input from the user are preserved in the tool.
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Figure 6.3.6/ A View from ATL run configuration

6.3.7

Implementing the mapping rules on ATL was not straightforward. This is because ATL has its own
characteristics. But the mapping rules can not be changed so much for fitting to the ATL implementation
easier as mapping an element of FMI to an EAST-ADL element only makes sense in one way in general.
Only small changes can be made to the mapping rules such as leaving out some parts of the mapping or
changing the shape of the model in the way that it won’t effect the model’s structure. So the main
challenge was to suit the ATL rules to the mapping rules.

Implementing on ATL

The following ATL implementation structure has been used to apply the mapping rules. Only
conversion of a RealType in FMI is shown. For all IntegerType, BooleanType, StringType and
EnumerationType a similar kind of logic is used as it is in RealType:
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For all FmiScalarVariables in fmiModelDescription that has causality = input or output
If FmiScalarVariable constitutes of a RealType
If RealType has no declaredType
FUNCTIONFLOWPORT is formed by FmiScalarVariable

EAFLOAT is formed by RealType
RANGEABLEVALUETYPE is formed by RealType

If RealType has a declaredType
FUNCTIONFLOWPORT is formed by FmiScalarVariable

EAFLOAT is formed by both RealType of FmiScalarVariable and the
RealTypeType of the declared FmiType

RANGEABLEVALUETYPE is formed by both RealType of FmiScalarVariable
and the RealTypeType of the declared FmiType

Form the corresponding EAST-ADL elements from IntegerType, BooleanType,
StringType and EnumerationType too as it is shown for RealType.

Form the EAXML structure:
RootType
EAXML
TOPLEVELPACKAGESType
EAPACKAGE
ELEMENTSType
aNALYSISFUNCTIONTYPE
eAFLOAT
eAINTEGER
eABOOLEAN
eASTRING
eNUMERATION
eNUMERATIONVALUETYPE
rANGEABLEVALUETYPE
Form the ANALYSISFUNCTIONTYPE by using fmiModelDescription:

ANALYSISFUNCTIONTYPE
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SHORTNAME

nAME
uuUID
pORTS

Put the FUNCTIONFLOWPORTS formed previously into the pORTS element of the formed
ANALYSISFUNCTIONTYPE

Put the other elements formed into their corresponding elements in the previously formed
EAPACKAGE element inside EAXML(Put EAFLOATS under eAFLOAT etc.)

The implementation in ATL got the above shape depending on the ATL'’s structure. For instance,
why FUNCTIONFLOWPORT is formed separately, even though its generation procedure is the same
when a RealType has a declaredType or not, is because of the ATL’s characteristics and having a neater
and more understandable ATL code.

Some difficulties have been faced during the implementation of the above plan. The difficulties
changed the shape of the above structure a little bit. The last step of the implementation couldn’t be
applied. So the individual elements created other than Ports haven’t been put into their corresponding
locations. But this is not a big issue since according to the MetaModel of East-Adl these elements can
exist as individual elements. So the generated models are still valid but they don’t look so neat.

The solution to this is to select the elements that are created and putting them to their
corresponding location manually. Also another way is found and implemented to fix the missing step and
the desired structure has been obtained by it but this implementation is not finalised yet. Only small
details have been left to have it as the final version. The final ATL code can be found in Appendix A4.

6.3.8 Obtaining the Plug-in

As in the generation of the Editor case, Eclipse also supports a tool for auto-generating a Plug-in
for an ATL application. Certain steps are applied to obtain the Plug-in. These steps can be seen in
Appendix_C3. For this plug-in, Eclipse forms a file that constitutes of Java files and a number of other
type of files. But the plug-in does not run straight forward after the auto-generation of the source files.
Certain changes have to be done into a couple of source files. The change took place for the reason of
pointing the plug-in where the FMI and EAST-ADL metamodels are located. For making the minimum
change in the source files, also the MetaModels of FMI and EAST-ADL are added into the generated file.
With these changes, a user can enter the input and output location to the console and run the main
method.

6.3.9 Obtaining the Executable

The plug-in gives a level of usability to the tool but still running an application directly from its main
method is not a good option to use. It is better to put an interface between the user and the source files
so that the user won’t have the direct access to the source files. This is preferable since it gives a more
user friendly usage of the system. Also, in this case there is a smaller chance for the user to break down
the system. For these listed reasons, an executable is formed for the source files of the plug-in. This time
it was rather a straight forward process. Eclipse Java export options have been used to create the jar file.
This creates a stand alone application which the user even doesn’t need Eclipse to run the jar file. The
actual steps taken for creating the jar files have been shown in the Appendix C4.

6.3.10 Converting the output to EAXML format
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As discussed above the generated MetaModel from EMF is slightly different than the EAST-ADL
XSD itself. And the ATL uses this generated MetaModel as a basis for creating the EAST-ADL models
out of Modelisar ones. As a result the created EAST-ADL models have differences with the desired
format. The desired format is the one that directly conforms to the XSD. This is the case for the Mentor
Graphic’s VSA tool. The models created by using this tool have the desired characteristics. So the
structure of these models has been used as the basis to decide on which changes should be applied on
the model created by the FMUZ2EA tool.

In Figure 6.3.10.1 there are two models which the one in the left is created by FMU2EA tool and
the one in the right is created by VSA tool. If we analyze the differences step by step, the first one
noticeable is the 1%, 2" and the closing lines. These lines give information about the encoding type and
the reference source which is used to create the corresponding XML. The ATL generated one has a
different opening since the source used to create it is the EAST-ADL MetaModel where the source used
to create the schema. The encoding difference is not important since it is an option to have different
encoded models in the both sides and selecting different encodings doesn’t effect how the model looks in
our case.

Another difference that can be seen is that, there is a RootType element in the left model which
does not exist at all in the right one. This is because the RootType element is not an element of the
EAST-ADL XSD. The reason behind why this element is introduced to the XSD which is used to create
the MetaModel was discussed before in the text.

ading="TS0-8859-1 75 S3ml v '1.0" encodin="WIF-§'2>
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Figure 6.3.10.1 / Modification of an EAST-ADL
model which is generated by the tool
to the structure valid for VSA tool
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Figure 6.3.10.2 / Modification of an EAST-ADL model, which is formed by using the generated Eclipse
EAST-ADL editor, to the structure valid for VSA tool

As discussed before, the EAST-ADL MetaModel generated by EMF has differences from the XSD
in the name of the elements. And no manual change has been done to it for having the same element
names as in XSD. Normally this results as having slightly different Element name format in the created
model too. For an example, the ANALYSIS-FUNCTION-TYPE element in the XSD is passed as
aNALYSISFUNCTIONTYPE into the MetaModel so to the Model too. All of the elements and attributes
have this difference. This difference can be fixed by manually changing the MetaModel but as an
additional process is needed anyway for the other difference so for this version of the application no
change has been done to the EAST-ADL MetaModel that is used for the conversion. The last and most
critical difference is that the structures of the elements have differences. For instance, SsHORTNAME and
nAME are attributes of the aNALYSISFUNCTIONTYPE element for the created model by the ATL
conversion, but the VSA generated model has SHORT-NAME and NAME as elements inside the
ANALYSIS-FUNCTION-TYPE element. This difference is not a tolerated one. If this difference is not
fixed, VSA is not able to recognize and open the model generated by ATL conversion although even all
the other listed differences have been taken care of. Also this is a difference that is not possible to be
fixed with changing the MetaModel manually. The reason behind this difference is thought to be sourced
from the EMF model created from the XSD since this model forms the XML document. One of the
possible solution paths is guessed to be in changing the generation way of the MetaModel from the XSD
but implementing this solution or finding another solution is left as a future work. In this implementation
version, user has to do the changes manually.

After putting some of the attributes as elements, now the file is ready to be opened by VSA which
means it is modified to the desired format. The listed modifications turned the file to the one that can be
seen in the right Figure of Figure 6.3.10.2. Still there is a small difference left with the VSA generated
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model. There are extra empty elements inside some elements. For instance, UA-TYPE-REFS in
ANALYSIS-FUNCTION-TYPE in VSA generated model (Right figure of Figure 6.3.10.1). Good news is
that VSA recognizes the file even if the file does not have these extra elements. So having or not having
these elements is not a constraint. Also every element is supposed to have a UUID according to the
EAST-ADL MetaModel. Generating a UUID is not random; it has a standard to follow. So putting UUIDs
of all the elements needs an extra effort for implementing. If the models are opened in VSA, VSA has the
option to generate the UUIDs of all the elements. So this process is left out instead of putting time on
working on the generation of the UUIDs. If the user needs the UUIDs he can use VSA to generate it and
VSA is a platform that can be assumed that it will exist on a user's PC who uses the FMU2EA tool.

There are also several differences between the desired file format of an EAST-ADL model and the
created file by the generated EAST-ADL Editor. These differences are fewer and more straightforward
compared to the files generated after the conversion. The structure of the XML file generated by the
Editor can be seen in the left figure of Figure 6.3.10.2. The first step that has to be taken for obtaining the
desired file format (as in the right figure of Figure 6.3.10.1) is to change the first 2 lines of the file and
erase the Root element. The second is to erase the label ‘adlrt’ from all of the lines of the file. After these
the file will look like as in the right figure of Figure 6.3.10.2. This is the file format obtained also after
some modifications to the FMUZ2EA tool generated file. So, the rest of the modifications needed are the
same as discussed in the previous paragraph.
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7. Related approaches

There have been 2 projects that have been studied for the actual work which are KTH’s
Papyrus<->Simulink Exchange plug-in and Systemite AB’s SystemWeaver<->Simulink plug-in as
discussed before. KTH’s project has been a source of inspiration for the current implementation of the
FMUZ2EA tool whereas analyzing SystemWeaver<->Simulink application has been useful more for
deriving some hints for the near future planned work of ‘Integrating FMU2EA tool with Simulink’.
Additionally, these projects have been an important starting point for obtaining the general motivation
behind Model Driven Engineering.

7.1 Papyrus€->Simulink

There are lots of similarities between FMUZ2EA tool and this project. Because of this, a possible
Simulink integration application can follow KTH’s approach. Thus it is important to summarize the working
principles of the Papyrus<->Simulink tool. The Overview of the System Mechanism from Papyrus to
Simulink can be seen in Figure 7.1.2 and from Simulink to Papyrus in Figure 7.1.3.

The main notion used in the transformation can be seen in Figure 7.1.1. The process shown in
this Figure is for converting a Simulink model to a Papyrus one. The exact reverse way gives the
Papyrus2Simulink path. From the Tool Model to Intermediate Model, only file format (UML, XML, EMF,
etc.) is changed but the model structure is kept the same. This step is called Technical Space Bridge in
the Figure. When the intermediate model obtained, the structural bridge is used. This one keeps the
format same but modifies the structure of the model. The application of this notion to the tool can be seen
in the explanation of the system structure below.

Technical
Structura Space
Bridge Bridge
Target Mode intermediate Model Tool Model

«Same lechncal space as targe! mode
Same structure as 100l model

Figure 7.1.1/ Converting a Simulink Model to a Papyrus Model
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Figure 7.1.2 / Steps taken for forming a Simulink model from a Papyrus model
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First a complete Papyrus Model is built up. The Papyrus Model is an East-Adl model stereotyped
with UML. Papyrus model constitutes of 2 files which one of them has a .di2 and the other has a .uml
extension. The .di2 file holds the graphical information of the model in hand which is not in interest for the
transformation of the East-Adl model to a Simulink Model. So .di2 file is ignored in the transformation
process and instead only .uml extension file is used. This file is converted to a .simulink extension file,
which is a transition file, using the ATL transformation defined by KTH. This newly created file conforms
to the Simulink Ecore MetaModel that is defined by KTH. A bunch of processes has to take place in
Matlab before the .simulink file can be converted to an .mdl file. This is done by making use of both
Java’s and Matlab’s features. In other words, this phase is passed by the co-operation of Java and
Matlab by using the codes written by KTH. Since Matlab has a feature to use Java classes, this co-
operation is not a problem. The processes in this phase can be separated into two which are Pre-
processing and Simulink model creation. Pre-processing constitutes of the Java code written. In it,
missing layout information is added to the .simulink file. Also it allows Matlab to query the structure of the
Ecore model in the .simulink file by reading it from memory. Simulink model creation is done by the
Matlab code. It sets up the Matlab environment to fulfil the process and finally creates the Simulink object
by the queried structure.

- From Matlab 2 Papyrus:

Simulink-like EAST-ADL Profile
Metamodesl U
Ecore bx Meatamodeal

I contorms

Figure 7.1.3 / Steps taken for forming a Papyrus model from a Simulink model

A similar transformation process takes place for obtaining Papyrus models from Simulink ones.
Simulink communicates with Eclipse API to generate an Intermediate Model in Eclipse. This corresponds
to a format transformation. The model obtained is changed in structure too for bringing in the EAST-ADL
profile to the model. This model is in UML format and conforms to the EAST-ADL MetaModel.

There are limitations of the tool currently. Analyses of the current problems of the tool have been
made for avoiding such possible future problems for the probable use of similar parts in the Simulink
integration with the FMU2EA tool and can be found in the Appendix D1.

7.2 SystemWeaver <->Simulink

SystemWeaver is a multi user engineering information platform designed for easier product life
cycle management. It has incorporated a plug-in which enables the tool to import-export Simulink models
from the universal database shared from all the users. Each Simulink sub-system is converted in a
SystemWeaver item, which is compliant with the SystemWeaver meta-model. All the information of the
Simulink sub-system is hidden, and the created item has the same name of the Simulink sub-system with
a unique identifier created when the item is exported.
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8. Results

In this part, 2 use case examples will be given from the obtained FMU2EA tool and the EAST-ADL
editor. These examples doesn’t include the steps for converting the input file from modeldescription.xml to
modeldescripton.xmi and the output files from XML to EAXML format. These steps were discussed
previously in the implementation details section.

= FMUZ2EA TOOL USE CASE EXAMPLE

As can be seen from the top of the Figure 8.1, there is an FMU2EA7JAR file with some files
inside. This file contains the FMUZ2EA7.jar file and the FMI and EAST-ADL Metamodels as
FmiModelDescription.ecore and adlrt.ecore. These 3 must exist and should be altogether in the same file.
There are 2 other files in this example which are modelDescription.xmi and modelDescription2.xmi.
These 2 files are example inputs and they don’t need to be in any location since user has the ability to
specify the input location. For this example, they have been put into the same file with the executable for
giving a simpler showcase. One important point here is that, the input files are in XMI format rather than
XML. As discussed above, the original format of the FMU is XML but the user needs to convert it to XMI

manually.

J C:ADocuments and Settings\ytp0142\Desktop\FMUZEAT JAR

File Edit Wiew Fawvaorites Tools  Help

‘ir Search Folders X E) E\ -

Lddress | C\Documents and Settings|ytp01 424 Deskkop| FMUZELS7 JAR

Mame Size | Type Dake Modified
'_Efl adlrt.ecore 7024 KB ECORE File 2010-11-17 16:09
-_EflFmiMndeIDescriptinn.ecore 75KE ECCRE File 2010-10-14 13:53
ﬂ FMUZEAZ jar 3427 KB Executable Jar File 2011-02-10 14:32
=] How ta use.txt 1KB Text Document 2011-02-10 1444
ﬂmodelDescriptioanmi S5KBE HMIFile 2011-02-08 14:55
jmodelDescriptinn.xmi 156 KB ¥MI File 2011-02-10 13:28

B3 Command Prompt - |El ﬂ

Microsoft Windows HP [Uersion 5.1.26881
CG» Copyright 1985-28001 Microsoft Cowrp.

C:sDocuments and SettingssytpBdl42>cd Desktop~FMUREATJAR

C:sDocuments and Settingssytpdld2-sDesktop~FMUZEA?JAR>java —Jjar FMUZEA?.Jjar model
Dezcription.xmi output . .xml_

J C:\Documents and Settings\ytp014 2\Desktop\FMUZEAT JAR
File Edit Miew Favorites Tools Help

? : Search Folders X E’ Ev

Address |2 ChDacurments and Settingsytp01 42 Deskbopt FMUZEAT 18R,

Marne Size | Type Date Modified
ﬂ adlrt ecare 7024 KB ECORE File £010-11-17 16:09
&= FriModelDescription. ecore 7S KB ECORE File 2010-10-14 1353
ﬂ FMUZEA? jar 3427 KB Executable Jar File 2011-02-10 14:32
=] How bo use.bxt LKB Text Document 2011-02-10 14:44
jmndelDescriptiunZ.xmi SKE AMIFile 2011-02-03 14:55
ﬂmodelDescriptiun.xmi 158 KB =MI File 2011-02-10 13:25
2 outpuk.xml 4 kB XML Document 2011-02-17 14:39

Figure 8.1 / An Example Input File for the Tool, The interface appearance of the Tool and the resulted
output file that is obtained after the conversion
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Another point is that normally the input XML file of the Modelisar Model is found in a separate file
which can be seen as in Figure 8.2. This file contains the binary files of the Modelisar model plus the
XML file which we are interested in. This file structure is a default for the Modelisar project. But since
there is a need of modification of the XML document to XMI, it is more appropriate to put the resulting
XMl into another file for protecting the structure of the original file. This desired XMI can be put anywhere
wanted. If this conversion from XML to XMl is supported by the FMUZ2EA tool in the future then the user
will be able to select the original FMI file for giving it directly as input without doing any manual operation.

J C:\Documents and Settings\ytp0142\Desktop\FMI

File=  Edit

G Back -

address |2 Ci\Docurments and Settingstytp01 42\ Deskbop)FMI

View  Favorites Toaols  Help

> ir p ! Search Folders

X 9 =)

Marmne Size | Tvpe Date Modified
ICZ)Example File Folder Z010-09-Z7 10:22
) C:hDocuments and Settings'wtpO14 2\Desktop\FMI\Example Q@.ﬁ
File  Edit Wiew Fawvorites Tools  Help i
l\) Back - > ‘j,\r P Search Folders x 2) Ev
address () CDocuments and Setkingsiytp 142 Deskbop), FMIExample e a Go
Marme Size | Tvpe Date Modified
) binaries File Falder 2010-09-27 1:21

2| modelDescription. xml

<

157 KB %ML Document

2010-05-20 13:48

z objects 156 KB

_ﬂ' Den har dakorn

Figure 8.2 / An Example Modelisar Model

After the input and executable files are ready, the output can be obtained in small steps:

1. From the command prompt one should open the directory of the jar file such as:

C:\Documents and Settings\ytp0142\Desktop\FMU2EA7JAR

2. After entered the directory one should give the command:

java -jar FMU2EAY. jar

3. Leave a space and enter the input's location

4. And then leave another space and put the output's desired location

So the last line of the command prompt could look like this which will give the output:

C:\Documents and Settings\ytp0142\Desktop\FMU2EA7JAR > java -jar FMU2EA7 .jar

modelDescription.xmi output.xml

As can be seen from the bottom of Figure 8.1, the output.xml file appeared in the specified folder

which for this example is the FMU2EA7JAR file.

The last procedure left to apply is modifying the output from XML to EAXML format. As discussed
before only this structure conforms to the EAST-ADL schema and is compatible with the generated Editor
and VSA tool. This process is done manually by the user for the current version but can be embedded to
the tool in the future. The input and output files can be found in Appendix B1.
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= EAST-ADL EDITOR USE CASE EXAMPLE

After the Editor is started and an empty model is created, a page like in the Figure 8.3 would
appear (without the opened menu). With a right click on an element, the different choices of elements that
this element can include will be shown. For instance RootType can have an EAXML or AUTOSAR
element inside and the Editor shows this as in the Figure 8.3. When an element is selected in the
appearing menu it is added to the model tree. The Editor directs the user in additional ways when
building the model such as showing the structure of the value that an attribute of an element can have
such as shown in Figure 8.5. Also it has the capability of verifying the model to some extent.

An example model created by the Editor is shown in Figure 8.4. This model constitutes of
separate AUTOSAR and EAST-ADL elements. Originally, it is not valid to have both elements in a
common root according to the AUTOSAR and EAST-ADL MetaModel but why and how the Editor is
modified in this way was discussed in “Obtaining the Editor” section previously. In the model, EAST-ADL
elements are located under the EAST-ADL part of the model, more specifically under the EAXML
element since the EAST-ADL elements are connected to this topmost root element. And AUTOSAR
elements similarly are located under AUTOSAR element. For a more detailed step by step explanation of
creating a model with the editor is given in the Appendix B2.
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Figure 8.3 / An Empty Adlrt Model Figure 8.4 / An Example AdIrt Model with Autosar and

EAST-ADL components

Figure 8.5 / Editor giving information about the format of the value that should be typed to an attribute of the model
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9. Conclusions

It is possible to make some conclusions based on the results of the project. For instance, one of
the aims of the project was to evaluate how much Moldelisar and EAST-ADL characteristics correspond.
It has been seen that a part of Modelisar fits to EAST-ADL very well in notion. And there is a meaningful
way of mapping for the other part as well.

Choosing ATL for the conversion was an important choice for the project as ATL plays a crucial
role. The capabilities of ATL has been an important topic of discussion. After putting some effort on the
ATL implementation, a close conversion to the ideal one has been obtained. So this showed it was
capable of at least doing the desired conversion. But it is a limited language; it does not give the freedom
of commercial languages to the developer like Java does; it has limited tools that are supported. Also as
it is not a very well known and commercial language, it has weaknesses in the documentation and
example sides. Moreover, it does not give any guarantee for having compatibility with older and newer
versions of ATL implementations which means that the current implementation has the risk of being
incompatible with the newer versions of ATL. Although it has several disadvantages that are coming with
it, it has the advantage of being a specific language for Model to Model transformation. Maybe, using a
general language like Java could have taken less time for the start but in the long run ATL can become
more efficient. Also looking from the compatibility perspective, using ATL had been better for integration
with the other tools that has been already designed or will be designed for Maenad since they also used
ATL. So, although there are disadvantages of ATL, it has been a good decision to choose this language
and with the further improvements that will be made to it, the limitations and other disadvantages will be
less.

Eclipse has helped the evolution of the project very much. It has been seen that Eclipse is a
powerful platform which gives support to a developer with a lot of useful tools. Sometimes it lacks in the
official documentation but as it is a well known platform, answers to the questions can be found from
other sources of information as well. Also performance and compatibility of different tools in the platform
is an issue. Sometimes the platform causes big performance shortages. To give an example, the
computer crashed sometimes when using some of the tools of Eclipse but this can be dependent on the
computer or on the other parameters. Using different tools together can be a challenge sometimes and
unexpected behavior can be encountered which causes complex problems needed to solve. But these
downsides can be tolerated since such a complex and powerful tool has a lot to offer. Accordingly,
Eclipse was a nice selection especially for its EMF tools. It is also a common platform that is used by
other tools of the Maenad project as well which can ease the integration.

The generated Editor during the project can be an alternative to Papyrus and VSA. Papyrus is
UML based and the generated editor is XML. VSA is also XML based but it is hot an open source tool. So
it is definitely an advantage for the user to have the obtained EAST-ADL editor. These 3 EAST-ADL
editors have different advantages and disadvantages among each other and they have a different
approach of interacting with the user when building a model. So the generated Editor for sure is a handy
addition to the other 2 as it has different advantages and a different way of interfacing with the user which
can be preferred depending on the context.

Although not implemented yet, integration of Simulink with FMUZ2EA tool can be a good alternative
to KTH’s approach. This is because; the characteristics of the new integration will be slightly different.
The possible differences that have been resulted from the pre-study are that the FMUs will be used to
create S functions in Simulink instead of EASTADL blocks forming Simulink blocks (which are empty
inside). The EAST-ADL models transferred to Simulink by the new Simulink integration application can
also be simulated directly in Simulink as the FMUs will support the behaviour of the corresponding
Simulink blocks unlike the KTH implementation which do not support direct simulation capability for the
systems transferred from Papyrus to Simulink (Because they do not form any behaviour for the created
Simulink blocks. They are treated as black boxes. So in order for the user to make a simulation using the
transferred model, a behaviour model has to be assigned to the Simulink blocks). But it will be parallel to
the KTH implementation in the way of transferring the structure information of EAST-ADL blocks to form
the whole model in Simulink. Also KTH’s implementation has a number of problems currently and this
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application can help to show the way to fix that problems and support the user with a tool that doesn’t
have these problems.

To sum up, all of the conclusions that have been listed above and the other experiences gained
throughout the project have been a good source of feedback for the ongoing work in Maenad and for the
other related projects. Additionally, FMU2EA and EAST-ADL Editor tools have been obtained. Although
currently these tools have some limitations, they can still be useful for the engineers who work with
Modelisar, AUTOSAR or EAST-ADL. And the study that has been carried out for defining possible Future
Work and the pre-work that has been done for some of them showed that if some of the future work plans
is going to be applied, the tool can become even more powerful and functional.
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10. Future Work

A number of possible future improvements has been listed throughout the project. Some of them
are only ideas where the others have a rough application path in our mind. A possible future work for
Simulink integration has been discussed in the Conclusions part, the rest can be seen below.

As discussed before it is assumed that a Modelisar model corresponds to an Analysis
FunctionType with FunctionFlowPorts, but it can correspond to a DesignFunctionType with
FunctionPowerPorts. This assumption can be removed if an interface is created which shows the
possible mappings to the user. Then the user can select the appropriate mapping which will avoid
assumptions. Implementing this interface can take sometime and adding this application to the tool is not
so crucial, hence this improvement is not the first thing to work on.

Previously in the text, the manual steps that have to be taken by the user during the conversion
process have been mentioned. Avoiding these manual steps needs modifications in the current version of
the tool. These steps could be avoided with pre-processing which includes modifying the input model for
making it getting into the appropriate structure and post-processing which contains the steps that are
needed for obtaining the desired output structure. Pre-processing can be done with Java and post-
processing can be done with the Model to Text languages Xpand or Xtend. This modification can be an
important improvement since it can make the use of the tool much easier which would motivate people to
use it.

The implemented ATL rules of the FMUZ2EA tool can be integrated to KTH’s plug-in. It is thought
that, swapping the KTH’s ATL code with ours could be enough for the intergration besides the need of
some small modifications. With this integration, the tool can support a differet user interface. In this new
interface, the user can select the option “Convert to EAST-ADL” from the pop-up menu which appears
when right clicked onto a Modelisar model which is opened in the Eclipse Platform, instead of executing
the JAR file of the tool. When this option is used, the generated output EAST-ADL model is going to be
put into the current workspace. This new interface of the FMUZ2EA tool could be a nice addition since
some potential users are already familiar with the use of KTH's plug-in. Also having the tool embedded in
the Eclipse platform could look nicer.

As it is always good to decrease the loss of information during the transformation, making a more
comprehensive mapping of FMI>EAST-ADL could be in interest. FMU can be put as the
FunctionBehaviour of the generated EAST-ADL model as a first extension. Another extension could be
adding the mapping of all the Modelisar elements that do not have a direct correspondance in EAST-ADL
as UserAttributableElements of EAST-ADL. The structure of the FunctionBehaviour and
UserAttributableElement can be seen from the Appendix A2. Although it can be time consuming for
creating the mapping rules for every single element and implementing these in ATL, It would be good to
have this modification. But perhaps the mapping of different elements and their implementations in the
ATL rules will have similarities so after creating and applying the new rules for some of the elements, the
rest could be easier.

A model checking process can be introduced before the conversion. For this process to be
introduced, the tool should have a plug-in that opens when right clicked on an EAST-ADL model and lets
the user to select a Modelisar model to be outputted on that particular EAST-ADL model. If this way of
use of the tool is added then before outputting the resulted EAST-ADL elements to the selected EAST-
ADL model, an analysis of that model can be done for instance by a Java code. This analysis would find
the elements that have the same characteristics that are current in the EAST-ADL model and the
generated model. After the analysis these elements found in the generated model would be deleted and
then the rest can be outputted to the selected EAST-ADL model which would avoid creating duplicates.
Another type of checking could take place in the FMU itself which is easier to implement than the
previous check. Elements that would result in the same kind of EAST-ADL elements would be found and
only 1 of them would be taken for the conversion which would avoid duplicates too. The implementation
of these checks could be tricky. It is better to put a low priority to this feature since it does not add as
much usability to the tool as the time that it will take to implement.
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Doing the conversion in the opposite way would be a nice feature to add. It would let the user to
make use of their already existing EAST-ADL models in the context of Modelisar. But this can be
considered as a new project rather than an addition to the current one. The mapping done in the
FMU->EAST-ADL perhaps won’t work straightforwardly for a lot of cases in the opposite way for EAST-
ADL->FMU.

It is known that all the models in Eclipse platform are kept in Ecore representation in memory and
are not serialized to XML files before they are saved by the user. This is good for performance. But as
mentioned before, the FMUZ2EA tool doesn’t give the option to reach this Ecore representation because it
automatically serializes the models to XML files instead of letting the user to choose. It is thought that it
would be good for our tool’s performance as well if the user would have the option to save a model or not.
A possible way to use the tool in this way would be having an option for the conversion for either creating
the ecore representation of the model or directly generating an XML. A more important benefit of this
would be having compatibility with the tools that operates using such Ecore representations of models
and these kinds of tools are currently available in the Maenad project. For having these advantages, a
way should be found for disabling the automatic serialization of the FMU2EA tool and for reaching the
Ecore representation of the model. ATL does the serialization task in the FMUZ2EA tool but it is not known
how to direct ATL to create the Ecore representation instead of the XML file since ATL creates the XML
files without giving any other options in default. But it is guessed that communicating with ATL-VM during
the conversion can work for obtaining the desired kind of behaviour but more research should be done on
how ATL-VM works for validating the approach.
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12. Appendix

Appendix includes the information that supports the explanation of the topics discussed
previously. The details that are not covered before are uncovered here.

A. Appendix A
This section gives further information about the topic “Correspondence of Modelisar with EAST -
ADL”".
1. FMI MetaModel
In this appendix, the general structure of the Fmi MetaModel will be shown.

The Figure A1.1 shows the top view of the structure of the FMI MM. All the elements of the FMI MM can
be seen here, and the attributes of the elements can be found in the following Figures. It should be noted
that UnitDefinitions, DefaultExperiment and VendorAnnotions are not used in this version of the mapping.
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DiraciDependency . Real StringType
; — EnumerationType
| 0. —  Integer Typ

¥ - 0.
Mame — Boolaan
] Item
Siring

— Enurmeration

Figure A1.1
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In Figure Al1.2, Unit Definitions Element is shown. This element can have zero or several BaseUnit
Elements. The BaseUnit Element has an attribute and can have zero or several DisplayUnitDefinition.
This element is not used in the mapping.

| fmiBaselnit

O attritutes

unit

ype | ¥ normalizedString

B attrivutes

|
|
|
|
|
E displayUnit |
' bype | xE:normalizedstring |
| |
|
|
|
|

4 UnitDefinitions [ - —=— =H
----------------- iy Aot

0.m

BaseUnit

. -]
ype | fmiBazelnit

S ' gain E
'——{—--—E—' DisplayUnitDefinition [Tj_ Mype | xadouble

e

| F

0. unit = offset + vohefaut 1 |

qain*displayUnit T

hype wadauble

Figure A1.2

In Figure Al1.3, DefaultExperiment element is shown. This element has a number of attributes but holds
no elements. This element is not used in the mapping.

B aitripntes

.
' tolerance

byvpe | <= double

Drefault relative integration
tolerance

Figure A1.3

In Figure Al.4, VendorAnnotations Element is shown. This element can have zero or several Tool
Elements. The Tool Element has an attribute and can have zero or several Annotation elements. This
element is not used in the mapping.

H attriputes

name
Iype |xs:nu:urmalized9tring

Marne af tool that can
interpret the name-value pairs

1 VendorAnnotations g Tool !
""""""""""" R ' B attviputes |
Taol specific data (ignored by 0.0 !
other toals) ! name
L 5 :\E'_M[TI]_ bype | ks normalizedString
i i
D__.:é value
type |x3:3tring

Figure Al.4
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In Figure A1.5, TypeDefinitions Element is shown. This element can have zero or several Typel
Elements. The Type Element has attributes and can have one of RealType, IntegerType, BooleanType,
StringType or EnumerationType. This element is rather important for the mapping. They represent the
variables of the Modelisar model.

== = EBooleanTmre

ES’trinuT}ﬂre

—| EnumerationType

fmiype _i
| B attributes |
| name |
| N I ¥ | xanormalizedString |
| | deseription |
| ibype | xsistring . |
N o e _.’;—_____\ Type
. Typebefiniions - xE_ (e fmiType ] | |
0.m
|
|
|
|
|

Figure A1.5

In FigureAl.6, RealType and IntegerType elements of Type Element is shown. They have some
attributes and part of them are used in the mapping but not all.

=l attributes |

Crefault display unit, provided
the conwersion of displaylinit
to unit is defined in

UnitCrefinitions (friBazelinitl,

-| RealType il— ! relativeQuantity

Hat <=] wshoolean

Edefaurt falze

IF relativeCuantity =true, B sttributes |
offset For displayUnit roust
be igrored,

—| IntegerType 1I—

Figure A1.6
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In Figure A1.7, EnumerationType element of Type Element is shown. It has some attributes and it can
hold several Item Elements.

B stiripwtes

-I EnumerationType

B sttriputes

Focoooocooooo

name
=TT~ . . .
. m bype | e normalizedString
o u T ] e e essmssssmssse-
0..co First Itemn has walue=1, i deseription

Second Itern has walue = 2, h —
ete, ifype [ xssthing .

Figure A1.7

In Figure A1.8, ModelVariables Element is shown. This element can have zero or several ScalarVariable
Elements. The ScalarVariable Element has attributes and can have one of Real, Integer, Boolean, String
or Enumeration. This element is rather important for the mapping. They represent the variables of the
Modelisar model as well. They can give reference to Type Elements and has the information that shows
whether a variable is used inside the model or it is a port, the gateway of connection with other models.

attributes

fmiscalorvarioble |
|
|
|

[ Real [
! WiodelUaiablos [}~ { ooe. | ScalarVariable H | Integer [

------------------ REnT bype | fmiScalatariable
o EEI-jEI——' Boolean

Exposed vatiables of the 0.
model

== == -mmmmmmmmmmmm bl
]

--< DirectDependency

Oy allowed, iF causality =
output, IF nat present, the
output depends on all inputs,

Figure A1.8
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In Figure A1.9 attributes of the ScalarVariable can be seen. The attribute that shows whether the current
ScalarVariable is a port or not is 'causality’ which makes an important one.

[ e

fmiScalarVariable

= attriputes

name
type | x2 normalizedString

e, "abmod3,4] #122""

valueReference

type | xEunsignedint

Tdentifier For wariable walua
in function calls (not
necessatily unique with
respect ta all variables)

Urnique identifier af vatiable, |
v description |

ilype | xssting | |
E variahility :
itype wanormalizedstring I

(ENUm | constant parameter dizcrete continuous

efaul eontinuous |
|=====—- STTTTETTEEEEEEEEEEET bl
. causality

ype | xsnormalizedstring
Enum | input autput irternal none
cletault |internsl

internal: After initizlization anly allowed |
to get value, e.q., For result storage; |
none: toal specific wariable that does
not infuence sinulation (2.4, switch |
lagaing on)

|

|
|
|
|
|
|
|
|
|
|
|
|
|
|
|
|
|
|
|
: | . alias | |
| ScalarVariable #'_r ype | xsnormalizedString

bype | fmiscalar/ariakle Enum  [nodlas sies negateddlias

cefault | nodliaz

IF neqateddlias, the walue referenced by
| valueRefarence rust be negated

Figure A1.9
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In Figure A1.10 Real, Integer, Boolean and String elements are shown which are a part of the
ScalarVariable Element. Not all of the elements are used in the mapping.

H sttributes

IF preszent, name of type
defined with TypeDefinitions
[friType] prawiding defaults,

CreFault display unit, prowvided
the conwersion of displayUnit
to unit is defined in

UnitDefinitions (FriBasellnit),

1 relativeCiuantity

Real

Boolean [

bype xz hoolean
Edefaurt falze

IF relativeQuantity=true,
offset For displayUnit must
be ignored.

Cnly allowed, iF start is
prezent; =true: fixed initial

walue =False: gquess walue

= attriputes

IF present, name of type
defined with TypeDefinitions
(FniType) providing defaults,

Cnby allawweed, iF start is
present; =true: fixed initial

B stiripwtes

If present, name of bype
defined with TwpeDehnitions
[FrniTypel providing defaults,

walue; =False: gquess walue

Integer

by alloved, iF start is
present; =true: fxed initial
walue) =False: quass walue

B sttriputes

If present, nare of type
defined with Typelefnitions
(FniType) providing defaults,

Ivpe | xehoolean

H

v e MEHER |
Only allowed, iF start is
present; =true: fixed initial
walua) =Falze: quess walue

Figure A1.10
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In Figure A1.11 Enumeration and DirectDependency elements are shown which are a part of the
ScalarVariable Element. Enumeration is used but DirectDependency is not used in the mapping.

B stiripwtes

declaredType
type | wE normalized=String

Marne of type defined with
TypeDefinitions [FrniType)
that provides the items of the
enurneration as well as
defaults,

Enumeration [—]

o e

DirectDependency [oF - § —e=— =} - Hame

sl e [xsnormalizedString
Only allowed, if start is Only allowed, iF causalivy = 0.
presant; =true: fxed initial output, IF not present, the

The narmes of the input
ralue: —False: quess vl output depends on all inputs, wariables that are needed to
1= :

campute this autput

Figure A1.11
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In this section the part of the EAST-ADL MetaModel that is used in the mapping is shown.

Figure A2.1 shows the possible element types. Every element of the EAST-ADL should be a member of

one of these. As can be seen, all the elements are inheriting from the Identifiable element which

represents an AUTOSAR element. So every element in EAST-ADL carries AUTOSAR characteristics.

This part of the MetaModel also defines the structure of an EAST-ADL model.

autosar.document
xmil.goba Element = trus

rsion = 3.1

asplladie s

+subPackags 0.7 ;
0.1

aatpMosadString =
FormulaExpression

+pwnad Commeant

Identifiable:ldentifiabie

+ category: String [0..1]
+ shorMName: |dentifier
+ wuuid: String

1

EAETlement

UzerAtinbutesbleElam

EAXML
EAFackage EAPackageabieElement
+toplLevelPackage szlzmant
tags [l o —
sdmin.documentVersion = 2010-06-02 | %1 wspiianies a.s 0.1 «splitablas )

A

2L

TraceableSpecification

+ name: Strng [0..1]

0.1

text: String [D..1]

/

Comment

+ body: String

Relationship

+ownadRelstionship

+tracesbleSpacification

1.®

Contaxt

7

Rationale

Figure A2.1
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Figure A2.2 shows the structure of a FunctionType. Since AnalysisFunctionType is one of the core
elements of the mapping, this part of the MetaModel plays a key role. As mentioned before, there is also
a DesignFunctionType which is a possible element to be formed from the Modelisar model but as it was
decided to map every Modelisar model to an AnalysisFunctionType, this element is not used. Another
important element here is FunctionPort which is a part of the FunctionType.

t) 0
Contexty 4 e} —— = -1

«atpTypex

FunctionType o iGrotn

+portGroup *

=mantary: Boolsan

+port
EAElement EAElement

1 +port +port «instanczRafe -
e «xatpPrototypes -
il R — — — ——————————— watpStructure Elements

FunctionPort = =

5 FunctionConnector

1 +connector
ol
-

f: EAElement

astpPrototypex
FunctionPrototype

AllocateableElemeant HardwareModeling::

% ﬂ AllcationTarget

+typa «izOfTypas
AnalysisFunctionType ! - A p"T\. 1 _-3,;:,-':\ 1
1 AnalysisFunctionP rototype ssllocatedElemant TET
i
+part 1 [
- . ! winstanceRafs
0.1 winstancaReafs 1
1 1
1 1
1 1
1 1
I 1
EAElement
A o FunctionAllocation

DesignFunctionType DesignFunctionPrototype

+functionAllocation

+part

Tlyps wisOfTypex

-
o

1 - 1

71 Context EAEiement
= Allzcation
«watpTypes

3 +hardwaraComponant .
Easic SoftwareFunctionType LocalDeviceManager HardwareFunctionType HardwareModeling:
a. 1 | HardwareComponentType

Figure A2.2



should have a DataType type.

In this figure EaDatatype element is shown. This element can be either EABoolean, EAString, EAFloat,
EAlnteger or Enumeration for the mapping. Also EnumerationValueType and RangeableValueType are
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«atpTypase
FunctionType

a1

+ izElemsntary: Boolean

ssnumearations
EADirectionKind

J//V

o
nout
out
FunctionFlowPort
+ diection: EADirectionkind

watpTypes

EAElement

«atpPrototypes
FunctionPort

i

FuncticnPowerPort

Datatypes::
CompositeDatatype

R—

+dstetypePrototype 1.~ forde
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Figure A2.3 shows the structure of a FunctionPort. As mentioned before a FunctionPort can be either a
FlowPort, a PowerPort or a ClientServerPort but it is decided to only use FlowPorts. FunctionFlowPort

Context
+portGroup

wenumerations
ClientServerKind

FunctionClientServerPort

chentServarTypse: ClhantSenverking

EAElement

«atpPrototypes
Datatypes: EADatatypePrototype

+ratum EAEiement
——————————— R
51 51 Operation
+argumsan

orderad 0.1

Figure A2.3

used for supporting the information of the DataTypes.

EABoolean

EAString

Enumeration

—

wisOfTypas

+type 1

EAFscksgeshisElement
xatpTypes
FuncticnClientServerinterface

+oparation T.

Hiners

A

+bgs=Enumearation

2.~ {orderad}

EnumerationLiteral

EAElement

\-‘fb racesble Specification EAEfement
+Hyps
«atpTypes «atpPrototypes
——‘[:} EADatatype 1 wisOfTypes - |EADatatype Prototype
+datatypePrototype
1.7
forderad
0.1
ValueType CompositeDatatype
RangeabieDatatype

+bsz=Rangesile

EnumerationValueType

il

RangeableValueType

ltivalued: Boolean

: String [2..*] {order=d)

EAFloat EAInteger
+ accurscy: Float
+ rasolution: Float + max: Float + max: in
+ significantDigits: int [0..1] + min: Float + min: in

Figure A2.4
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Figure A2.5 shows another view of FunctionType. This time FunctionTrigger and FunctionBehaviours’
relations with FunctionType are shown. These elements and their relation with FunctionType is not used

in the mapping rules but can be a part of FutureWork. For instance, FunctionBehaviour of the Model
could be the mapped Modelisar model.

EAElement

Context
«atpPrototypes
astpTypas SETOTE 3_1 g FunctionModeling.:
FunctionModeling:: TriggerP olicyKind FunctionPrototype
FunctonType
+ isElementary: Boolean E *functionFratatype 0.1 Traceable Spea e
T Mode Group

EAElzment + pracondition: String

+function FunctionTrigger
0.1 1

TriggerPolicykind
\ +moda +mods 1.7
EAEiement EAElment
“pon tnProtahrne Mode wanumerations
]_———————————| | _ wEterraiohmEs FunctionBehaviorKind
.| Functioniodeling:: + condiion: Strng
1 FunctionPort
+maode 3
o Confext
FunctionBehavior

*unction + path: String o
+ repressntation: FunctionBehawviorkind - -

Figure A2.5

This figure shows UserAttributableElement which is not a part of the current implementation but could be

included in the FutureWork. Every element in Modelisar that does not have a direct mapping can be
mapped to a UserAttributableElement.

: +usValue
UserdumbuteableElement : EAEisment
) UserAttributaValue
+ key: String
+ value: String
+uaType a.-
EAPschsgeshleElement
UserAttribute ElementType
+ celid o Shrme~ ™0 4
EIHREE "ezxtandadE =mantTyps 0..1
[~
0.1 |
+attribute
EAElement
UserAttribute Definition Tracesbie Specification
+type
- 1] ! watpTypas
- ] wisOfTypax ;1| Datatypes: EADatatype

Figure A2.6
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3. Mapping Rules

Mapping Rules

FMU

==

Figure A3.1
How is the conversion done

The main notion behind the conversion is the mapping between an FMU (Functional Mockup Unit)
and an EAST-ADL model. The overall look to the mapping is that an FMU corresponds to an
AnalysisFunctionType element with (I/O)Ports in EAST-ADL metamodel. In reality, an Fmu could also be
mapped to a DesignFunctionType, but in this implementation it will be assumed that all FMUs are AFTSs.
This assumption has to be done as it is not possible to make a decision whether the mapping should be
done to an AFT or a DFT but the user can modify the EAST-ADL model in the way that it should be
afterwards the conversion. The same situation applies for selecting whether a port is FunctionFlowPort,
FunctionPowerPort or FunctionClientServerPort, and it is assumed that all ports are FunctionFlowPorts
during the mapping process.

In other words, FMU has all the relevant information which is needed to form the Ports, the Data
Types which corresponds to Ports’ types. And mainly, with Ports and their corresponding Data Type
elements, one can form an Analysis Function Type with some additional specifications which can still be
found in FMU and mapped.
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simulation tool ik
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<-,.“,> user - Description —— - . £, Ve Amaarien )
interface i
‘ L2 Wbt Vasbotston 1)
XML schema rrave
control run 1 or defined by the
many FMI specification:
v modet Aol - fmiModelDescription.xsd
instances TRGa - fmiBaseUnit.xsd
solver T — o] implements - 'mlT‘/DG.KSd
4 the EMI AP} - fmiScalarVariable.xsd
Figure A3.2

Modeldescription.xml (which is located in the FMU.zip file is the FMI of the corresponding FMU)
holds all the information about the FMU. It follows the FMI metamodel and FMI is the interface of FMU
with the outer world. In other words, reaching an FMU is done by using its FMI. So from FMI, one can
obtain all of the properties of the FMU. Because of this fact, FMI MetaModel and so only FMI’s
components are used for the mapping process. fmiModelDescription is the root element of FMI and every
property of the FMU is hidden inside this box.

All the below Figures in this section of Appendix shows the mapping rules, in other words they
show how we related the Modelisar model elements to EAST-ADL model elements. All the Figures have
their explanations in themselves.

fmiModelDescription
MetaModel

fmiModelDescription

+modelName

TypeDefinitions> TypeDefinitionsType

ModelVariables->ModelVariablesType

4
./ ya

7/ a
, .
conforms confo‘rfns
/7 to to
/ ]
I i
FMU is EASTADL
Model ma{JOpef Model
Notes:

->For the meanings of the
arrows refer to the next slide.

-

EASTADL MetaModel

- P

RootType
eAXML->EAXML

EAXML

tOPLEVELPACKAGES-> TOPLEVELPACKAGESType >

( TOPLEVELPACKAGESType
eAPACKAGE->EAPACKAGE ~>

EAPACKAGE
eLEMENTS->ELEMENTSType >

ELEMENTSType
aNALYSISFUNCTIONTYPE-> ANALYSISFUNCTIONTYPE
eAFLOAT->EAFLOAT
eAINTEGER->EAINTEGER
eABOOLEAN->EABOOLEAN
eASTRING>EASTRING
eNUMERATION=>ENUMERATION
eNUMERATIONVALUETYPE >ENUMERATIONVALUETYPE
rANGEABLEVALUETYPE->RANGEABLEVALUETYPE

Figure A3.3
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Straight arrow means direct mapping

v

Dashed arrow can take meanings .
depending on the context e

Curved arrow is used to indicate ré\?” -7
L & .

that the element is giving < 12~

reference to another element or L d@a’

an element is given reference by It S

another element. g creales

fmiModelDescription

Notes:

->An fmiModelDescription(There is only 1 for \\\\‘\ \“Q{eai

every FMU) is mapped to an AR \@\S\
ANALYSISFUNCTIONTYPE with ports. The ports \ S hRISY

are created and typed by their corresponding data type>.
To type the ports by the datatypes, first these specific s
datatypes should be formed.To form these datatypes again “~G.
fmiModelDescription is used. These datatypes(EAFLOAT etc. ) «9, S
are also formed with the same information taken from \6‘ N
fmiModelDescription that is used for deciding the type of the ports. \\

After forming the datatypes and typing the ports with their AN
corresponding dataypes, RANGEABLEVALUETYPE and R

ENUMERATIONVALUETYPE are formed for every corresponding datatype N

->The names used for the elements and attributes are taken from the specific
MetaModel of FMI and EASTADL that are used for the mapping.

->The elements does not show all the attributes that they have as in their
MetaModels. Only the attributes that are in attention (used for the mapping)
are shown.

Figure A3.4
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ANALYSISFUNCTIONTYPE

EAFLOAT

EAINTEGER

EABOOLEAN

EASTRING

ENUMERATION

RANGEABLEVALUETYPE

N
N

N

ENUMERATIONVALUETYPE
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” ”
9 . - « hotation that is also used in this table either means that there are more attributes of the elements used for

the mapping but they are not used in this mapping table so they will take place in the others OR the element shown is
given reference by its root element in the previous pages. This notation is used in the same way for all of the document.

fmiModelDescription 1 1 ANALYSISFUNCTIONTYPE
+modelName[1] > +nAME[0..1]
TypeDefinitions : TypeDefinitionsType[0..1] ---1 u +sHORTNAME[1]
ModelVariables : ModelVariablesType[0..1] | -- - +-=.maps tg] PORTS : PORTSTypel[0..1]

TypeDefinitionsType

Type : FmiType[0..*]

PORTSTypel

ModelVariablesType

fUNCTIONFLOWPORT : FUNCTIONFLOWPORTI[O..*]

ScalarVariable : FmiScalarVariable[0..*]

FmiType @ [-------=-------- !

maps to

» FUNCTIONFLOWPORT

FmiScalarvariable [---------------- !

Notes:

->1n default FmiScalarVariables are used for mapping to FUNCTIONFLOWPORT but
FmiScalarVariables can give reference to FmiTypes. In this case if the values missing
in the FmiScalarVariable are avaiable in FmiType, they are used otherwise always
FmiScalarVariables’ values are used for mapping. So if there is no reference given
from FmiScalarVariable to an FmiType, directly FmiScalarVariable is used in mapping
and FmiType is not taken into consideration otherwise for the values that are not
available in FmiScalarVariable will be taken from FmiType if they are available in it.

Figure A3.5

Notes:

FmiType -For instance, RealType and RealTypeType are nearly
identical in structure. They have the same attributes. An
EAFLOAT is created either by the RealType or RealTypeType.
1 In default, it is created by RealType but if RealType gives
RealTypeType reference to an FmiType which should hold a RealTypeType by
using its attribute ‘declaredType’ then still the information in the
RealType is used for the conversion but this time if there is an
declaredType additional information in the referenced FmiType’s
RealTypeType, this additional information is used too.

A

1

\_/ FmiScalarVariable S »| EAFLOAT |¢ ________________

IntegerType

1

1

1

1

RealType :

1 |

RANGEABLEVALUETYPE | :

1

1 1

FmiT: | d by !
\/' miype FUNCTIONFLOWPORT | S0Pedhy___________ J
’

’

1| '

IntegerTypeType »| EAINTEGER [#--=-=-=-=========-— ()

'

'

1 '

'

declaredType '

'

\b FmiScalarVariable 1 '
ENUMERATIONVALUETYPE '

'

'

'

'

'

L] ENUMERATION |<- ——————————————

FmiType 1

FmiScalafVariable

Q

EnumerationTypeType

1 EABOOLEAN [€--------

Bool T
TdeclaredType ooleanType

FmiScalarVariable 1
FmiScalarVariable

\» EnumerationType 1 EASTRING  [d-------- !

StringType

Figure A3.6
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FmiType 1
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+description[0..1] I

RANGEABLEVALUETYPE

RealType : RealTypeType[0..1]

IntegerType : IntegerTypeType[0..1]

OWNEDCOMMENTS : OWNEDCOMMENTSTypel0..1]

\

BooleanType[0..1]

StringTypel0..1] r
EnumerationType : EnumerationTypeType[0..1] OWNEDCOMMENTSType

COMMENT : COMMENTI0..*]

RealTypeType

IntegerTypeType

COMMENT

»  +bODY[0..1]

ENUMERATIONVALUETYPE

EnumerationTypeType

OWNEDCOMMENTS : OWNEDCOMMENTSType[0..1]

Notes: OWNEDCOMMENTSType

->FmiType's description is mapped to a RangeableValueType's

COMMENT : COMMENTIO0..*]

Comment only if the FmiType holds an IntegerType or a RealType.

If the FmiType holds an EnumerationType than the mapping from
FmiType description to RangeableValueType comment is not used

but instead the description is mapped to the COMMENT
EnumerationValueType’s Comment. 1 bODY[0.1]
> + .
Figure A3.7
~~——»{ FmiScalarVariable 1
+name[1] 1
+description[0..1] E
+causality[0..1] B FUNCTIONFLOWPORT
Real : RealType[0..1] 1 +nAME[0..1]
Integer : IntegerType[0..1] +SHORTNAME[1]
Boolean : BooleanType[0..1] 1 +dIRECTIONIO..1]
String : StringType(0..1] OWNEDCOMMENTS : OWNEDCOMMENTSType(0..1]
Enumeration : EnumerationType[0..1]

RealType

IntegerType

OWNEDCOMMENTSType
COMMENT : COMMENTIO..*]

COMMENT

BooleanType

StringType

EnumerationType

Figure A3.8

v

+bODY[0..1]

Notes:

->FmiScalarVariable can hold one of the
datatypes, not two or more of themin the
same time. Also it should hold a datatype,

there can’t be an FmiScalarVariable
without a datatype. This means that an
FmiScalarVariable can have a Real but
not an Integer in the same time.
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EAFLOAT
N 1y inAMED.]
1
\4 »  +SHORTNAME[1]
1
RealTypeType I N » +mIN[0..1]
Tmino.1] 1 I > +mAX[0..1]
+max[0..1] L EAINTEGER
+quantity[0..1] 1 L +NAME[0..1]
L +SHORTNAMEI1]
N
IntegerTypeType 1
- 1 » +mAX[0..1]
+min[0..1] |
+max[0..1] L
. ENUMERATION
+ tity[O..1]
quantity(0..1] N

EnumerationTypeType ,—> +sHORTNAME[1]
1

+quantity[0..1] IITERALS : LITERALSType[0..1]

Item->ItemTypel0..*]

LITERALSType

eNUMERATIONALLITERAL : ENUMERATIONALLITERAL[O..*] ™~

ItemType ENUMERATIONALLITERAL
1 +nAMEJ0..1]
+namef[1] 1
— 1 +SHORTNAME[1]
+description[0..1]
OWNEDCOMMENTS : OWNEDCOMMENTSType[0..1] y
OWNEDCOMMENTSType

COMMENT : COMMENT(0..] ~
T comment
5 +bopv.1

Figure A3.9

. j RANGEABLEVALUETYPE
L, +NAME[0..1]
L +SHORTNAMELL]

| RealTypeType *l‘l‘s'mqgf' 1 +UNIT[O..1]

+quantity[0..1]

»  +dIMENSION[O..1]
bASERANGEABLEREF : BASERANGEABLEREFType[0..1] )

1

+unit[0..1]

< BASERANGEABLEREFType
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bASEENUMERATIONREF : BASEENUMERATIONREFTYype [0..1]

BASEENUMERATIONREFType

---------- +dEST[1]
+VALUE[0..1]

Figure A3.10
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EAFLOAT
1
\‘ RealType T *NAMED. 1]
min[0.1] 1 > +SHORTNAME[1]
1 1
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+declaredType|[0..1] F=--3 +SHORTNAME[1]
|
1
,_rgfgr_s_tg» EnumerationTypeType
BooleanType li
» EABOOLEAN .
StringType li Notes:
+namef0..1] >declaredType refers to a specific element in
FmiType with using the valuereference
» EASTRING parameter it has.
N o1 ->EABOOLEAN's and EASTRING's name is
name(0..1] always initiated to Boolen and String in the
conversion.
Figure A3.11
\ RANGEABLEVALUETYPE
RealType - --- 1 +nAME[0..1]
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+quantity[0..1] T 1 +sHORTNAME[1]
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: 1 +dIMENSION[O..1]
|
'
, bASERANGEABLEREF : BASERANGEABLEREFType[O..l]
1
1
1
i
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+quantity[0..1] - TSType of
EREEEEEEEELEEEEEE +dEST[1]
+VALUE[O..1]
ENUMERATIONVALUETYPE
1 +nAME[0..1]
EnumerationType - L, +sHORTNAME[1]
+quantity[0..1] 1 1

+dIMENSION[O..1]

bASEENUMERATIONREF : BASEENUMERATIONREFType[O..1]

Notes:

—>dEST’s value is either: RealType,

IntegerType or EnumerationType. It

depends on who created the <~ BASEENUMERATIONREFType

Is type of

RANGEABLEVALUETYPEoOr o _Istypeol | +dEST[1]

ENUMERATIONVALUETYPE

>VALUE's value is the shortname value +VALUE[O..1]

of the variable from FMU which it is
created.

Figure A3.12
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FUNCTIONFLOWPORT
tYPETREF>TYPETREFType[0..1]

TYPETREFType
+value[0..1]
+dESTI[1]

Notes:

-value refers to a specific data type element with using the valuereference parameter
it has. ValueReference here is a ShortName of the referenced element. The
referenced element is the element which it is typed by.

>dEST's value is either: EAFLOAT, EAINTEGER, EABOOLEAN, EASTRING or
ENUMERATION. It depends on which the FUNCTIONFLOWPORT is created from.
FUNCTIONFLOWPORT is created from either a type in FmiType or FmiScalarVariabli
as shown in the above slides. And these types is mapped to one of the data types as
also shown in the above slides. So dEST takes the tvne of this data tvne.

Figure A3.13

Future Work for the Mapping Rules

¢ All the elements that do not have a direct mapping from FMU to EAST-ADL will be mapped to a User
Attributable Element in EAST-ADL, so the user will have still all the information of the FMU. This feature
can prevent the loss of information and besides it can be used for different purposes such as EAST-
ADL->FMU conversion( this conversion can be useful in some cases such as that, an FMU is wanted to
be created with the additional elements in an EAST-ADL model. Another example can be that the FMU
used in the conversion is not in hand and it is wanted to be generated again. ).

¢ FMU can be put as the FunctionBehavior of the obtained EAST-ADL model.
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4, ATL code

-- @path FmiModelDescription=/FMU2EA7/FmiModelDescription.ecore

-- @path EAST=/FMU2EA7/adlrt.ecore
module FMU2EA7;
create OUT : EAST from IN : FmiModelDescription;

helper context FmiModelDescription!FmiScalarVariable def: type : String =
if not self."Real".oclIsUndefined() then
'EAFLOAT'
else
if not self."Integer".oclIsUndefined() then
'EAINTEGER'
else

if not self."Boolean".oclIsUndefined () then

'EABOOLEAN''
else
if not self."Enumeration".oclIsUndefined() then
'ENUMERATION'
else
'EASTRING'
endif
endif
endif
endif;

helper context FmiModelDescription!FmiScalarVariable def: portReal: Boolean =

if self.causality =#input and not self."Real".oclIsUndefined() then
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if not self."Real".declaredType.oclIsUndefined() then
false
else
true
endif
else

if self.causality =#output and not self."Real".oclIsUndefined()
then

if not self."Real".declaredType.oclIsUndefined() then
false
else
true
endif
else
false
endif

endif;

helper context FmiModelDescription!FmiScalarVariable def: portRealDeclared:
Boolean =

if self.causality =#input and not self."Real".oclIsUndefined() then
if not self."Real".declaredType.oclIsUndefined() then
true
else
false
endif
else

if self.causality =#output and not self."Real".oclIsUndefined()
then

if not self."Real".declaredType.oclIsUndefined() then

true
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else
false
endif
else
false
endif

endif;

helper context FmiModelDescription!FmiScalarVariable def: portInteger:
Boolean =

if self.causality =#input and not self."Integer".oclIsUndefined() then
if not self."Integer".declaredType.oclIsUndefined() then
false
else
true
endif
else

if self.causality =#output and not self."Integer".oclIsUndefined()
then

if not self."Integer".declaredType.oclIsUndefined() then
false
else
true
endif
else
false
endif

endif;

helper context FmiModelDescription!FmiScalarVariable def:
portIntegerDeclared: Boolean =
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if self.causality =#input and not self."Integer".oclIsUndefined() then
if not self."Integer".declaredType.oclIsUndefined() then
true
else
false
endif
else

if self.causality =#output and not self."Integer".oclIsUndefined()
then

if not self."Integer".declaredType.oclIsUndefined() then
true
else
false
endif
else
false
endif

endif;

helper context FmiModelDescription!FmiScalarVariable def: portEnumeration:
Boolean =

if self.causality =#input and not self.Enumeration.oclIsUndefined() then
if not self.Enumeration.declaredType.oclIsUndefined() then
false
else
true
endif
else

if self.causality =#output and not
self .Enumeration.oclIsUndefined() then

if not self.Enumeration.declaredType.oclIsUndefined() then
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false
else
true
endif
else
false
endif

endif;

helper context FmiModelDescription!FmiScalarVariable def:
portEnumerationDeclared: Boolean =

if self.causality =#input and not self.Enumeration.oclIsUndefined() then
if not self.Enumeration.declaredType.oclIsUndefined() then
true
else
false
endif
else

if self.causality =#output and not
self.Enumeration.oclIsUndefined () then

if not self.Enumeration.declaredType.oclIsUndefined() then
true
else
false
endif
else
false
endif

endif;
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helper context FmiModelDescription!FmiScalarVariable def: portType : String =
if self.causality =#input then
"IN
else
if self.causality =#output then
'ouT!
else
'INOUT'
endif

endif;

rule fmiModelDescription2EAXML {
from
S : FmiModelDescription!fmiModelDescription
to
t: EAST!RootType (
eAXML <- EAXML
)
EAXML : EAST!EAXML (
tOPLEVELPACKAGES <- TOPLEVELPACKAGESType
)
TOPLEVELPACKAGESType: EAST!TOPLEVELPACKAGESType (
eAPACKAGE <- EAPACKAGE
)
EAPACKAGE: EAST!EAPACKAGE (
eLEMENTS <- ELEMENTSTYPE
)
ELEMENTSTYPE: EAST!ELEMENTSType (

aNALYSISFUNCTIONTYPE <- ANALYSISFUNCTIONTYPE
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)
ANALYSISFUNCTIONTYPE: EAST!ANALYSISFUNCTIONTYPE (
nAME <- s.modelIdentifier,
SHORTNAME <- s.modellIdentifier,
PORTS <- PORTSTypel
) 4
PORTSTypel: EAST!PORTSTypel (
fUNCTIONFLOWPORT <-
FmiModelDescription!FmiScalarVariable.allInstances () ->select(c | c.portReal

or c.portInteger or c.portEnumeration or c.portRealDeclared or c.portBoolean
or c.portString or c.portIntegerDeclared or c.portEnumerationDeclared)

)
}

rule FmiScalarVariable2EAREAL ({
from
S : FmiModelDescription!FmiScalarVariable (s.portReal)
to
FUNCTIONFLOWPORT : EAST!FUNCTIONFLOWPORT (
nAME <- s.name,
SHORTNAME <- s.name,
dIRECTION <- s.portType,
OWNEDCOMMENTS <- OWNEDCOMMENTSType,
tYPETREF <- TYPETREFTYPE
)
OWNEDCOMMENTSType: EAST!OWNEDCOMMENTSType (
cOMMENT<-COMMENT
)
COMMENT : EAST!COMMENT (
bODY<- s.description

)y

TYPETREFTYPE: EAST!TYPETREFType (
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value <- s.Real.quantity,
dEST <- s.type
)
EAFLOAT: EAST!EAFLOAT (
nAME <- s.Real.quantity,
SHORTNAME <- s.Real.quantity,
mIN <- s.Real.min,
mAX <- s.Real.max
) 4
RANGEABLEVALUETYPE: EAST!RANGEABLEVALUETYPE (
nAME <- s.Real.quantity,
SHORTNAME <- s.Real.quantity,
uNIT <- s.Real.unit,
dIMENSION <- s.Real.unit,
bASERANGEABLEREF <- BASERANGEABLEREF
)
BASERANGEABRLEREF: EAST!BASERANGEABLEREFType (
value <- s.Real.quantity,

dEST <- s.type

helper context FmiModelDescription!FmiScalarVariable def:
nameDeclared (declared:String): String =

--Take all FmiTypes and search for declared
if not self.name.oclIsUndefined() then

self .name
else

let fmiSeq : Sequence (OclAny) =
FmiModelDescription!FmiType.allInstances () ->asSequence () in
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if fmiSeg->one (e|e.name=declared) then

fmiSeg->select (e|e.name=declared)->collect (e|e.name) -
>first ()

else

'No matching declared type found or More than one
FmiType has the same name'

endif

endif;

helper context FmiModelDescription!FmiScalarVariable def:
descriptionDeclared(declared:String): String =

let fmiSeq : Sequence (OclAny) =
FmiModelDescription!FmiType.allInstances () ->asSequence () in

if fmiSeg->one (e|e.name=declared) then

if not fmiSeg->select (e|e.name=declared) -
>collect(e|e.description) .oclIsUndefined() then

fmiSeg->select (e|e.name=declared) -
>collect (e|e.description)->first ()

else
'No description found'
endif
else

'No matching declared type found or More than one FmiType has
the same name'

endif;

helper context FmiModelDescription!FmiScalarVariable def:
quantityDeclared(declared:String): String =

if not self."Real".quantity.oclIsUndefined() then
self."Real".quantity
else

let fmiSeq : Sequence (OclAny) =
FmiModelDescription!FmiType.allInstances () ->asSequence () in

if fmiSeg->one (e|e.name=declared) then
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if not fmiSeg->select (e|e.name=declared) -

>collect (e|le."RealType".quantity) .oclIsUndefined() then

fmiSeg->select (e|e.name=declared) -
>collect(e]e."RealType".quantity)->first ()

else
'No description found'
endif

else
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'No matching declared type found or More than one

FmiType has the same name'
endif

endif;

helper context FmiModelDescription!FmiScalarVariable def:
minDeclared(declared:String): Real =

if (self."Real".min > 0.0) or (self."Real".min < 0.0) then

self."Real”".min
else

let fmiSeq : Sequence (OclAny) =
FmiModelDescription!FmiType.allInstances () ->asSequence () in

if fmiSeg->one (e|e.name=declared) then

fmiSeg->select (e|e.name=declared) -
>collect(ele."RealType" .min) ->first ()

else

'No matching declared type found or More than one

FmiType has the same name'
endif

endif;

helper context FmiModelDescription!FmiScalarVariable def:
maxDeclared(declared:String) : Real =

if (self."Real".max > 0.0) or (self."Real".max < 0.0) then

self."Real".max
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else

let fmiSeq : Sequence (OclAny) =
FmiModelDescription!FmiType.allInstances () ->asSequence () in

if fmiSeg->one (e|e.name=declared) then

fmiSeg->select (e|e.name=declared) -
>collect(e]e."RealType" .max) ->first ()

else

'No matching declared type found or More than one
FmiType has the same name'

endif

endif;

helper context FmiModelDescription!FmiScalarVariable def:
unitDeclared(declared:String): Real =

if not self."Real".unit.oclIsUndefined () then
self."Real".unit
else

let fmiSeq : Sequence (OclAny) =
FmiModelDescription!FmiType.allInstances () ->asSequence () in

if fmiSeg->one (e|e.name=declared) then

if not fmiSeg->select (e|e.name=declared) -
>collect(ele."RealType".unit) .oclIsUndefined() then

fmiSeg->select (e|e.name=declared) -
>collect(ele."RealType".unit)->first ()

else
'No description found'
endif
else

'No matching declared type found or More than one
FmiType has the same name'

endif

endif;
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rule FmiScalarVariable2EAREALDeclared {
from
S : FmiModelDescription!FmiScalarVariable (s.portRealDeclared)
to

FUNCTIONFLOWPORT : EAST!FUNCTIONFLOWPORT (
nAME <- s.name,
sHORTNAME <- s.name,
dIRECTION <- s.portType,
OWNEDCOMMENTS <- OWNEDCOMMENTSType,
tYPETREF <- TYPETREFTYPE

)

OWNEDCOMMENTSType: EAST!OWNEDCOMMENTSType (
cOMMENT<-COMMENT

)

COMMENT : EAST!COMMENT (
bODY<- s.description

)

TYPETREFTYPE: EAST!TYPETREFType (
value <- s.quantityDeclared(s.Real.declaredType),
dEST <- s.type

)

EAFLOAT: EAST!EAFLOAT (
nAME <- s.gquantityDeclared(s.Real.declaredType),
SHORTNAME <- s.quantityDeclared(s.Real.declaredType),
mIN <- s.minDeclared(s.Real.declaredType),
mAX <- s.maxDeclared(s.Real.declaredType)

)

RANGEABLEVALUETYPE: EAST!RANGEABLEVALUETYPE (

nAME <- s.quantityDeclared(s.Real.declaredType),
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SHORTNAME <- s.quantityDeclared(s.Real.declaredType),
uNIT <- s.unitDeclared(s.Real.declaredType),
dIMENSION <- s.unitDeclared(s.Real.declaredType),
OWNEDCOMMENTS <- OWNEDCOMMENTSTypeRangeable,
bASERANGEABLEREF <- BASERANGEABLEREF

),

OWNEDCOMMENTSTypeRangeable: EAST!OWNEDCOMMENTSType (
cOMMENT<-COMMENTRangeable

),

COMMENTRangeable: EAST!COMMENT (
bODY<- s.descriptionDeclared(s.Real.declaredType)

)

BASERANGEABLEREF: EAST!BASERANGEABLEREFType (
value <- s.quantityDeclared(s.Real.declaredType),

dEST <- s.type

rule FmiScalarVariable2EAINTEGER ({
from
t : FmiModelDescription!FmiScalarVariable (t.portInteger)
to
FUNCTIONFLOWPORT : EAST!FUNCTIONFLOWPORT (
nAME <- t.name,
sHORTNAME <- t.name,
dIRECTION <- t.portType,
OWNEDCOMMENTS <- OWNEDCOMMENTSType,

tYPETREF <- TYPETREFTYPE
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OWNEDCOMMENTSType: EAST!OWNEDCOMMENTSType (
cOMMENT<-COMMENT
)
COMMENT : EAST!COMMENT (
bODY<- t.description
) 4
TYPETREFTYPE: EAST!TYPETREFType (
value <- t.Integer.quantity,
dEST <- t.type
)
EAINTEGER: EAST!EAINTEGER (
nAME <- t.Integer.quantity,
mIN <- t.Integer.min.toString(),
mAX <- t.Integer.max.toString(),
SHORTNAME <- t.Integer.quantity

)/

RANGEABLEVALUETYPE: EAST!RANGEABLEVALUETYPE (

nAME <- t.Integer.quantity,
SHORTNAME <- t.Integer.quantity,
dIMENSION <- t.Integer.quantity,
bASERANGEABLEREF <- BASERANGEABLEREF

)

BASERANGEABLEREF: EAST!BASERANGEABLEREFType (

value <- t.Integer.quantity,

dEST <- t.type

helper context FmiModelDescription!FmiScalarVariable def:
quantityDeclaredInteger (declared:String): String =
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if not self."Integer".quantity.oclIsUndefined() then
self."Integer".quantity
else

let fmiSeq : Sequence (OclAny) =
FmiModelDescription!FmiType.allInstances () ->asSequence () in

if fmiSeg->one (e|e.name=declared) then

if not fmiSeg->select (e|e.name=declared) -
>collect(e]e."IntegerType" .quantity) .oclIsUndefined () then

fmiSeg->select (e|e.name=declared) -
>collect (ele."IntegerType" .quantity)->first ()

else
'No description found'
endif
else

'No matching declared type found or More than one
FmiType has the same name'

endif

endif;

helper context FmiModelDescription!FmiScalarVariable def:
minDeclaredInteger (declared: Integer): String =

if (self.Integer.min > 0.0) or (self.Integer.min < 0.0) then
self.Integer.min
else

let fmiSeq : Sequence (OclAny) =
FmiModelDescription!FmiType.allInstances () ->asSequence () in

if fmiSeg->one (e|e.name=declared) then

fmiSeg->select (e|le.name=declared) -
>collect(ele."IntegerType" .min)->first ()

else

'No matching declared type found or More than one
FmiType has the same name'

endif
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endif;

helper context FmiModelDescription!FmiScalarVariable def:
maxDeclaredInteger (declared: Integer): String =

if (self.Integer.max > 0.0) or (self.Integer.max < 0.0) then
self.Integer.max
else

let fmiSeq : Sequence (OclAny) =
FmiModelDescription!FmiType.allInstances () ->asSequence () in

if fmiSeg->one (e|e.name=declared) then

fmiSeg->select (e|e.name=declared) -
>collect(ele."IntegerType" .max)->first ()

else
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'No matching declared type found or More than one

FmiType has the same name'
endif

endif;

rule FmiScalarVariable2EAINTEGERDeclared {

from

t : FmiModelDescription!FmiScalarVariable (t.portIntegerDeclared)

to

FUNCTIONFLOWPORT : EAST!FUNCTIONFLOWPORT (
nAME <- t.name,
sHORTNAME <- t.name,
dIRECTION <- t.portType,
OWNEDCOMMENTS <- OWNEDCOMMENTSType,
tYPETREF <- TYPETREFTYPE

)

OWNEDCOMMENTSType: EAST!OWNEDCOMMENTSType (

cOMMENT<-COMMENT
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)y

COMMENT: EAST!COMMENT (
bODY<- t.description
)
TYPETREFTYPE: EAST!TYPETREFType (

value <- t.quantityDeclaredInteger (t.Integer.declaredType),
dEST <- t.type
)

EAINTEGER: EAST!EAINTEGER (

nAME <- t.quantityDeclaredInteger (t.Integer.declaredType),

mIN <-
t.minDeclaredInteger (t.Integer.declaredType) .toString (),

mAX <-
t.maxDeclaredInteger (t.Integer.declaredType) .toString (),

SHORTNAME <-
t.quantityDeclaredInteger (t.Integer.declaredType)

)/
RANGEABLEVALUETYPE: EAST!RANGEABLEVALUETYPE (

nAME <- t.quantityDeclaredInteger (t.Integer.declaredType),

SHORTNAME <-
t.quantityDeclaredInteger (t.Integer.declaredType),

dIMENSION <-
t.quantityDeclaredInteger (t.Integer.declaredType),

bASERANGEABLEREF <- BASERANGEABLEREF

)

BASERANGEABLEREF: EAST!BASERANGEABLEREFType (

value <- t.quantityDeclaredInteger (t.Integer.declaredType),

dEST <- t.type

}

rule FmiScalarVariable2ENUMERATION ({

from



to

CHALMERS (3%)

Page 80

t : FmiModelDescription!FmiScalarVariable (t.portEnumeration)

FUNCTIONFLOWPORT : EAST!FUNCTIONFLOWPORT (

nAME <- t.name,

sHORTNAME <- t.name,

dIRECTION <- t.portType,

OWNEDCOMMENTS <-

OWNEDCOMMENTSType,

tYPETREF <- TYPETREFTYPE

)/

OWNEDCOMMENTSType: EAST!OWNEDCOMMENTSType (

cOMMENT<-COMMENT

)/

COMMENT: EAST!COMMENT (

bODY<- t.description

)/

TYPETREFTYPE: EAST!TYPETREFType (

value <- t.Enumeration.quantity,

dEST <- t.type

),

ENUMERATION: EAST!ENUMERATION (

nAME <- t.Enumeration.quantity,

SHORTNAME <- t.Enumeration.quantity

)

ENUMERATIONVALUETYPE :

EAST ! ENUMERATIONVALUETYPE (

nAME <- t.Enumeration.quantity,

SHORTNAME <- t.Enumeration.quantity,

dIMENSION <- t.Enumeration.quantity,

bASEENUMERATIONREF <- BASEENUMERATIONREF
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BASEENUMERATIONREF: EAST!BASEENUMERATIONREFType (
value <- t.Enumeration.quantity,

dEST <- t.type

helper context FmiModelDescription!FmiScalarVariable def:
quantityDeclaredEnumeration (declared:String): String =

if not self.Enumeration.quantity.oclIsUndefined() then
self .Enumeration.quantity
else

let fmiSeq : Sequence (OclAny) =
FmiModelDescription!FmiType.allInstances () ->asSequence () in

if fmiSeg->one (e|e.name=declared) then

if not fmiSeg->select (e|e.name=declared) -
>collect (e]e.EnumerationType.quantity) .oclIsUndefined () then

fmiSeg->select (e|e.name=declared) -
>collect (e|e.EnumerationType.quantity)->first ()

else
'No description found'
endif
else

'No matching declared type found or More than one
FmiType has the same name'

endif

endif;

helper context FmiModelDescription!FmiScalarVariable def:
ItemType (declared:String) : Sequence (OclAny) =

--Take all FmiTypes and search for declared

let fmiSeq : Sequence (OclAny) =
FmiModelDescription!FmiType.allInstances () ->asSequence () in

if fmiSeg->one (e|e.name=declared) then
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fmiSeg->select (e|e.name=declared) -
>collect (e|e.EnumerationType.Item)

else

'No matching declared type found or More than one FmiType has
the same name'

endif;

rule FmiScalarVariable?2ENUMERATIONDeclared {

from

t : FmiModelDescription!FmiScalarVariable
(t.portEnumerationDeclared)

using{

EnumerationTypeType: Sequence (OclAny) =
t.ItemType (t.Enumeration.declaredType) ->first () ;

literals: Sequence (OclAny)= EnumerationTypeType-
>collect (ele.name) ;

}
to
FUNCTIONFLOWPORT : EAST!FUNCTIONFLOWPORT (
nAME <- t.name,
SHORTNAME <- t.name,
dIRECTION <- t.portType,
OWNEDCOMMENTS <- OWNEDCOMMENTSType,
tYPETREF <- TYPETREFTYPE
)
OWNEDCOMMENTSType: EAST!OWNEDCOMMENTSType (
cOMMENT<-COMMENT
)
COMMENT: EAST!COMMENT (
bODY<- t.description

)y

TYPETREFTYPE: EAST!TYPETREFType (
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value <-
t.quantityDeclaredEnumeration (t.Enumeration.declaredType),

dEST <- t.type
)
ENUMERATION: EAST!ENUMERATION (

nAME <-
t.quantityDeclaredEnumeration (t.Enumeration.declaredType),

SHORTNAME <-
t.quantityDeclaredEnumeration (t.Enumeration.declaredType),

1ITERALS <- LITERALSType

)y

LITERALSType: EAST!LITERALSType (
eNUMERATIONLITERAL <- ENUMERATIONLITERAL

)/

ENUMERATIONLITERAL: distinct EAST!ENUMERATIONLITERAL foreach(e in
EnumerationTypeType) (

nAME <-e.name,

SHORTNAME <-e.name,

OWNEDCOMMENTS <- OWNEDCOMMENTSTypeEnum

),

OWNEDCOMMENTSTypeEnum: distinct EAST!OWNEDCOMMENTSType foreach (e
in EnumerationTypeType) (

COMMENT<-COMMENTEnum

)

COMMENTEnum: distinct EAST!COMMENT foreach (e in
EnumerationTypeType) (

bODY<- e.description
)
ENUMERATIONVALUETYPE: EAST!ENUMERATIONVALUETYPE (

nAME <-
t.quantityDeclaredEnumeration (t.Enumeration.declaredType),

SHORTNAME <-
t.quantityDeclaredEnumeration(t.Enumeration.declaredType),
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dIMENSION <-
t.quantityDeclaredEnumeration (t.Enumeration.declaredType),

bASEENUMERATIONREF <- BASEENUMERATIONREF
),
BASEENUMERATIONREF: EAST!BASEENUMERATIONREFType (

value <-
t.quantityDeclaredEnumeration (t.Enumeration.declaredType),

dEST <- t.type

helper context FmiModelDescription!FmiScalarVariable def: portBoolean:
Boolean =

if self.causality =#input and not self."Boolean".oclIsUndefined () then
true
else

if self.causality =#output and not self."Boolean".oclIsUndefined()
then

true
else

false
endif

endif;

rule FmiScalarVariable2EABOOLEAN ({
from
s : FmiModelDescription!FmiScalarVariable (s.portBoolean)
to
FUNCTIONFLOWPORT : EAST!FUNCTIONFLOWPORT (
nAME <- s.name,

sHORTNAME <- s.name,
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dIRECTION <- s.portType,
OWNEDCOMMENTS <- OWNEDCOMMENTSType,
tYPETREF <- TYPETREFTYPE

)

OWNEDCOMMENTSType: EAST!OWNEDCOMMENTSType (
cOMMENT<-COMMENT

)

COMMENT : EAST!COMMENT (
bODY<- s.description

)

TYPETREFTYPE: EAST!TYPETREFType (
value <- 'Booleanl',
dEST <- s.type

)

EABOOLEAN: EAST!EABOOLEAN (

nAME <- 'Boolean'

helper context FmiModelDescription!FmiScalarVariable def: portString: Boolean

if self.causality =#input and not self."String".oclIsUndefined() then
true
else

if self.causality =#output and not self."String".oclIsUndefined()
then

true
else
false

endif
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endif;

rule FmiScalarVariable2EASTRING ({
from
s : FmiModelDescription!FmiScalarVariable (s.portString)
to

FUNCTIONFLOWPORT : EAST!FUNCTIONFLOWPORT (
nAME <- s.name,
sHORTNAME <- s.name,
dIRECTION <- s.portType,
OWNEDCOMMENTS <- OWNEDCOMMENTSType,
tYPETREF <- TYPETREFTYPE

)

OWNEDCOMMENTSType: EAST!OWNEDCOMMENTSType (
cOMMENT<-COMMENT

)

COMMENT : EAST!COMMENT (
bODY<- s.description

)

TYPETREFTYPE: EAST!TYPETREFType (
value <- 'Stringl',
dEST <- s.type

)

EASTRING: EAST!EASTRING (

nAME <- 'String'
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B. Appendix B
This section shows example input and output files for the FMU2EA tool and gives a step by step

explanation of creation of an example model in the generated EAST-ADL editor.

1. Input and Output Files of the FMU2EA tool
Input
<?xml version="1.0" encoding="IS0-8859-1"?>

<xmi:XMI xmi:version="2.0" xmlns:xmi="http://www.omg.org/XMI"
xmlns="platform:/resource/FMU2EA7/FmiModelDescription.ecore">

<fmiModelDescription
fmivVersion="1.0"
modelName="Modelisar.ees"
modelIdentifier="Modelisar ees"
guid="{d2df86d5-13b4-4620-bad6-58ff2%ecdb65}"
generationTool="Dymola Version 7.4, 2010-02-08"
generationDateAndTime="2010-05-20T14:48:182"
variableNamingConvention="structured"
numberOfContinuousStates="3"
numberOfEventIndicators="4">
<UnitDefinitions>
<BaseUnit
unit="K">
<DisplayUnitDefinition
displayUnit="degC"
offset="-273.15"/>
</BaseUnit>
</UnitDefinitions>
<TypeDefinitions>
<Type
name="Modelica.Blocks.Types.Init">

<EnumerationType min="1"
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max="4">
<Item name="NoInit"

description="No initialization (start values are used as guess
values with fixed=false)"/>

<Item name="SteadyState"

description="Steady state initialization (derivatives of states are
zero)" />

<Item name="InitialState"
description="Initialization with initial states"/>
<Item name="InitialOutput"

description="Initialization with initial outputs (and steady state
of the states if possibles)"/>

</EnumerationType>
</Type>
<Type
name="Modelica.Blocks.Types.Smoothness">
<EnumerationType min="1"
max="2">
<Item name="LinearSegments"
description="Table points are linearly interpolated"/>
<Item name="ContinuousDerivative"

description="Table points are interpolated such that the first
derivative is continuous"/>

</EnumerationType>
</Type>
<Type

name="RealTypel">

<RealType
min="1"
max="2"

quantity = "RealTypel"
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unit="FmiTypeReall"
>
</RealType>
</Type>
<Type
name="IntegerTypel">
<IntegerType
min="1"
max="18"
quantity = "IntegerTypel"
>
</IntegerType>
</Type>
<Type
name="EnumerationTypel">
<EnumerationType min="1"
max="2"
quantity = "EnumerationTypel" >
<Item name="LinearSegments"
description="Table points are linearly interpolated"/>
<Item name="ContinuousDerivative"

description="Table points are interpolated such that the first
derivative is continuous"/>

</EnumerationType>
</Type>
</TypeDefinitions>
<DefaultExperiment startTime="0.0"
stopTime="12.0"
tolerance="0.0001"/>

<ModelVariables>
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<ScalarVariable

name="EesI"

valueReference="352321536"

causality="input">

<Integer

min = "5"

max = "10"

quantity = "Integerl"/>
</ScalarVariable>
<ScalarVariable

name="EesSoC"

valueReference="335544323"

causality="output">

<Real

min = "5.0"

max = "10.0"

quantity = "Real2"

/>

<DirectDependency/>
</ScalarVariable>

<ScalarVariable
name="EesReal3"
valueReference="335544323"

causality="output">

<Real

min = "5.0"

max = "10.0"
quantity = "Real3"

/>
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<DirectDependency/>
</ScalarVariable>
<ScalarVariable
name="EesReal4"
valueReference="335544323"

causality="output">

<Real

min = "5.0"

max = "10.0"
quantity = "Real4d"
/>

<DirectDependency/>
</ScalarVariable>
<ScalarVariable
name = "EESoReal"
valueReference="335544320"
causality="output">
<Real
declaredType="RealTypel"
max="10"
/>
</ScalarVariable>
<ScalarVariable
name = "EESoString"
valueReference="335544320"
causality="output">
<String
/>

</ScalarVariable>
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<ScalarVariable
name = "EESBoolean"
valueReference="335544320"
causality="input">
<Boolean
/>
</ScalarVariable>
<ScalarVariable
name = "EESoEnumeration"
valueReference="335544320"
causality="output">
<Enumeration
declaredType="EnumerationTypel"
/>
</ScalarVariable>
<ScalarVariable
name="EesIAct"
valueReference="335544321"
causality="output">
<Integer
declaredType="IntegerTypel"
/>
</ScalarVariable>
<ScalarVariable
name="EesTAct"
valueReference="335544322"
causality="output">
<Integer

min = "5"
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max = "10"
quantity = "Integer3"/>
<DirectDependency/>
</ScalarVariable>
</ModelVariables>
</fmiModelDescription>

</xmi:XMI>
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Output

<?xml version="1.0" encoding="IS0-8859-1"7?>

<xmi:XMI xmi:version="2.0" xmlns:xmi="http://www.omg.org/XMI"
xmlns:adlrt="http://autosar.org/ADLRT">

<adlrt:RootType>
<eAXML>
<tOPLEVELPACKAGES>
<eAPACKAGE>

<eLEMENTS>

<aNALYSISFUNCTIONTYPE sHORTNAME="Modelisar ees"
nAME="Modelisar ees">

<pORTS>

<fUNCTIONFLOWPORT sHORTNAME="EesI" nAME="EesI"
dIRECTION="IN">

<OoWNEDCOMMENTS>
<cOMMENT />
</oWNEDCOMMENTS>
<tYPETREF value="Integerl" dEST="EA-INTEGER"/>
</fUNCTIONFLOWPORT>

<fUNCTIONFLOWPORT sHORTNAME="EesSoC" nAME="EesSoC"
dIRECTION="0QUT">

<OoWNEDCOMMENTS>
<cOMMENT />
</ oWNEDCOMMENTS>
<tYPETREF value="Real2" JdEST="EA-FLOAT"/>
</ fUNCTIONFLOWPORT>

<fUNCTIONFLOWPORT sHORTNAME="EesReal3" nAME="EesReal3"
dIRECTION="0OUT">

<OWNEDCOMMENTS>
<cOMMENT/ >
</oWNEDCOMMENTS>

<tYPETREF value="Real3" dEST="EA-FLOAT"/>
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</fUNCTIONFLOWPORT>

<fUNCTIONFLOWPORT sHORTNAME="EesReal4d" nAME="EesReal4"
dIRECTION="0UT">

<OWNEDCOMMENTS>
<cOMMENT/>
</oWNEDCOMMENTS>
<tYPETREF value="Real4" dEST="EA-FLOAT"/>
</ fUNCTIONFLOWPORT>

<fUNCTIONFLOWPORT sHORTNAME="EESoReal" nAME="EESoReal"
dIRECTION="0UT">

<OWNEDCOMMENTS>
<CcOMMENT/>
</oWNEDCOMMENTS>
<tYPETREF value="RealTypel" dEST="EA-FLOAT"/>
</fUNCTIONFLOWPORT>

<fUNCTIONFLOWPORT sHORTNAME="EESoString" nAME="EESoString"
dIRECTION="0QUT">

<OoWNEDCOMMENTS>
<cOMMENT/>
</oWNEDCOMMENTS>
<tYPETREF value="Stringl" dEST="EA-STRING"/>
</ fUNCTIONFLOWPORT>

<fUNCTIONFLOWPORT sHORTNAME="EESBoolean" nAME="EESBoolean"
dIRECTION="IN">

<OWNEDCOMMENTS>
<cOMMENT/>
</oWNEDCOMMENT S>
<tYPETREF value="Booleanl" dEST="EA-BOOLEAN"/>
</fUNCTIONFLOWPORT>

<fUNCTIONFLOWPORT sHORTNAME="EESoEnumeration"
nAME="EESoEnumeration" dIRECTION="OUT">

<OWNEDCOMMENTS>
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<cOMMENT />
</OWNEDCOMMENTS>
<tYPETREF value="EnumerationTypel" dEST="ENUMERATION"/>
</fUNCTIONFLOWPORT>

<fUNCTIONFLOWPORT sHORTNAME="EesIAct" nAME="EesIAct"
dIRECTION="0UT">

<OWNEDCOMMENTS>
<COMMENT/ >
</oWNEDCOMMENTS>
<tYPETREF value="IntegerTypel" dEST="EA-INTEGER"/>
</ fUNCTIONFLOWPORT>

<fUNCTIONFLOWPORT sHORTNAME="EesTAct" nAME="EesTAct"
dIRECTION="0UT">

<OWNEDCOMMENTS>
<CcOMMENT />
</oWNEDCOMMENTS>
<tYPETREF value="Integer3" dEST="EA-INTEGER"/>
</fUNCTIONFLOWPORT>
</pORTS>
</aNALYSISFUNCTIONTYPE>
</eLEMENTS>
</eAPACKAGE>
</tOPLEVELPACKAGES>
</eAXML>
</adlrt:RootType>
<adlrt:EAFLOAT sHORTNAME="Real2" nAME="Real2" mAX="10.0" mIN="5.0"/>
<adlrt :RANGEABLEVALUETYPE sHORTNAME="Real2" nAME="Real2">
<bASERANGEABLEREF value="Real2" dEST="EA-FLOAT"/>
</adlrt:RANGEABLEVALUETYPE>

<adlrt:EAFLOAT sHORTNAME="Real3" nAME="Real3" mAX="10.0" mIN="5.0"/>
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<adlrt :RANGEABLEVALUETYPE sHORTNAME="Real3" nAME="Real3">
<bASERANGEABLEREF value="Real3" dEST="EA-FLOAT"/>
</adlrt:RANGEABLEVALUETYPE>
<adlrt:EAFLOAT sHORTNAME="Real4" nAME="Reald4" mAX="10.0" mIN="5.0"/>
<adlrt :RANGEABLEVALUETYPE sHORTNAME="Real4" nAME="Reald">
<bASERANGEABLEREF value="Real4" dEST="EA-FLOAT"/>
</adlrt:RANGEABLEVALUETYPE>

<adlrt:EAFLOAT sHORTNAME="RealTypel" nAME="RealTypel" mAX="10.0"
mIN="1.0"/>

<adlrt :RANGEABLEVALUETYPE sHORTNAME="RealTypel" nAME="RealTypel"
dIMENSION="FmiTypeReall" uNIT="FmiTypeReall">

<OWNEDCOMMENTS>
<cOMMENT/>
</oWNEDCOMMENTS>
<bASERANGEABLEREF value="RealTypel" dEST="EA-FLOAT"/>
</adlrt:RANGEABLEVALUETYPE>
<adlrt:EAINTEGER sHORTNAME="Integerl" nAME="Integerl" mAX="10" mIN="5"/>

<adlrt :RANGEABLEVALUETYPE sHORTNAME="Integerl" nAME="Integerl"
dIMENSION="Integerl">

<bASERANGEABLEREF value="Integerl" dEST="EA-INTEGER"/>
</adlrt:RANGEABLEVALUETYPE>
<adlrt:EAINTEGER sHORTNAME="Integer3" nAME="Integer3" mAX="10" mIN="5"/>

<adlrt :RANGEABLEVALUETYPE sHORTNAME="Integer3" nAME="Integer3"
dIMENSION="Integer3">

<bASERANGEABLEREF value="Integer3" dEST="EA-INTEGER"/>
</adlrt:RANGEABLEVALUETYPE>

<adlrt:EAINTEGER sHORTNAME="IntegerTypel" nAME="IntegerTypel”" mAX="18"
mIN:"l H/>

<adlrt:RANGEABLEVALUETYPE sHORTNAME="IntegerTypel" nAME="IntegerTypel"
dIMENSION="IntegerTypel">

<bASERANGEABLEREF value="IntegerTypel" JdEST="EA-INTEGER"/>

</adlrt:RANGEABLEVALUETYPE>
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<adlrt:ENUMERATION sHORTNAME="EnumerationTypel" nAME="EnumerationTypel">
<1ITERALS>
<eNUMERATIONLITERAL sHORTNAME="LinearSegments" nAME="LinearSegments">
<OWNEDCOMMENTS>
<cOMMENT bODY="Table points are linearly interpolated"/>
</oWNEDCOMMENTS>
</eNUMERATIONLITERAL>

<eNUMERATIONLITERAL sHORTNAME="ContinuousDerivative"
nAME="ContinuousDerivative">

<OWNEDCOMMENTS>

<cOMMENT bODY="Table points are interpolated such that the first
derivative is continuous"/>

</oWNEDCOMMENTS>
</eNUMERATIONLITERAL>
</1ITERALS>
</adlrt:ENUMERATION>

<adlrt:ENUMERATIONVALUETYPE sHORTNAME="EnumerationTypel"
nAME="EnumerationTypel" JdIMENSION="EnumerationTypel">

<bASEENUMERATIONREF value="EnumerationTypel" dEST="ENUMERATION"/>
</adlrt:ENUMERATIONVALUETYPE>
<adlrt:EABOOLEAN nAME="Boolean"/>
<adlrt:EASTRING nAME="String"/>

</xmi: XMI>
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This Figure shows the start page of Eclipse. In the Eclipse that can be seen from the Figure, generated
Editor’s source code is available. These source codes are mainly Java Files. In order to run the editor,
these Java files should be run, which is what is shown in Figure below.
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Figure B2.2 shows the start page of the 2™ instance of Eclipse which is running on the Eclipse that has
the source files. This 2™ instance has the Editor as a plug-in.
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As can be seen from the Figure, the Editor is shown as a Plug-In.
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First step, after the new instance of the Eclipse is opened, to create a new EAST-ADL Model
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There are different models that can be created. These models are either example models that can be
found in Eclipse as default or the models whose Editor source files are available in the main instance of
Eclipse that is running.
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The Figure shows the 3" step of creating an empty East-ADL model. This step lets the user choose the
encoding type of the model. It also shows which kind of model is wanted to be created. The reason of this
option is because an XSD can include several different architecture description languages which results
as different choices in the Editor side. In this version of the Editor, we only have 1 kind of model which is
adlrt as the XSD with AUTOSAR and EAST-ADL elements is merged under a common element and this
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This Figure shows the possible encodeing types that can be selected.

@ limamis Frrettbaomitsl ydenaestatms b adst £ohips Fatfomi LE% >
rhe Qs S @ . 3| &, esnace
I Premet Epleeer 7 O] e e [ =L -t | =8
S e e et
¥ b5 Ferraon * i st ST it

# 15 rg ecigss Wiy oL eramgms Db Drvte
& 4 org edges mdny ol enaegies pbbcrivae!

i 2

Zowe i R o 0|
e el i

Zanctin Pk e Tren

e

vt | 2 g |
Prepasy Vi

< s -

- PPN 3 ey

Figure B2.7



r%aa 3
CHALMERS Y

Page 106

This Figure shows an empty EAST-ADL model. As AUTOSAR and EAST-ADL elements are merged
under Root Type elements as can be seen from the Figure, an AUTOSAR or EAST-ADL model can be
formed under this element. The root elements of these models are AUTOSAR and EAXML.

[3 Resoumca - Fustimsdeiiys tond adirt - (e Flatform =2k
Pt Negits fawth Fromc Sergh Sun Add Cdtor Widow bei
Qe SFf @ s T T
Pramst Eapbores T e Mebrore s adt
Resours S
= b5 Peanbodel = chForey (vesour oo P RNodek M et s sl it
A4S sartact = ¥ Tocawert Soob
] SR st Bk T yom
B Exanghe bt e O N o
& Zoanpie. odvt Hewr Shrg '

MeLotA ssetad
Mg sxnal
MyXER oxitad
My2hoes sarted

¢
& Mpdsnoratration | adet
a MR s o
3 MAvtasctadhend

AN rredetiecrpen X et

B M entin
N iered corteed LS
& Mpfreeactrodal ackt
o Mptacoed st
15 0g edoe A A exawges pubbcIryiets Sun
* 13 org srse e sl sosegins Ltk yeNue Cetug As ’
e
Taws

-

Corges Wit
Aeploce Wl
5 Ot Bl s 3 widlee

- .-

. el Loed Resouron

Ao
Faima Pe oy Vi

Sebocon Parerd Lt fram Tabde Sess v Cywn

& Tasds | 1 Aropentes | D Comue e
o comacies t deplay o the tree

Seteced Oteeat! bt Tyoe

Figure B2.8



CHALMERS {:

Page 107

In the figure below, an AUTOSAR model which has some elements is shown. Additional elements is tried
to be added to the model under the Elements element of it. A part of the list of the elements that can be
added to this element can be seen from the Figure. The way that one can add elements or relationships
is directly conforming to AUTOSAR metamodel, so one can say that the tool guides you in a strict way

during the design process.
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In the figure below, an EAST-ADL model which has some elements is shown. Additional elements is tried
to be added to the model under the Elements element of it. A part of the list of the elements that can be
added to this element can be seen from the Figure.

: [r———ies

Fle E8 hepues  Sewch Moet Sowle fun A GSe Wl Hep L ACTOS
- . £ ACRMTOR (@ resoree |
T L ANLTSISFUNCTIONTYRE e =
(3 ot Eaplars 1 mmee dls)
§ BASICSOS TWAN EFLRACTIONTYRE
1 thehemtad 4 eervnceaex
L] B ewod § DEDESIORRCRTLNITY
o Doawghe ackt § aam
& Exmgiel abt = 4 YOMEELPADAES Iypet 4
= festw W <EPAAGE > RPAYAT § COMPOGTECATATYFE
L V1T — = 4 HEVENTS et + CEPENDAMLITY
L WanEA sead = 4 w0HEN ¥ CEIMNRNCTIONTRE
& Mot = & PORTE 'yped § CESEEL
M REA sl 4 <ROUCOMMUTLCATIONSORT » EQUCOMMUNMCATIONRORT & sepneq siny
| ¢
Withiso sectsd | + <tus 0 >
o . § eanosr
& Y Demoratrasn adet | b elooo Ao A
& Wdeworgstiond st = v em o CARREN
¥ Whtheorntiatenl vetton = 4 TOREMPADAGS Typw + CASTRRG
B Whtasesy R e S L & DAMNCEATION
o W sstadret © DT Ty § TAPERATIONVALETYPE
;::mh-‘&mun -4 ':.::p"; e Ch . : ONRoNOn
st o = 4 %
@ Wreconbined corbred = ot v tamﬁn.mme
& Wirsrowvedel scbt + FALTFRAILSE
& Wescood adt - 4 FEATLAE
# 1 oy edpmn et el sy, | = § reanzeiaw
) 1 O
l:‘» o o e 3 1 e e '.f(" # [CATREGOLS
'fﬁ_—,_f'__ o Cop FEATLEENOOEL
Bouke & Blrstun o ) £ PNCTIOREANCR
F - ek X Deete £ RUNCTIONCLIENTSERVERINTERFOCE
Ve 4 RNCTIONLIEVEE
£ FUNCTIONAL SAFETROORCERT
§ GENERICCONETRAIN
nmk“ : MR CONATRAINT ST
' 4
0"'”“ ) Loroao
Yakdahe § TR CONPOENTTE
Tems b T NEDMARETIRCTINTYRE
_ o Compare Wes b §NARD
Senctn Pewt et Tivw Table Trewmth  Replace Wieh P HARDOURVENT
i remeis s R ’ o = ——
[ Tasts | ) properties | [ Conecde 70| e fl'mm“m-ﬁ “@ =0
a2 el to Aepyy o thie Leadesorce ¥
f ® b | § LOCHLEVENebn
;';"':" § Mce@Eos
et W 4 rcce
§ CPERATIONALTITURTION
§ PINRASRY
& FROREMSTATENENT
§ PROOUCTROSTIONING
T ANUTYREQUREVENT
151 S 4 AMNTTTATIVESAFET POONSTRAINT
= oI ST C§ nresoetaars - =+
o Seternat Cbiect | ELEMENTS Trpe -

Figure B2.10



r%aa 3
CHALMERS Y

Page 109

As can be seen in the Figure, the attriburtes of the FunctionFlowPort’s element is shown. ShortName
attribute is selected to be entered a value. Editor directs the user to enter the value of the attribute in a
specific format. So the editor makes sure the model is valid in some sense.
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Below figure shows when the user is trying to enter the type of a FunctionFlowPort. As can be seen the
type can be chosen from a menu, it is not entered directly to a white box. This menu ensure that a valid
type is selected.
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The figure below shows the notepad view of the model formed so far.
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The Editor also has a validation functionality. This service lets the user to make sure that the model
conforms to the MetaModel and so it is a valid one.
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The validator has found some error as shown in the Figure. As seen it says that it is needed to have
SsHORTNAME property of the listed elements to have a valid model.
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After fixing the errors in the model, Eclipse verifies the model as expected. This validation is not perfect
but helps very much still. For instance it does not do type checking.
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The Model which has both AUTOSAR and EAST-ADL elements which is obtained using the Editor

<?xml version="1.0" encoding="UTF-8"?>
<adlrt:Root xmiIns:adlrt="http://autosar.org/ADLRT" >
<adlrt: AUTOSAR>
<adIrt: TOP-LEVEL-PACKAGES>
<adlrt:AR-PACKAGE>
<adlrt: SHORT-NAME>arpckgl</adlrt: SHORT-NAME>
<adIrt:ELEMENTS>
<adIrt:ECU>
<adlrt: SHORT-NAME>ecul</adIrt: SHORT-NAME>
<adlrt:PORTS>
<adlrt: ECU-COMMUNICATION-PORT>
<adlrt: SHORT-NAME>ecucoml</adlrt: SHORT-NAME>
</adlrt: ECU-COMMUNICATION-PORT>
</adIrt:PORTS>
</adlrt:ECU>
<adlIrt:CCU>
<adlrt: SHORT-NAME>ccul</adlrt: SHORT-NAME>
</adlrt:CCU>
<adlrt:CLOCK>
<adlrt: SHORT-NAME>clk1</adlrt: SHORT-NAME>
</adlrt: CLOCK>
</adlrt:ELEMENTS>
</adlrt: AR-PACKAGE>
</adlrt: TOP-LEVEL-PACKAGES>
</adIrt: AUTOSAR>
<adlrt:EAXML>
<adlrt: TOP-LEVEL-PACKAGES>

<adlrt:EA-PACKAGE UUID="">
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<adlrt: SHORT-NAME>eapckgl</adlrt: SHORT-NAME>

<adIrt:ELEMENTS>
<adlrt: ANALYSIS-FUNCTION-TYPE>
<adlrt: SHORT-NAME>aftl</adlrt: SHORT-NAME>
<adIrt:NAME>aftl</adIrt: NAME>
<adlrt:PORTS>
<adlrt:FUNCTION-FLOW-PORT>
<adlrt: SHORT-NAME>ffpl</adlrt: SHORT-NAME>
<adlrt:NAME>ffpl</adirt:NAME>
<adIrt:DIRECTION>0OUT</adIrt: DIRECTION>
<adlrt: TYPE-TREF DEST="EA-INTEGER">/eaint</adlrt: TYPE-TREF>
</adIrt:FUNCTION-FLOW-PORT>
</adIrt:PORTS>
</adlrt: ANALYSIS-FUNCTION-TYPE>
<adIrt:EA-BOOLEAN>
<adlIrt: SHORT-NAME>eablnl</adlrt: SHORT-NAME>
<adIrt:NAME>eablnl1</adlrt: NAME>
</adlrt:EA-BOOLEAN>
<adlrt:EA-INTEGER>
<adlIrt: SHORT-NAME>eaintl</adlrt: SHORT-NAME>
<adlrt:NAME>eaint1</adlrt: NAME>
<adlrt:MAX>10</adlrt: MAX>
<adlrt: MIN>0</adIrt: MIN>
</adlrt:EA-INTEGER>
</adlrt:ELEMENTS>
</adlrt:EA-PACKAGE>
</adlrt: TOP-LEVEL-PACKAGES>
</adlrt:EAXML>

</adlrt:Root>
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This section includes a step by step demonstration of the process taken for the generation of the
FMI and EAST-ADL MetaModels, EAST-ADL Editor, FMU2EA Plug-in and FMU2EA Executable

1. Generating the MetaModels

The Figure below shows the Fmi XSD.
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The First step to create the FMI Metamodel is shown in the figure.
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An EMF Project is created for obtaining the MetaModel.
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Name of the project is given as FmiModelDescription.
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XML Schema(XSD) is used as a source for creating the MetaModel as we have the FMI XSD in hand.
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The next step is to select the FMI XSD from the file directory which is done from the menu for XML
Schema Import.
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As can be seen from the figure, fmiModelDescription.XSD is chosen. There are 3 more XSDs also in the
Figure which are fmiScalarVariable.XSD, fmiType.XSD, fmiBaseUnit.XSD. These are a part of the FMI
schema but they are in separate files, fmiModelDescripton gives reference to these files inside. So
forming an Ecore MetaModel from the fmiModelDescription.XSD file encloses all the other three.
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fmiModelDescription.XSD is selected. The generated models name can be changed from the menu
below.
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The final step for generating the Ecore MetaModel. One can select the packages that is desired to be
generated. Additionally, one can also give references to other previously generated MetaModels to
include them in the generation process.
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The obtained Fmi Ecore MetaModel is as seen in the below Figure.
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In the Fig ure below EAST ADL XSD is shown.
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Applying the same steps above that is used for obtaining the FMI Ecore MetaModel to the EAST-ADL
XSD results in EAST-ADL Ecore MetaModel as can be seen from the below Figure.
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2. Obtaining the Editor

Figure C2.1 shows the options used to generate the Editor. Changes in the options can result in different
Editors.
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The below figure shows the versions of the Eclipse Features installed in the Eclipse Helios platform which
is used for obtaining the Editor.
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1.4.0,w2010..,
1.4.0,w2010..,
1.4.0,v2010..,
2.6.0.x2010..,
1.1.0.w2010..,
1.1.2.x2010..,
1.4.0.v2010..,
1.4.0,v2010..,
1.4.0,w2010..,
1.4.0.v2010..,
1.4.1.w2010..,
F.6.1w2010..,
3612010,
1.2.0.v2010..,
1.4.1.w2010..,
1.4.1.w2010..,
1.4.1.w2010..,
1.4.0,w2010..,
1.4.1.%2010..,
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Feature Id

org.eclipse,emf . ecoretools
org.edlipse. emf. ecoretools, doc
org.eclipse, emf

ara.eclipse, emf.codeqen
org.edlipse.emf. codegen. Ui
org.eclipse.emf . common
org.edlipse. emf, commaon, ui
org.eclipse.emf.compare
org.edlipse.emf, compare, sdk.
org.edlipse. emf, databinding
org.eclipse. emf.doc
org.eclipse.emf.ecore
org.eclipse.emf.codegen. ecore
org.edipse.emf.codegen.ec. ..
org.eclipse, emf. ecore, edit

ard. eclipse. emf . mapping. ecore
org.eclipse.emf.mapping.eco. ..
org.eclipse.emf. edit
org.edlipse.emf.databinding. ...
org. eclipse, emf . edit, ui

org. eclipse, emf.mapping
org.eclipse.emf . mapping. ui
org.eclipse,emf . converker
org.edlipse.emf. query
org.eclipse.emf . query,doc
org.eclipse.emf.query . exam...
org.edlipse.emf. query . ocl
org.eclipse. emf . transaction
org.edlipse.emf . transaction, ...
org.eclipse.emf .transaction. ...
org.edlipse. emf . workspace
org.eclipse.emf . workspace. doc
org.eclipse . emf . workspace.e. ..
org.edlipse.emf. ecore. editar
org.eclipse.emf .teneo. eclips. ..
org.edlipse.emf.teneo. hiber . ..
org. eclipse,emf . validation
org.edlipse.emf . validation, doc
org.edipse.emf . validation.e. ..
org.eclipse.emf . validation. ocl
org.edlipse.gmf. runtime. nat. ..,
org.eclipse. drawzd
org.eclipse.gef
org.edlipse. zest

ara. eclipse, gmf
org.edlipse.gmf. runtime. nat. ..,
org.eclipse.gmf.examples.ru...
org.eclipse.gmf. doc

org. eclipse. gmf . runtime, sdk,
rkn erlines amf adl
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While generating the Ecore MetaModel of the FMI XSD, a .genmodel file is created too. This file is the
main file which lets the user to obtain the Editor’s source files. As seen in Figure, when one gives the
generate all command to Eclipse, EMF generates the Editor source files of the corresponding .genmodel.
One can run the Editor from these source files. Exactly the same procedure has been applied to EAST-
ADL.genmodel for obtaining the EAST-ADL editor. Some modifications have been done to the source
files of the EAST-ADL Editor source files in order to obtain the desired Editor.
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Figure C2.3
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3. Obtaining the Plug-in

First step to create an ATL Plugin.

Page 133

£ SAontel § %

“hnlper cemtexl FmilodsDescription ' fmifcalarVariabis def: poctResl: Socisan =
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When the new ATL plugin menu opens, one can specify its name as can be seen below.

Tlus

| Af self.causality =HOULPST and MOt se1f,%Feal¥.ocllisUndefined|| Shem
AL N0t welf.Mieal” redType.ool {1 them
falss

Figure C3.2
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Finally, one can specify the ATL file in interest to create a plug-in. When finished, plug-in source files
have been generated by EMF. Additional modifications have taken place to these files for obtaining the
current plug-in.

@ A7 i Pl s 1 i e

it
T -0 Q- @4 Btk S v T &Aoo, & *
O PMCERR s (€ TC PMUSALA B aBtecrs | 5 EASTALL Root ud Dedpranl | 8 Frdoselesapen. | ) T O e e Explesr | S0
aLiTiad Bocie ! Sas ficoam CEMUTEAN (Xig it L L Ll AEon ——— =5
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madnle | ATL Launcher oo z s
Corfoue et pocsrsbers 4 c‘ J_L’WEUK"J
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helper 5 e ST, PSP SI T R
| @ e o (e
else
endis
else
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AT not self . "Fenl" . declaredType.oolIslndeginad() then
else -
< > <! )
2 mrcteve (O Commche O Eworiog Tlmcperties 1 O hogyes | R
Propmrty Vew

Figure C3.3
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4. Obtaining the Executable
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After creating the plug-in one can obtain an executable of the plug-in. The first step to do this is shown in

the below figure.
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The second step is to select between some choices. For our executable, runnable Jar file is chosen.
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Final step in obtaining the executable is shown as below. First, the plug-in obtained for the ATL
transformation is chosen. Then the desired location of where to put the generated executable is specified.
Then extracting the required libraries into the Jar file is chosen.
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1. Analysis of the current problems of the KTH tool

FROM MATLAB 2 ECLIPSE

Page 139

Case 1/ If we have a model(a .mdl file) that constitutes of only subsystems and "no connections” we can
save them as a .simulink file at Matlab and then we can open this .simulink file in eclipse with no problem
and we can translate it into a .uml file also. The conversion of the .mdl file to .uml file in this case looks

right.
| .
|i untitled *
Fie Edt Wew Smuzbon Fomat Took Hep
.'\—.F' N -  had
DEESE L& QL rfu ped Y DEREE REES
ehicke foue_ok | Tk
AeRatemncs n_h by ]
‘el pead o Tt
ek peed Braos Retemnce_(utp
Vehidelwanics
ekt Posiion Brebe®adalPoestion_ot_ Dt 3 Wb e
e
BuakePedalSercm
HEw
Brake fooqe_n fvetick e b Wi Speead ook Tt >
e pead Dt p
Wicl torpe Post
e 0t WahicdebpeedSensr
Whesl
A boz Pedelfastion i Reguested Braie Torue oot Ot
BrakePed:l ' T TR
BrabeCalcalatar
Requested e e in_n B Retemce ot Dt 3
by o] irlbecel speed_out_Dup
BraeCorballer WheelSgeedSensar
qreq. bonpee:_in bz o 2
Brakedeiuzton

Figure D1.1/ View of the .mdl file created in Simulink. Notice that there are several subsystems in the
system and none of the subsystems in the system are connected to each other.
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le Edit Wiew Format Help

N EEH&| $ER(E 4|2 R

B

Port_0_In Port_1_0Out

SimpleSimulink

o Brale Rafaranos_n_In
Sahilole s pasd_ln Brabia Mafaiahos Ot

ikl #pmad_In

Clas=s_0

Port_0_In Port_1_0Out

Class_1

==

AR

Padal Pagitlon_out

apg

ra, targue_in braka torque_Dut

Brakafctuator

MrakslPadal

of Brake Padal Po sitlon Brgle Fedal Position_out_Out k.

Bral PadalPosition_n_In

Raduestad Bralo Tomue_out_out

FraksPadalSansar

BrakaCaloulator

Brloa_torgie_in
Witssl spesd Ot

Uihasl spead_lh

Selabiliole torgue_outd_Out

wishiols epemd_out_Dut o vishlols spasd _In

o shilola _targua_ln

Wihiaal

Rajuinitad Brals Targis_ln_ln

WahlolaDynamios

“wishilole Spasd _out_ Cut

WahlolaSpandSansor

Wialea Matarsns_ait_ Bt

el spaad_Iniheal spead_out_Out

Fralis Cantrallar

S S g

Figure D1.2/ View of the FunctionTypes.mdl file which all the subsystem blocks have been added.
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Figure D1.3/ View of the .simulink file(which is created by Matlab) that is opened in Eclipse. Everything is

in order.
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=t SirnpleSimulink. uml f] simplesimulink. diz 1= simplesimulink, uml e SimpleSimulink. simul

= platForm: fresource/EAST_Examples_SimulinkExchange/Testl.uml
=-B2 <Madel> untitled
Q < (Class> SystemModel
= Q «Class=> AnalysisLevel
= <Properky = faa : untitled
—=-E0 «Package > FunctionalComponents
= Q <C|ass = untitled

<Property = ABS | ABS
<Property > BrakeActuatar ; BrakeActuatar
<Property > BrakeCalculator ¢ BrakeCalculakor
<Property > BrakeController : BrakeController
<Property = BrakePedal : BrakePedal
<Property > BrakePedalSensor : BrakePedalSensar
<Property = YehicleDynamics : vehicleDwnamics
<Property > VehicleSpesdSensor 1 YehicleSpeedSensar
<Property = Wheel : Wheel
<Property = WheelSpeedsensor ¢ WheelSpeedsensor
=B «Class> ABS

O <Port> BrakeReference_in_In : DataType_0

O <Port> Yehicle speed_In : DataType_0

O <Port> Wwheel speed_In : DataType_0

O «Port> Brake Reference_Cut : DataType_0
= Q <Class > BrakeActuator

O <Port> req. torque_In : DataType_0

O =Port> brake torgue_Out : DataType_0
= Q <|ass » BrakeCalculator

O <Port> BrakePedalPosition_in_In : DataType_0

O <Port> RequestedBrakeTorque_out_Out : DataType_0
= Q <Class > BrakeController

O «Port> RequestedBrakeTorgue_in_In : DataTvpe_0

O <Port> BrakeReference_out_Out ¢ DataType_0
= Q <Class > BrakePedal

O <Port> PedalPosition_Ouk : DataTyvpe_0
= Q <Zlass > BrakePedalSensar

O <Port> BrakePedalPosition_in_In : DataType_0

O «Port> BrakePedalPosition_ouk_Out @ DataType 0
= Q <Zlass > Yehiclelyvnamics

O <Port> Wheel speed_In: DataType_0

O TP ) N O RO I S S SRR WA TAT. SR

s

i o o Y o

= Properties Ql Error Log 2% E Consale 'UJ SWN Repositaries C' Frogress

e Testl simulink

# | *Testl,uml &2
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&1 BB, uml ! =8

E

BeXE=T"0

Figure D1.4/ View of the .uml file that is obtained by converting the .simulink file in hand. Everything is
OK which means(and also will mean the same in the below figures): The structure of the system and the
building blocks looks alright and complete. We have the right classifications of types and prototypes and
we have all the types and prototypes that makes up the system(If there are also ports and connections in
the system, all of them is expected to be in hand and correctly classified for the system to be called OK).
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Case 2/ If we have a model(a .mdl file) that constitutes of "subsystems that have connections" we can
save them as a .simulink file at Matlab but we can not open this .simulink file in eclipse directly. The
compiler complains about a variable "connections” that is in the current .simulink file created by Matlab.
When we have a look of the simulink file with the help of text editor we see there is a definiton of every
connection with that variable by giving a value to that. And when we erase these variables with their
values, the compiler stops giving warnings.Now we can translate the .simulink file into a .uml file. And the
conversion of the .mdl file to .uml file in this case looks right. We can see also all the connections which
seems right.(The modified .simulink file(it was obtained by erasing the "connections” variables in the
original .simulink file that is created by Matlab) of course does not work in Matlab now. Matlab does not
recognize this file and gives errors if you try to open this modified .simulink file as we erased some of the
variables in the original .simulink file that Matlab created in first hand.)

Flo Edit View Simulation Formab Tools  Help
O =& %= i [Z0zr = |Naimal R < N

BrrakaContioller

Bialacaloulator BialaFadslSensor

i iy

Wihe &l 5 peads ensar

WahloleSpeadSensor

BraksActuatar et el
1 )
Yahiolabynamicx
I

BrakaFadal

Figure D1.5/ A system in Simulink/Matlab. Note that the system has connections between the blocks.

Figure D1.6/ Function Types of the system
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' MyEASTModelz. diz # | MyEASTModel1,uml fl *MyEASTModell . di2 i BBW. simulink £2

@ Problems encountered. Click the 'Details’ button For Further information

= & problems encountered in file "platform: fresource/EAST_Examples_SimulinkExchange/BEw simulink”

a FeaturelotFoundException:
a FeaturelotFoundException:
a FeatureMotFoundException:
a FeatureMotFoundException:
a FeaturelotFoundExcception:
a FeaturelotFoundExcception:
a FeaturehotFoundExcception:
a FeaturehotFoundExcception:
a FeaturehotFoundExcception:
a FeaturehotFoundExcception:

A Faah wablnbEonndFwranbinn

Feature 'connections’ not found, {platform: fresourcef/EAST_Examples_SimulinkExchange/BEw . simulink, 31, 148)
Feature 'connections’ not found. {platform: fresourcef/EAST_Examples_SimulinkExchange/BEw . simulink, 35, 145)
Feature ‘connections’ not Found, (platform: fresource/EAST_Examples_SimulinkExchange BB . simulink, 39, 159)
Feature ‘connections’ not Found, (platform: fresource/EAST_Examples_SimulinkExchange /BB . simulink, 43, 153)
Feature ‘connections’ not Found. (platform: fresource/EAST_Examples_SimulinkExchange /BB . simulink, 46, 148)
Feature ‘connections’ not Found. (platform: fresource/EAST_Examples_SimulinkExchange BBy . simulink, 50, 157)
Feature 'connections' not Found. {platform: fresource/EAST_Examples_SimulinkExchange /BB . simulink, 54, 154)
Feature 'connections' not Found. {platform: fresource/EAST_Examples_SimulinkExchange /BB . simulink, 55, 151)
Feature 'connections' not Found. {platform: fresource/EAST_Examples_SimulinkExchange /BBy . simulink, 59, 151}

Feature 'connections' not Found. {platform: fresource/EAST_Examples_SimulinkExchange /BB . simulink, &4, 165)
frlabFarm racriwra lF ST Fwvarmnlac SicndinbkFucrhanna!PRW cirmolinle &2 1200

Fazhiwa 'mannackione! mak Foond

Figure D1.7/ Errors that are taken in Eclipse side when tried to open the .simulink file created in Matlab

Al ensTiodeiz.dz | &) myEasTHodeluml | /g *myEASTMOdel! d2

T LS E ORI E U D= T U= L (U= LU LT (ad TW G =
1I5609b9-0d2e-47dd-ase3-17304992 682"/ >

i22d-7e6d-4975-b1f0-604e371e9e9b "/ >

"1a9ab61d-030c-473h-a94h-e5d94a507096" connections="//fparts.0/@lines. 3"/ >

|=] *BBW simulink. £3 ) BEW.simulink

-1277-4£59-Gabe-£7d3c2do1859" >
1-d63b-4e8e-85eb-5ce?1de78832 "/ >
1££84d-390e-48aa-95h0-535d2f8c8467" connections="//@parts.0/flines.4"/>

19b5-807d-4658b-bh43a-4430c3fed551">
uuid="8c110£10-4he9-4a0e-bE16-ch510d7280h80 "/ >
171" uuid="h520a94h-dhec-4071-518c-8ec?5hickh3 14" connections="//Bparts.0/0@lines.6"/>

hdl-geef-4he7-8130-4afalbeSh o6
" yuid="eadf9534-biaf-4492-beib-6eT1061E£cIL" >
mid="71805893-987c-40fd-aded-a58645d242af" connections="//Apart=s.0/@line=.0"/ >

Ifh4-b341-add9e5d1531am>
tag7fchd4-9f81-4ff4-9ace-c4d44838c9a7" connections="//Bparts.0/0lines. 7"/ >

:85aee-4boe-4a7a-9459-89f4572 7ed08 ">
uuid="92874d7c-83ac-4c07-8765-d387271358934"/ >
1 uuid="9d73kh91lec-eefe—4d21-al76-eal994£38353 " connections="//fparts.0/@lines.5"/>

yfdd-5ad4-40cf-97e5-953eedc3309de ">

i3ce7-3772-4dea-584e2 -e9a671a15339"/ >

uuid="9aSh2837-82b9-4387-91958-2ab2613£c058" connections="//Aparts.0/@lines.9"/ >
1="10ac9314-ef3if-471b-h155-653caedd4ieTe” connections="//@parts.0/Blines.10"/>

Mez799bhh-£700-40ab-96d53-0387co 92 6afd s
i41688a-Tdd2 -4721-b312-6a51fashobf1"/ >
d="acflbe22-2c07-4fe5-95f6-d2011£d3584e" connections="//Hparts.0/@1lines.1"/>

14294 2650d5 "

16-3992-4had-5c53-aleaadfeheca/ >

icBed-efTe-4dde-b54bh-hE£d193h0d6e0"/ >

jec65-0729-4d0e-52h2-343e40adb7e5" connections="//fparts.0/@lines.8 //fparts.0/@1lines.11"/>

4 LY

Figure D1.8/ The "connections” variables in the .simulink file created by Matlab that is complained by the
Eclipse compiler can be seen in the most right
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Figure D1.9/ View of the modified .simulink file after the "connections” variables are cleared

R rvenstiodeizdz |/ MyEASTModsl diz [l egw.simuink | 4 BB

@ platform: fresourcef/EAST_Examples_SimulinkExchange/BEw  simulink.

Ohject Self
= <+ Model BEW < Model BEW
<+ System BEW <4 Swstem BEW
(= 4= System ABS <+ System ABS
<+ Inport BrakeReference_in_In < Inpart BrakeReference_in_In
<= Inport Yehicle speed_In <+ Inport Vehicle speed_In
<+ Inport Wheel speed_In < Inpart Wheel speed_In
4 Qutpork Brake Reference_Out 4 Outport Brake Reference_Out
(=) < System Brakefctuator <> System BrakeActuator
<+ Inport req, borque_In < Inport req. borque_In
4 Qutport brake torgue_Out 4 Outport brake borque_out
(=) < System BrakeCalculator <> System BrakeCalculator

<+ Inport BrakePedalPosition_in_In <+ Inpart BrakePedalPaosition_in_In

< Cutport RequestedBrakeTorque_m <& Outport RequestedBrake Torque_,..
=) < System BrakeController <4+ System BrakeController

<+ Inport RequestedBrakeTorque_in_1 < Inport RequestedBrakeTorgue_in_In

< Cutport BrakeReference_out_Out 4 Outport BrakeReference_out_out

=) <= System BrakePadal <4+ Systemn BrakePedal
4 Qutport PedalPosition_out 4 Outport PedalPosition_ouk
= <+ System BrakePedalSensor <4+ Swstem BrakePedalSensor

<= Inport BrakePedalPosition_in_In <+ Inpart BrakePedalPosition_in_In

4 Cukpart BrakePedalPosition_out_cn ¢ Outport BrakePedalPosition_out_, ..
=) < System YehicleDynamics <4 System VYehicleDynarmics

<= Inport Wheel speed_In < Inpart Wheel speed_In

4 Qutport Vehicle torgue_outl _Out < Outport Yehicle torque_out1 _Out

< Outport Vehicle speed_out_Out 4 Outport Yehicle speed_out_Out

= <= System YehicleSpesdSensor <4+ System VehicleSpeedSensor

<= Inport Yehicle speed_In < Inpart Yehicle speed_In

< Outpork VehicleSpeed_out_Out 4 Outport YehicleSpeed_out_Out
= <+ System Wheel <4+ System Whesl

< Inport Brake_torque_In < Inport Brake_torque_In

<= Inpaort Yehicle_torgue_In <+ Inpart Yehicle_torqua_In

4 Outport Wheel speed_Out 4 Outport Wheel speed_Out
= <+ System Wheelspeedsensor <4 Swstem WheelSpeedSansar

<= Inport Wheel speed_In < Inpart Wheel speed_In

A "wibrerk Wheal cread sk Mok S Pkt Whaal craad Aok Caik

Figure D1.10/ View of the working .simulink file after the modification. Everything seems correct.
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(=130 “Model = iaw
[ «classs systemMadel
] wClawe s Analysistavel
I wProperty » faa | BBW
= wPackage = FunctionalCamponmnte
i H “Class > DAW
L] =Claww s ABYS
W wPort s Brakeleterence_in_In | DataType 0
wPork s Vahicls spmecd I DataTypm O
W wPort s Wheel speed _In | DataType 0
N wPorks Oralos Raference Out | DalaType 0
Ll wclnss s brakenctuator
W Park s ey, targue In | DataType O
W wport s brake torgue_Out | DataType 0
= ] eClans s Brakecalculator
Wwport s prakePedalFasition o _tn | Datatype 0
W aPort s Pecuestediralee Torgue ot _out | DataType O
[l wclase s brakacontroler
W wPork s Regquestedirale Torque _in_In | DataType 0
WwPort s Brakeleference_oul _Oul | DataTyps 0
I ] wclases pralepPedal
WwPort s PadalPayition_ Out | DataType 0
b wclass > BrakepedalSensor
W wPork s BrakePedalfosition o 10 Datatype O
W wPort s BrakePedalPasition _out _out | DataType 0
=] wClanns Vehiclabynamics
W wport s Wheel speed_In | DataType 0
W wPork s Vehicls bareue ot ] Oul | Datatype O
W wPort » Vehicle speed_out_Cut | DataType 0
# ] <Class > VahiclngipesdSwnsor
wport» Vehicle spoed_In | DataType 0
WPort = VehiclnSpmed_out_Oul | Dalatype O
o ] wClags > Wheel
W Porh s Bl Lorgum 10 Datalype O
W wPort = Vehicle _torque_tn | DataType 0
WPark > Wheel speed_Oul | DataType 0
=[] <class s Wheelspeedsensor

Page 145

Figure D1.11/ View of the .uml file that is obtained by converting the modified .simulink file. Everything

seems OK.
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Figure D1.12/ View of Matlab Command Window when trying to open the .simulink file that is modified in
Eclipse by clearing out the “connections” variables and their values
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Case 3/ If we have a model(a .mdl file) that constitutes of "several same subsystems(severeal prototypes
of the same type) which every subsystem have some connections with the others" we can save them as
a .simulink file at Matlab. This case does not work correctly neither if we try to open that .simulink
file(where we erase the .mdl file in Matlab to check if the same .mdl file which is used to create this
.simulink file is created) from Matlab side again(where doing this is equivalent to create the .mdl file of the
.simulink file) or from the Eclipse side.

When we try to open this file in Matlab, we lose the connections of the additional copies of the same
prototypes(subsytems) with the others where only just one of the prototypes have the connections.In
other words we only have the connections of one of the same typed prototypes and the other same type
prototypes lose their connections.(In the Case 1 and 2 nothing was wrong when we re-open the .simulink
files created in Matlab. There was no difference between the .mdl file created by this .simulink file and the
.mdl file that created this .simulink file)

When we try to open this from Eclipse again the compiler complains about the same variable. When we
correct the errors again as we did in the 2nd case, we can again convert the file to a .uml. When we
make the convertion we have a model in hand that only has the connections of the same typed
prototypes as it was in Matlab side. Everything seems OK other than the connections but.

¥ BEWZ =JOE
Fie Edi “em Smulstion Fommat Took Help
hesHdS o = ] 00 [Homa ~ HER& REEs®
- RequestedimoeTongue_in_in BrebeRedoonce ot 08 —7838 5™ ———————————————— I-.Bi—:efslzl’m.—.—_ ma_in_ln RequestedBrakeTonue_pat_ Dt - — BrakeFetzPossion_n_in Fakeferziase :'_::_l]j:J
BrabeC omballer BraeCaloulster BizkzFadalSerser

I

|-}312P.e15m>e_-_h j

e ehicie spead_In Erzuz Refermce_Dm FequestzdBrakeTorges_in_ln BrakeRetermcs o Dt
L e Pedal Frsitor_in_im RequestedBrabeTonue_po_Ju

e Wibened speed i

BuabeCalzalaion ’7 MBS BraeCerballzr
| Wheed speed_m l’_'k-(lq:és(_::_EJ:J
WheslS pesdSersn
reg borgue i braletague Dt i— e Bl fongue_in
‘iiyaal spead_Oe i
o wkhicke tores_k
ErdeActuatar —Plikhicle speed _in \BlickeSpeed ot Dut
Whesl
Yoha bl B pe2 e 252 resn
wihicle tomes_sel_ D
- imezlznzad 0
‘weticke spead_ow_e
Wehighe [hmamics
Pedal Fesition_Cut
ErdeFedd
L tiehicdz speed_in WEficieSpead ot Dot H

WahideSpeedSense]

At 1 et ~Lac

Figure D1.13/ View of the designed system in Simulink. This system has several prototypes which are
same type. All the prototypes are connected to each other.
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| ¥ Testz,uml | # | vehicleModel, uml | W, uml | 2 &
I Resource Set

.l =l < Sysbem BBWZ2
System Reference ABS
System Reference DrakeActustor
System Reference BrakeCalculator
System Reference BralkeCalculator i
System Relference BraleController
System Reference BrakeController1
System Reference bDrakePedal
System Reference BrakePedalSensor
Systam Relference YehicleDynamics
System Reference VehiclaSpesdSensor
System Reference VehicleSpeadSensorl
System Reference Wheel
System Reference WheelSpeedSensor
Line unnamed
Line unnamed
> Line unnamed
< Line unnamed
< Line unnamed
S Line unnamescd
© Line unnamed
“ Line unnamed
* Line unnamed
© Line unnamed
© Lt unnamed
> Line unnamed
Il O Syzstem ABRS
4 e System BrakeActuator
#  System BrakeCalculator
e System BralkeController
e System UrakePeds!
W e System BrakePedalSensor
* - System VehicleDynamics
O System VehicleSpeasdSensor
e Sysbem Wheel!
# e Svstem WheslSpeedSensor

P4t eeee

Figure D1.14/ View of the .simulink represantation of the system opened in Eclipse(Note that the needed
modification done to the .simulink, which is created in Matlab, that is done in also Case 2 hasn’t been
shown). All the subsystems are in hand.

W Testa uml | W] VehicleModel,uml | W BewW, uml | L) BewW uml
Loplmb ot femmourcs EAST  Dmnormbembor  BrabsBy Wirs /BOW e aml
R Mol s w2
L] wClame s SystwmMaodiwl
WL wClane > Analysivievel
S e kage s FunctionslComponsnt e
] wClaee = pEwe
I «Praperty = ARS | ARS
I wropery s« BraleActuaton | BraleActuator
W wPraperty = rakecalculator | BrakecCalculaton
Wl wProperty > Brakecalculator i | Brakecalculator
W wProperty =« frakecontroller | Brakeconty olle
W < Property = brakecController ) | Brakecontyoller
I < Praperty s trakePedal | BrakePedal
W wProperky = DrakePadalbensor | DrakePadalbensor
I wProperty = VehicleDynamics | VehicleDynamics
W wpPrapeity = VehicleSpeedsensor | VehicleSpesdsensor
W wPropmrty = VehicleSpmecdSensor 1 | VehicleSpmecdSensor
Wl wPrapetiy = Whesl § Whes|
I = Prapmrty = WheslSpmedSensor | WheslSpeedSensor
A wCannmekor s unnsmeed
A wCannmebor s unnmmmed
AT wCannmebor = unnamel
AT annme ot sounnminedd
A annmebor souannamed
AT wConnmetor s unnaimed
Sonmscbor s ounnamed
A onnector s unnmimed
A wConnector s unnamed
A cConnector s unnamed
A Connector s unnamed
W wConnector = unnamed
| wClags» Aps
| wilass > DrakeActuator
| wClass = DrakeCaleulaton
| wClmme = trakeconty ol
|
|
|
1

EEFPFEEEFEEEST
2

S lmnn s DrabePecdal
S e s D abmPedslteneon
A mnn = Vehiclmbyramics

|
|
|
|
|
|
|
I

ddlanak Llukialate s dtanan

Figure D1.15/ View of the .uml represantation of the model. Everything seems alright except the
connections. There are only 12 connections in the .uml file where it has to be 18. This is due to the fact
that, only one of the subsystem’s connections are included among the other subsystems that are typed

by same type. There were 3 same typed prototypes which had totally 6 connections which is not included
in the current model.
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Figure D1.16/ The view of the .mdl file that is created by the .simulink file in hand. This .simulink file is
supposed to be the representation of the .mdl file that it is created from but notice that we lost the
connections of the 3 prototypes. This is because, in the system there are other prototypes that are typed
by the same type. So when the .simulink is created from the .mdl, all the subsystems are included but not
all the connections.
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Case 4/ If we have a model that is similar to Case 3 but without any connections, then everyhing works

fine.
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Figure D1.17/ View of the system in Matlab side
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Figure D1.18/ View of the FunctionTypes.mdl in Matlab
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I SimpleSimulink, diz

- Resource Set

1= simpleSimulink, uml e SimpleSimulink, s

1w platform: fresource/EAST_Examples_SimulinkE:xchange/Test2 simulink

<+ Model untitled

= < System untitled
4 System Reference ABS
4 System Reference Brakefctuator
< System Reference Brakefctuatorl
< System Reference BrakeCalculator
< Svskem Reference BrakeContraller
<> Svskem Reference BrakePedal
< System Reference BrakePedalSensor
< System Reference YehicleDynamics
4 System Reference YehicleDynarics1
4 Syskem Reference VehicleSpeedSensor
4 System Reference Wheel
<= System Reference WheelSpeedSensar
< System Reference WheelSpeedSensorl

G A G A 4 A o4 4 4

o [ [ [ e M M o O S B

Syskem ABS

System Brakedctuator
System BrakeCalculator
System BrakeContraller
System BrakePedal

System BrakePedalSensor
System YehicleDynamics
System YehiceSpeedsensor
System Wheel

System WheelSpeed3ensor
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Figure D1.19/ View of the .simulink file of the model opened in Eclipse. Everything seems fine.

—

—

7 simplesinuiink. diz
= platform: fresource/EAST_Examples_SimulinkExchange/ Test2, uml
=-E= <Model> unkitled
Q < Class> SystemModel
+ Q «Class> AnalysisLevel
=1-F3 «Package> FunctionalCompanents
= Q < Class> untitled

O I O O O = O = B 3 R

1100 1

s

00D0DDCODODODDOOOD

|= SimpleSimulink. uml el SimpleSimulink. simul T

=Property> ABS | ABS

<Property > Brakeactuator @ BrakeActuator
<Property > Brakeactuatorl : BrakeActusator
<Property = BrakeCalculator @ BrakeCalculator
«<Property = BrakeContraller : BrakeConkroller
<Property = BrakePedal : BrakePedal

<Property = BrakePedalSensor : BrakePedalSensor
<Property = VehicleDynamics | VehicleDynanics
<Property = VehicleDynamicsl : YehicleDynamics
<Property > VehicleSpeedsensor | VehicleSpeed3ensor
<Property > Wheel : Wheel

<Property > WheelSpeedSensor ¢ WheelSpeedsensor
<Property > WheelSpeedensorl : WheelSpeedensor

<Class= ABS

«Class > Brakedctuator

«Class > BrakeCalculator

<Class > BrakeController

“Class > BrakePedal

<(Class > BrakePedalSensar

«Class> YehicleDynamics

«Class > YehicleSpeedSensor

<Class = Wheel

Q «<Class > WheelSpeedSensor
+-F0 <Package> Datatypes

+ platform: fpluginfcom. cea. papyrus.uml4east adl. extension/modelfeast adl. profile, uml

E pathmao: SUML PROFILES/Ecore.orofile, uml

Figure D1.20/ View of the .uml file that is obtained from the .simulink file of the model. Everything seems

still fine.
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FROM ECLIPSE 2 MATLAB

Case 1/ If we have a Functional Analysis Architecture that does not have connections but only Prototypes
which have ports, no problem is experienced through creating the .simulink file from the Eclipse side and
opening that file from the Matlab side. Everything seems working and correct.

(SimplaSirmuling:: Package 1)
SimpleSimulink

Property_1: Class_1 [1]
|:| Port_0: DataType_0 [1]

Property 0: Class 0 [1] Fort_1: DataType_0 1]

|:| Port_1: DataType_0 [1]
FPort_0: DataType_0[1]

Figure D1.21/ View of the model that is created in Eclipse. Note that this model has only 2 prototypes
and several ports but no connection.

4 BB, simulink # | BEMY.uml fa% BrakeBy\Wire, uml £ SirnpleSimulink

) Resource ek

e platForm: fresource/EAST_Examples_SimulinkExchangeSimpleSimulink, simulink
= < Model SirmpleSirmnulink
=< System Simplesimulink
< System Reference ssFaa
=l <= System Class_(]
< Inport Port_0_In
& Qutport Port_1_Cuk
=< Swstem Class_1
< Inport Park_0_In
& Qutport Port_1 Quk
< System SimpleSimulink
< System Reference Property_0
< Syskemn Reference Property_1

Figure D1.22/ View of the .simulink file created in Eclipse. The representation seems alright.
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SimpleSimulink

Port_1_Cut Port_0_In

Port_1_Out

Class_0 Class_1

BrakeReference_in_In

“wihicle speed_In Brake Reference_Cut BB
ihesl speed_In
ABS
req. tarque_In brake torque_ut Brake Padal Position Brake Pedal Position_out_Out
BrakeActuator

BrakeFPedalZensor
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Pedal Pasition_Out

Brake_torque_In wishiche torque_out1_Out
WMiheel speed_In
Wiheel speed_Out wihicle speed _out_Out
wehicle_torque_in WehicleDynamics
theel
FequestedBrakeTorque_in_In BrakeReference_out_Out

BrakeContraller

BrakePedal

Brake Pedal Position_in_in

RequestedBrakeTorque_out_ 0wt

BrakeCalculator

“wehicle speed_In

“ishicle Speed_out_Out

WehicleSpeedSensar

Wiheel speed_Iniitheel speed_out_Out

MWheelSpeedSenszor

Figure D1.22/ The functiontypes.mdl file. All the building blocks of the model are added(Class 0 and

Class 1).
' SimpleSimutink
File Edit Wiew Simulation Format Tools  Help
b =zES = b = [100  [Homa - s @S REE®
[T——
"
==Faa
Part_0_In Part_1_Cut Part_0_In Part_1_0ut
Froperhy_0O Froperty_1

Figure D1.23/ .mdl representation of the .uml file which we begin with. The conversion seems successful.
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Case 2/ If we have a Functional Analysis Architecture with Prototypes that has connections with
eachother, no problem is experienced through creating the .simulink file from the Eclipse side and
opening that file from the Matlab side. But the .simulink file created in Eclipse does not hold the
information of the connections so that the .mdl file created in Matlab by this .simulink file. So we do not
have the connections in Matlab side.

]
(SimplaSimuling: FPackage_0)
SimpleSimulink

E A
Property 0: Class 0 [1] Port_1: DataType_0[1] Property_1: Class_1 [1]

I:i sfunctionConnectars D Port_0: DataType_0 [1]

|:| «functionConnectors D Port_1: DataType_0 [1]

Port_0: DataType_0[1]

Figure D1.24/ The same model that is designed in Case 1 with the additon of 2 function connectors.

/1 MyEASTMadel2. diz /'I *MyEASTModel.di2 /1 ErakeryWire, diz

L Resource Set

= iplatForm: fresource EAST Demaonstrator_BrakeBywire Simplesimnulink, simulink
=l <= Model SimpleSimulink
= <+ Swstem SimpleSimulink
< System Peference ssFaa
=< Swstem Class_0
< Inport Pork_0_In
< Outpork Pork_1_Ouk
= <= System Class_1
< Inport Part_0_In
& Qutpork Pork_1_Ouk
=l <= System SimpleSimulink
< System Reference Property_0
Y < System Reference Property_1

Figure D1.25/ It can be seen that same .simulink file is also obtained from this model which is not
expected. The connections are missing.
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E= I TN RS 1 Rt L s w0 rapyius

b5 =t

P easvodelz.dz | yEASTMOdelt diz |/ Brakegywire.diz |/ SimpleSimulink.diz | B SmpleSimulink.simul | =] SimpleSimulink,simal £5 16

<?¥ml wversion="1.0" encodihg="IS0-8559-1"7>
<gim:Model xmwi:version="zZ.0" xmwlns:xmi="http://wvww.omy.org/IMI"™ xmlns:sim="http:///ge.kth.wd.attestZ/3imulink/3.0"
<parts name="Simpleiimulink"” simalinkNamwe="3impleSimilink™ filename="3imple3imulink.mdl™:
<children name="ssFaa” simulinkName="%impleSimulink/ssFaa" target="//Eparts.3"/>
</partar
<parts name="Class 0" simulinkMName="Class 0" filensme="Class O.mdl™>
<inports name="Port 0_In" simulinkName="Class 0/Port_0_In"/>
<outports name="Port_1 Out™ SimulinkName="Class_DfPDrt_l_Out"f>
</partax
<parts name="Class 1" simulinkMName="Class 1" filensme="Class 1.mdl™>
<inports name="Port 0_In" simulinkName="Class 1/Port_0_In"/>
<outports name="Port_1 Out™ SimulinkName="Class_lfPDrt_l_Out"f>
</partax
<parts name="Simplefimulink"”™ sirulinkName="ZimpleSirulink™ filename="Iimple3imulink.mdl™:>
<children name="Property 0" simulinkNawe="3impleS3imulink/Property 0" target="//Bparts.1"/>
<children name="Property 1" simulinkName="SimpleSimulinkHPererty_l" target="//Bparts.2"/>
</partax
</zim:Model>

Figure D1.26/ It can be seen that there is no description or specification about the connections when
opening the .simulink file by text editor.

' SimpleSimutink *

File Edit View Simulation Format Tools Help

L =eE&E = 3 hDD |Nmma| _:J O g [ 58 REE®
==Faa
Port_0_In Port_1_0ut
Port_0_In Part_1_0ut
Froperty_1
Fropery_0O

Figure D1.27/ View of the .mdl obtained by the model. We don’t have the connections.



