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Abstract
Today, both software engineering (SE) and machine learning (ML) are two fairly
well-established areas within engineering. The field of software engineering for ma-
chine learning (SE4ML) addresses the issue of applying software engineering prac-
tices for software containing ML. Complexity is a term with a widespread definition,
and the way of handling and defining it is something that differs between traditional
software engineering and machine learning. In this thesis, complexity is defined as
the measure of the resources expended by another system in interacting with a piece
of software. If the interacting system is another machine we define it as resource
cost, and if the interacting system is instead people (tasks such as, e.g., debugging
and testing) we define it as software complexity.
This thesis was conducted in close collaboration with a partner company and aims
to contribute to SE4ML by providing a framework aimed to act as guidance for
how software complexity and resource cost may be addressed in different parts of
the ML development process. The framework should also provide insights into
possible trade-offs between software complexity and resource cost. To validate the
framework, validation interviews with practitioners as well as representatives from
academia were held, and the framework was also applied to an existing problem at
the partner company. The latter was done by tweaking an existing ML model and
developing two other models for comparison purposes.
In conclusion, the validation interviews and the application to an existing ML model
confirmed that the framework is useful for practitioners. There are trade-offs be-
tween some of the different activities that form the framework, referred to as arti-
facts. This means that practitioners, to some extent, need to balance contradicting
artifacts to optimize the resource cost and software complexity trade-off, depending
on the specific use case at hand.

Keywords: software engineering, machine learning, complexity, framework.
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1
Introduction

As more and more machine learning (ML) applications are deployed by various prac-
titioners, there are plenty of best practices on how to successfully develop models,
tune parameters, and increase performance. However, it is difficult to adopt soft-
ware engineering (SE) best practices for ML applications compared to traditional
software applications as they differ in fundamental ways [1, 2]. The field of software
engineering for machine learning (SE4ML) addresses this issue of applying software
engineering best practices for software containing ML [2]. Handling and defining
complexity is one area that differs between traditional SE and ML.
Kearney et al. [3] use a definition for software complexity originally presented by
Basili [4] already in 1980; Complexity is the measure of the resources expended by
another system in interacting with a piece of software. If the interacting system is
another machine the complexity is defined by the execution time and storage needed
to conduct the computation [3], which is defined as resource cost in this paper. If
the interacting system consists of people instead, then the complexity is defined by
the difficulty to perform tasks such as debugging, testing, or coding [3] (i.e., software
complexity).
To get practitioner input and to validate our work in a company context, this the-
sis was written in collaboration with Bonnier News. Bonnier News is one of the
largest media houses in Sweden [5]. Every day they reach three million readers with
the various brands in their portfolio [6]. Bonnier News offers a portfolio of digital
products with the mission to provide people with truthful and high-quality news.
Throughout the paper, Bonnier News will be referred to as the partner company.

1.1 Purpose and research questions
With this thesis, we aim to contribute to SE4ML, by researching SE and ML resource
cost and software complexity as defined below, and based on this research provide a
framework for ML engineers to use as guidance throughout the development process
to tackle model complexity.
Definition 1.1.1 (Resource cost). The measure of the resources expended by an-
other system in interacting with a piece of software, where the interacting system is
another machine. Resource cost is defined by the execution time and storage needed
to conduct the computation.
Definition 1.1.2 (Software complexity). The measure of the resources expended by
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1. Introduction

another system in interacting with a piece of software, where the interacting system
consists of people. Software complexity is defined by the difficulty to perform tasks
such as debugging, testing, or coding.
This thesis aims to answer the following research questions (RQs):

(1) What are suitable artifacts for optimizing ML models concerning resource
cost/software complexity trade-off?

(2) Applied to an ML model, how successful are the artifacts in prioritizing the
resource cost/software complexity trade-off?

The main deliverable of this thesis, which aims to answer RQ(1) and provide grounds
for answering RQ(2) is a framework for ML developers, as mentioned above. A
definition of a framework provided is [7], A framework is a particular set of rules,
ideas, or beliefs which you use in order to deal with problems or to decide what to
do. Given this definition, we choose to define the term framework referenced in this
thesis as The set of artifacts that are used in order to deal with problems or to decide
what to do.
Artifacts in this context are both quantitative metrics and qualitative assessments.
To exemplify, there will be a metric for training- and prediction runtime analysis
in the framework which is an absolute number that can be compared, apples-to-
apples, between different models. There will also be assessments to compare, e.g.,
explainability and interpretability between models. This comparison is of a more
qualitative nature and more cumbersome to compare and hence should not be called
metric, but rather assessment. To be able to use one word for both to create clarity
around the research questions, the term artifact will be used.
In RQ(1) the word ‘suitable’ refers to acceptable or right for someone or some-
thing [8] which in this context means that the artifacts should ideally be model
unspecific and general enough to be able to be implemented by any given ML team.
‘Optimizing’ means to make something as good as possible [9] which refers to how one
can create as good a model as possible using the different artifacts in the framework
as means to optimize based upon, given use case-specific properties.
In RQ(2) the word ‘prioritizing’ is used, which means to decide which of a group of
things are the most important so that you can deal with them first [10], which in this
context relates to the optimization formulation in RQ(1) and the trade-off between
different artifacts, depending on the requirements of the use case at hand.
Finally, ‘trade-off’ means a situation in which you balance two opposing situations or
qualities [11], which refers to that it might not always be possible to optimize both
resource cost artifacts and software complexity artifacts at the same time, depending
on the use of case-specific requirements. The assumption that such trade-offs exist
is fueled by, for example, that performance (mapped to software complexity) of
an ML model is driven by the amount of data (mapped to resource cost) that is
available. In addition, we know from our past experience that different use cases
make different model types more or less relevant. For example, neural networks yield
high performance but they are not inherently interpretable [12] and require rather
large amounts of data. This thesis with RQ(1) aims to give a structured approach
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1. Introduction

for optimizing artifacts in both resource cost and software complexity, where this
structure additionally should provide guidance towards what trade-offs might exist
for a use case and how these trade-offs should be prioritized.

1.2 Outline
Chapter 2: Contains theory on the differences between ML and SE, a presentation
of the ML development process referenced in the thesis paper, and software com-
plexity and resource cost, with relevant subsections for both.

Chapter 3: Presents the methods used to research the RQs in the thesis, and
how each part of the method contributed to the two RQs.

Chapter 4: Answers RQ(1) by presenting the framework generated from the mate-
rial gathered in Chapter 2 together with the interview analysis in the first subsection
of this chapter. Answers RQ(2) by presenting findings applied to an existing ML
model at the partner company as well as the two alternative models that were de-
veloped for the same problem.

Chapter 5: In this chapter a discussion related to the RQs is presented together
with the limitations of the thesis, with one section for each of the two RQs.

Chapter 6: In this chapter, possible threats of validity and strategies to avoid/
reduce them are presented.

Chapter 7: Completes the thesis with the conclusions drawn related to the two
RQs and the purpose of the thesis. Finally, the chapter ends with a section on future
research.

3



2
Theory

Machine Learning (ML) is considered a branch of the broader field of Artificial
Intelligence (AI) [13], which refers to how to create systems or computers that
evolve and learn through experience over time [14]. The growth of ML is driven by
the increasing availability of data together with low-cost computation power and
the evolution of new theories in the field [14]. The use cases of ML can be found in
a variety of industries including healthcare, finance, marketing, education, etc. [14,
15]. To build ML solutions a variety of different skills are needed including statistics,
mathematics, and Big Data [16].
Another well-established technical branch is the discipline of software engineering,
which refers to the production of quality software applying engineering, mathemati-
cal, and scientific methodologies [17]. Humphrey [17] defines the software engineer-
ing process as all activities needed to build software given a set of user requirements.
The overall purpose of this chapter is to equip the reader with the appropriate
theory to be able to digest the framework, presented in Chapter 4. Machine learning
development approaches (Section 2.1) introduces some generalized process maps for
ML development projects. This section is important as the framework is structured
based on the phases of the development process chosen, presented in Figure 2.1.
As the framework is supposed to contribute to SE4ML and is supposed to mix ML
and SE best practices to tackle software complexity and resource cost, Section 2.2 is
purposed to highlight the main differences between practices. Software complexity
(Section 2.3) consists of motivation of why it is important to address this type of
complexity, including subsections that are meant to introduce the aspects of software
complexity that we have chosen to include. The same structure goes for the final
section, Section 2.4, addressing resource cost instead of software complexity.

2.1 Machine learning development approaches
To justify the structure of the framework we will in this section present different
types of ML model development approaches and conclude which one we will use to
structure the framework. The choice is based on granularity and our understanding
of what the ML development process looks like at the partner company. Amershi
et al. [18] present a simplified view of the ML development process, see Figure 2.1.
The Model Requirements step tackles which ML model approach suits the given
problem [18]. Data Collection handles the data collection, Data Cleaning tackles
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2. Theory

Figure 2.1: The ML development process presented by Amershi et al. [18].

removing noisy data, and Data Labeling takes care of labeling data whenever neces-
sary, for instance in image recognition problems [18]. Feature Engineering refers to
the extraction of useful features, Model Training handles the training and tuning of
a model on the cleaned training data, Model Evaluation takes care of the evaluation
of the trained model on the pre-defined metrics [18]. The two final steps are Model
Deployment which is when the model is actually deployed in the system, and Model
Monitoring which refers to the continuous monitoring of the model in the live envi-
ronment. Hill et al. [19] describe the ML development process in the steps Define
problem, Collect data, Generate Ground Truth, Select Algorithm, Select Features,
Generate and Evaluate model. Hill et al. [19] highlight that the steps defined in
their paper were not always performed in the exact sequence they are presented in
and neither were all steps always performed by their interviewees. Ashmore, Ca-
linescu, and Paterson [20] presents the ML model lifecycle which consists of four
stages; Data Management, ML, Model Verification, and Model Deployment. In the
first part of the lifecycle, Data Management, Ashmore, Calinescu, and Paterson [20]
combine the work of obtaining data sets for training and verifying the models to-
gether with the phases of data collection and data preprocessing. In addition to the
aforementioned ML development process and lifecycle, more general data science
and data mining development processes include CRISP-DM (CRoss-Industry Stan-
dard Process) and KDD (Knowledge Discovery Databases) [16]. In this thesis, the
ML development process defined by Amershi et al. [18] visualized in Figure 2.1 will
be used as it maps better to the ML development context at the partner company,
and it is also more granular which helps with making the framework artifacts easier
to use.

2.2 Differences in machine learning and software
engineering practices

The purpose of this section is to conclude which are the main differences between
ML and SE engineering practices. This is important as some of these concepts will
be used to justify some of the artifacts that will form the framework. The main
takeaway of the section is three aspects in which ML practices differ from software
engineering practices; (1) data discovery and management, (2) model customization
and reuse, and (3) modularity [18]. Each subsection is supposed to contextualize
these three main aspects, respectively.
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2. Theory

2.2.1 Data discovery and management
While software engineering practices focus primarily on the code, ML practices take
a more data-driven approach [18, 21]. Data handling and data preprocessing are in
focus in ML practices, as the performance of an ML model is highly data-dependent.
Wan et al. [21] states that it is thus of high importance in ML development to spend
effort on data handling. The ML development process is also more experimentally
driven than in traditional software engineering, as multiple ML algorithms can be
candidate solutions.

2.2.2 Model customization and reusability
As for the second aspect mentioned by Amershi et al. [18], in traditional software
engineering, it is common practice to reuse code in the forms of algorithms, functions,
modules, etc. ML models are often built and trained for a given context, where model
algorithms are chosen and parameters are set during the training of the model. This
means that, according to Amershi et al. [18], one cannot just change parameter
names if one wants to use the same model for another context. For a similar domain
and input the model can rather easily be reused, but as soon as the context changes
the model needs to be retrained and assessed on new sets of data, or in some cases
complete model replacement is required.

2.2.3 Modularity
Lastly, Amershi et al. [18] claim that it is difficult to maintain ML module boundaries
due to two reasons; low extensibility and non-obvious module interactions. For two
or more ML models with different functionalities, simply adding them together will
not create a properly functioning model. Instead, the models would have to be
developed and trained together in order to function together. For a system consisting
of two or more ML models, the models might interact in unexpected ways, impacting
each other’s training and tuning processes. Therefore, collaboration and training of
the system as a whole are needed.
Wan et al. [21], however, disagree with the lack of modularity in ML and claim
that ML models consist of relatively fixed modules in terms of data collection, data
preprocessing, data modeling, and testing and have comparably low coupling to
non-ML models. In this thesis, we claim that there exists a level of modularity for
ML development, and therefore our interpretation of modularity is based on the
reasoning of Wan et al. [21]. We make this claim as the ML team at the partner
company uses modularity in accordance with this definition.

2.3 Software complexity
As presented in Chapter 1, we define software complexity as the difficulty to perform
tasks such as debugging, testing, or coding if the interacting system consists of
people [3]. The ambition of this section is to clarify which aspects of SE and ML
complexity are embedded in the software complexity definition used in this thesis.

6



2. Theory

Already in 1989 Banker, Datar, and Zweig [22] wrote a paper on how software
complexity influences software development costs. The authors argue that software
complexity mainly influences the software maintenance labor costs as more complex
software leads to more hours spent on maintaining the modules [22]. Canfora and
Cimitile [23] highlight, with references from various studies, that software mainte-
nance stands for between 60% to 80% of the total software life cycle cost. Software
maintenance is defined as all activities performed on the software module after the
software module has become operational [23, 22, 24]. Ogheneovo [24] shows how
the increased size of software leads to increased maintenance costs where the main
reason, the author argues, is an increased learning curve of the people that are to
maintain the software, who need to spend more time understanding the software
which in turn leads to a higher cost when maintaining it.
Given the aim to contribute to SE4ML, which means that we are in the interface
between SE and ML, this section will cover understandability (2.3.1), ML model
complexity (2.3.2), data preparation (2.3.3), entanglement, and data dependencies
(2.3.4), and explainability and interpretability (2.3.5). The main takeaway is that
these five subsections are considered to be the main areas connected to the definition
of software complexity used in this thesis. Some of them originate from the ML
research field while others originate from the SE research field, which explains the
logic of the headlines. This means that they are the foundation of all artifacts that
are connected to tackling software complexity, further presented in Chapter 4.

2.3.1 Understandability in a software engineering context
According to Trockman et al. [25] previous research shows that developers spend
up to 70% of their time understanding code. Kaur et al. [26] argue that software
complexity is dependent on the understandability of the code which means that
programs are considered complex if the code is difficult to understand. The au-
thors suggest that software complexity is an estimate of the number of efforts that
are needed to develop, maintain, and understand the code [26]. Understandability
is closely related to maintenance-related activities [25] and understandability can
be considered as a subsection to maintainability in the Software Quality Charac-
teristics Tree defined by Boehm, Brown, and Lipow [27]. According to the tree,
understandability can be broken down further into self-descriptiveness, structured-
ness, conciseness, consistency, and legibility [27]. Trockman et al. [25] conclude that
specific variables, fewer parameters, and fewer lines of code are associated with more
readable code.

2.3.2 Machine learning model complexity
Hu et al. [28] conclude that ML model complexity has been investigated by different
researchers for decades. There are many reasons why one might be interested in ML
complexity; for debugging activities, gaining trust in the predictions, etc. [29].
Sculley et al. [30] argue that ML models both have normal code-level complexity,
similar to the complexity found in software engineering modules, and larger system-
level complexity. The system-level complexity refers to the interaction between the
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ML models and the larger system, with the conclusion that hidden technical debt
can accumulate in this interface [30]. Measures used to detect and assess ML model
complexity are dependent on what type of model one wants to review.
Hu et al. [28] summarize how different ML techniques issue different ways of mea-
suring their complexity. An example is decision tree models where complexity is
normally represented by the tree depth of the model together with the number of
leaf nodes [28].

2.3.3 Data preparation
The quality of the data is one of the largest success factors of any ML algorithm [31,
32]. We see data preparation as a factor/relevant aspect for software complexity as it
is, in many cases, manual tasks that are conducted by people, and hence connected
to how people interact with a piece of software. Data preparation consists of three
main activities according to Chai et al. [31]; Data discovery, Data cleaning, and
Data labeling.
Data discovery aims to retrieve and collect data from external sources such as the
web, data warehouses, and data lakes. Data cleaning aims to clean up the retrieved
data from noise which could be outliers, missing values, etc. The last step is data
labeling, which aims to label the data by using different means such as crowdfunding
or similar [31].
As presented in Section 2.1 Amershi et al. [18] have denoted the data preparation
steps slightly different compared to Chai et al. [31]. However, the actions required in
the different steps are similar which means that a practitioner needs to collect and
understand the data, clean it by removing outliers, missing values, etc., and finally
label the data if applicable. The labeling part is not always required, Amershi
et al. [18] mention image recognition problems as an example of when this step is
important, and more generally this is mainly required for supervised ML problems.

2.3.4 Entanglement and data dependencies
There are a number of studies that tackle the root causes of ML model system-level
complexity, where entanglement and data dependencies are the most mentioned
causes [18, 33, 34, 35]. Entanglement means that there are no inputs to ML models
that will ever be entirely independent, as changing a hyperparameter or adding/
removing a feature will have an impact on other hyperparameters and features in
turn [30]. Possible ways of mitigating entanglement are by isolating models or
focusing on the detection of prediction behavior changes.
Data dependencies mean that the ML model performance is dependent on the data
that is fed to the model. Sculley et al. [35] account for two types of data depen-
dencies; unstable and underutilized. Unstable data dependencies refer to how data
changes over time, due to distributional shifts in the data or if a model is dependent
on another ML system that gets updated. These dependencies can be mitigated
through versioning, i.e., that a version of the model is frozen until an updated ver-
sion is carefully examined. Underutilized data dependencies refer to unneeded input
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Table 2.1: Possible causes of underutilized data dependencies [35].

Cause Description

Legacy Features Features that remain from early development
and are redundant by new features

Bundled Features Group of features added to the model together that
possibly include features of little to no value

ϵ-Features Features added to improve accuracy although the gain
is small and the overhead complexity might be large

Correlated Features
Strongly correlated features where only one
is directly causal, where the ML model
might choose the non-causal feature

that remains in the model. Table 2.1 displays different ways in which underutilized
data dependencies can arise in a system. They can be detected through a leave-one-
out analysis of the features [35]. As for correlated features, it is usually difficult to
detect which feature in a pair of correlated features is the direct causal one. Causal
inference is a technique that can be used to detect whether a feature actually has a
causal effect on the target variable [36]. Spirtes [36] account for the causal Bayesian
networks method for understanding causality, where one draws a directed acyclic
graph (DAG) for a model. The DAG shows all relevant features and the edge direc-
tion between them shows how the features relate to one another. From this possible
confounders can be detected, meaning features that impact both the feature of in-
terest and the predicted outcome. Thereafter, possible confounders are controlled
for when checking if a feature has a causal effect on the predicted outcome [36].

2.3.5 Explainability and interpretability
When applying ML algorithms to real world-problems, serving as decision-making or
decision-making guidance for decisions usually entrusted to humans, there is a need
for these algorithms to explain themselves [37, 38]. The terms explainability and
interpretability are in some papers used interchangeably [38, 39, 40], while others
claim a distinction between the two [12, 41].
Nauta et al. [40] motivate having a wider definition of explainability by creating a
more inclusive discussion and including more sources and define explainability as A
presentation of (aspects of) the reasoning, functioning and/or behavior of a machine
learning model in human-understandable terms.
Rudin [12] on the other hand claims that interpretability refers to designing/choosing
inherently interpretable models, while explainability refers to post hoc explanation
of black-box models such as neural networks [39]. In this thesis, we chose the
same definition of interpretability as Rudin [12], and explainability as post hoc
explanations of models. Post hoc in this context means explanations provided after
the model is fit to the training data.
The need for explainability and interpretability. The need for explainability
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and interpretability is motivated by several reasons. Lipton [42] emphasize the need
for explanations behind critical decision-making ML applications such as, e.g., loan
applications and hiring tools.
Rudin et al. [41] highlight the need for interpretable ML models in case of a domain
shift, i.e., that the input data distribution changes over time, as troubleshooting, will
be easier for more interpretable models which in turn will lead to better accuracy.
The authors [41] also mention the use of interpretable ML in the full development
process, as tuning of model parameters and processing of data benefits from inter-
pretability.
However, as explainability and interpretability are emphasized in many contexts, it
is also less necessary in others [41, 42]. Examples of situations as such are low-stake
decisions such as advertising, trivial decision making, and any time humans easily
can verify and modify the decision of the model.
Evaluation of explainability and interpretability. To evaluate the explainabil-
ity of a modeling process, one can examine interpretable models and their attributes,
as well as explanation methods [39].
Rudin et al. [41] highlight that explanation techniques are not as reliable as inher-
ently interpretable models, and, thus, advocate using inherently interpretable mod-
els for conclusions rather than solely depending on post-hoc explanation techniques.
Examples of more interpretable models mentioned in the literature are sparse logical
models (such as decision tree models) and generalized additive models (GAMs) [39,
12]. As interpretable models are naturally dependent on model choice [39, 12], this
section will only account for explanation methods in further detail.
Explanation methods can be divided into local and global explanation methods,
where local methods help explain single instance predictions, while global methods
explain decision-making for the overall structure [39, 40, 43]. Another division of
explanation methods mentioned by Marcinkevičs and Vogt [39] is between model-
agnostic and model-specific methods. Model-agnostic methods are applicable to any
ML model, while model-specific methods are applicable to a restricted group of ML
models [39].
Examples of local, model-agnostic methods are Shapley additive explanations (SHAP)
and Local Interpretable Model-agnostic Explanations (LIME). SHAP shows feature
impact by comparing the impact of a feature value compared to a baseline value
and explains a prediction as to the sum of feature value effects [39]. LIME tweaks
feature values for a single sample and analyze the impact on the output [39, 40].
Examples of global, model-agnostic explanation methods are Partial Dependency
Plots (PDPs) [39, 40, 43] and Individual Conditional Expectation (ICE) [44]. Both
methods visualize the interaction between features of interest and target response,
under the assumption that the features of interest are independent of the comple-
mentary features [45].
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2.4 Resource costs
This section aims to introduce the term resource cost as defined in Chapter 1 as the
execution time and storage needed to conduct the computation if the interacting
system is another machine [3]. Important to notice is that cost can be of any unit,
not only monetary units. Sections 2.4.1–2.4.2 will present ways of measuring resource
cost in the context of this thesis. The main takeaway is that these two subsections
are considered to be the main areas connected to the definition of resource cost used
in this thesis. This means that artifacts connected to resource cost in the framework
will originate from the concepts presented in this section.

2.4.1 Data volume and Google BigQuery introduction
According to Chai et al. [46] more traditional ML algorithms tends to plateau in
terms of performance as training data size increases whereas more advanced deep
learning models tend to have an increased performance. Having a sufficient amount
of data given the needs of the model in development is paramount for creating
business value [46]. Depending on the company and its specific setup, different data
storage platforms can be used.
The partner company in this thesis is using Google Big Query as the interface
between the Google Cloud Platform and its applications. BigQuery is a scalable
and fast product provided by Google with in-built ML capabilities as part of the
product [47]. BigQuery is a serverless product which means that the data is physi-
cally managed by Google’s servers and accessed through the cloud in an on-demand
manner [47].
The cost model of the service is dependent on how much data is stored and used on
the platform, meaning that costs increase linearly with usage [48]. The cost model
is divided into how much data is stored and the amount of data computed [48]. The
storage pricing depends on the amount of data stored, priced at pennies per gigabyte
of data stored, with half of the price for long-term storage (data not modified in the
last 90 days) [48]. The computed data is charged by bytes of data processed in $
per terabyte, which is not the same as the number of bytes returned to the user but
rather the computing power needed to return the data [48]. There is also a flat rate
available where the user gets a number of slots used to execute the queries, and the
user pays a monthly fee to cover these fixed amounts of slots [48].

2.4.2 Training and prediction time
The last aspect related to resource cost that this thesis aims to include are training
and prediction time. These metrics are, given the ML context of this thesis, func-
tioning as execution time in the definition for resource cost presented in Section 1.
Lim, Loh, and Shih [49] use training time as one of three measurements used to com-
pare the performance of different models (together with accuracy and tree-depth).
They argue that despite the fact that implementation techniques can affect the train-
ing time, one will still be able to use training time to compare models. Especially
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if one witnesses differences of, e.g., several minutes comparing models, a difference
most likely not linked to the implementation technique [49]. Also, Das and Behera
[50] use training time as a parameter in their paper aimed to explain and compare
some popular ML algorithms. In addition, they also include prediction time as a
standalone metric in their assessment [50].
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The method in this thesis consists of a mixture of literature review (Section 3.1),
unstructured and semi-structured interviews (Section 3.2), and ML model experi-
ment (Section 3.3). Table 3.1 displays how each method step maps to the research
questions of this thesis. The research questions defined in Chapter 1 are:

(1) What are suitable artifacts for optimizing ML models concerning resource
cost/software complexity trade-off?

(2) Applied to an ML model, how successful are the artifacts in prioritizing the
resource cost/software complexity trade-off?

The first steps of the research methodology in this research can be described as
information gathering from literature mixed with input from the unstructured dis-
covery interviews conducted at the partner company. This output is then analyzed
and formalized into a framework, addressing RQ(1). The output of the unstruc-
tured discovery interviews was also used to prepare for addressing RQ(2), giving an
understanding of the experiment context.
The framework focuses on the ML model development process described in Sec-
tion 2.1, and contains artifacts used to assess the software complexity and resource
costs, defined in the introduction (Chapter 1), in every phase of the development
process. Thereafter, portions of the framework are tested in a more experimental
setting on an ML model provided by the partner company that is tweaked, as well
as on two other ML models applied to the same problem to address RQ(2). The
purpose of RQ(2) was to provide guidance on how we evaluated different models us-
ing the artifacts to justify and concretize how we interpret outputs from the various
artifacts. In parallel with the ML model experiment, the framework was validated
with stakeholders at the partner company together with independent researchers.
This was done to add another layer of validation of the defined framework, referred
to as framework validation in this thesis, addressing RQ(1) as it was conducted as a

Table 3.1: Mapping of RQs to method steps conducted.

Method Step RQ1 RQ2
Literature review X
Unstructured discovery interviews X X
Semi-structured framework validation interviews X
Experiment X
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means to generalize the framework. Lastly, a discussion and conclusion on the trade-
off between the software complexity and resource cost artifacts given the results of
both RQ(1) and RQ(2) are given in Chapter 5 and Chapter 7 respectively.
The overarching method applied in this thesis can be mapped to Quadrant 1 in
the ABC framework displayed in Figure 3.1, research conducted in natural settings.
This given that the research of this thesis is conducted using the partner company’s
context. This chapter is divided into the sections of literature review, interviews,
and ML model experiment, where the first two maps to the Field Studies section in
Quadrant 1, see Figure 3.1. A field study is research conducted in a real-world set-
ting, where the researcher does not intrude on the setting [51]. The literature review
conducted is to be seen as theoretical support for the results of the interviews. The
last step of the method, the ML model experiment, instead maps to the Field Ex-
periments section, also found in Quadrant 1 (Figure 3.1). A field experiment is just
like a field study conducted in a real-world setting, where the researcher manipulates
some properties in the setting to observe an effect [51]. The ML model experiment
manipulates the setting by applying the framework to an existing problem at the
partner company, where the observed effect stands for the outcomes of applying the
framework.

3.1 Literature review
A literature review was conducted to explore current research within the scope
of our thesis, mainly related to finding relevant artifacts as part of RQ(1). The
literature review conducted in this paper follows the five research stages formulated
by Cooper [52]. The literature search was done using mainly Google Scholar as
a database, where the initial search terms were based on the scope of the project
including terms such as machine learning model complexity and software complexity
measures. More examples of search terms can be found in Table 3.2.
Further, in the literature search, the search terms were based on titles and content
of previous relevant search results. Additional sources were found by snowballing
the results of the literature search. The immediate results were chosen based on a
quick relevance scan, looking at a paper’s title, abstract, and conclusion. Thereafter,
the results were filtered on scope relevance after further data evaluation by reading
them as a whole. Additionally, a portion of the literature used was provided from
recommendations from our university supervisor as well as the ML team at the
partner company.

3.2 Interviews
Two types of interviews were conducted in the course of this thesis. The first set
of interviews, referred to as unstructured discovery interviews, are described in Sec-
tion 3.2.1 and aim to address RQ(1) and to understand the context in which the
partner company operates to provide material for the framework. We describe the
context of the partner company and which teams we interviewed, how we conducted
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Figure 3.1: The ABC-framework by Stol and Fitzgerald [51].

Table 3.2: Examples of literature search terms

Search terms
Machine learning model complexity
Software engineering complexity
Machine learning complexity measures
Software complexity measures
Software development costs
Non-functional requirements
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the interviews, how we analyzed the outcome, and finally, how we presented the
outcome as part of the result.
The second set of interviews are referred to as semi-structured framework validation
interviews and are also meant to address RQ(1) by interviewing experts in the field,
and stakeholders of the partner company, to validate the proposed framework. The
deductive approach that was used for the semi-structured interviews can be found
in Section 3.2.1.

3.2.1 Unstructured discovery interviews
Unstructured discovery interview context. The interviews were conducted
with different teams at the partner company, both technically oriented teams within
ML, SE, and Data Engineering as well as with Commercial stakeholders. The Com-
mercial team can be described as a team interfacing the customers of the partner
company. Their responsibility is to drive initiatives that increase the happiness of
the customers to drive more revenue and a better customer offering. The engineer-
ing teams can be described as teams working with data management, web, and app
development. They are stakeholders of the ML team in the sense that they either
deliver data to the ML models to run on or that they receive predictions or other de-
liverables from the ML team that they embed in their artifacts. They are referenced
as software engineers in the context of this thesis. The ML team at the partner com-
pany consists of three people, one product owner overseeing the work and driving
the communication with other teams, and two machine learning engineers.
Unstructured discovery interview approach. According to Hove and Anda
[53], interviews are a good tool to obtain insights from individuals that are of quali-
tative nature. In this study, which has been conducted in close collaboration with a
partner company, the interviews and meetings with various stakeholders have been
essential in gaining insights used to form the outcome. In the early stages of the
study, we conducted discovery calls with various stakeholders from Commercial,
Engineering, and ML teams, with questions such as “What is your main scope of
work?”, “How do you interact with other teams?”, and “What use cases do you have
that are connected to ML models?”
The interviews were 30 minutes long and conducted with 1–2 representatives from
the 4 teams that were interviewed. The interviews were not recorded. Instead, one
of us focused on asking questions while the other focused on writing notes. In the
study by Hove and Anda [53] an analysis was presented showing that it might be
beneficial to be two researchers conducting the interviews as it may increase the
interview length by up to 60%, assuming that all input of an interview is useful. In
addition, the interpretation of the interviews may be more accurate [53].
Given that the partner company is based in Sweden, with Swedish as the corporate
language, and the fact that both researchers are Swedish, all interviews and notes
were held and written in Swedish. The outcome of the interviews, presented in
Section 4.1, was translated from Swedish to English and the interpretation of the
outcome was validated by both researchers to ensure correctness.
These first rounds of discovery interviews could be described as unstructured, given
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Table 3.3: A list of the interviewees with whom the discovery interviews were
conducted. The first column indicates if the representative was alone in the discovery
interview or accompanied by a colleague. Experience is abbreviated as ‘exp.’ for
readability purposes.

# Role Team Years of exp.
1 Product Owner Data Management 10
2 Technical Project Manager Business Development 8
2 Product Owner Sales Data Insights 6
3 Software Developer Product Development 3.5
3 Software Developer Product Development 10
4 Machine Learning Developer Data 2
4 Machine Learning Developer Data 0.5

the open setting and that we had no instrument with questions prepared in advance.
Instead, we let the interviewees speak openly about their position, interaction with
the ML team, etc. The rationale for applying this unstructured approach was that
the interviews were conducted early in the research process. Hence, we wanted to
understand the context of the partner company from different perspectives. An
overview of all interviewees in this discovery phase can be found in Table 3.3.

We analyzed the main takeaways from the interviews and compared them with the
theory chapter in every specific section to see whether or not the interview contents
were aligned with the literature. We highlighted the main similarities and differences
from the literature and finally, we created distinct subsections based on the analysis
(see Section 4.1).
Semi-structured framework validation interviews. As a final step, aimed to
validate the proposed framework, so-called validation interviews were conducted.
The purpose of these interviews was to test whether the framework made sense
both to practitioners at the partner company and to representatives from academia.
The analysis process of the interviews can be described as deductive [54], as the
interviews were conducted to investigate a hypothesis, in our case the framework.
In addition to the ML team at the partner company, four independent researchers
were selected based on input from the thesis supervisor. All of them had between
15-25 years of research experience, mainly from SE but with at least 4 years of ML
experience. After being invited to an interview slot all interviewees were equipped
with a pre-read version of the report containing the introduction to the thesis and
an explanation of the purpose together with the framework and explanations of
all included artifacts. During the interviews, all of which were conducted online,
one of us drove the conversation and asked the questions while the other one took
notes and asked complementary questions. After consent from the interviewees, all
interviews were also recorded as a backup to the notes to avoid misinterpretations.
All questions were structured and asked in the same order to all interviewees.
The first questions were closed-form, to gather data about the interviewees which is
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Table 3.4: A list of the interviewees that were interviewed as part of the framework
validation process. In total 6 people were interviewed with various degrees of expe-
rience within ML and SE, as can be seen by the statistics in the table. Experience
is abbreviated as ‘exp.’ for readability purposes.

# Industry exp. Research exp. SE exp. ML exp.
1 1.5 years 18 years 18 years 4-5 years
2 1 year 15 years 16 years 15 years
3 3 years 22 years 25 years 7 years
4 3 years 16 years 16 years 4-5 years
5 2 years 0 years 0 years 2 years
6 0.5 years 0 years 0 years 0.5 years

presented in Table 3.4, while the questions relating to the framework were open to
allow for follow-up questions, see Appendix A.1. The analysis of the interviews was
conducted by coding the notes one-by-one to highlight items that appeared in the
different interviews. The findings were then discussed and, reaching saturation, we
arrived at a final subset of changes to the framework and the artifacts. Given the
deductive approach, the main outcome of the interviews was mainly clarifications
related to specific artifacts.

3.3 Experiment approach
This section includes a description of the steps taken during the experiment phase
of this thesis, together with the work structure set up to obtain a structured and
clear process and result. The experiment took place in order to address RQ(2). The
main objectives of this method step were:

• To get a sense of the quality of the framework in practice
• To give examples of how the framework should be applied and what output

to expect
• To use it in order to make a decision between three different candidate models

This section begins by walking through the development steps taken (Section 3.3.1),
to provide an overview of the development process. Thereafter, an overview of the
development structure is given (Section 3.3.2).

3.3.1 Development steps
The development steps taken were to a large extent following the steps in the frame-
work presented in Section 4.2. The overall steps taken during the experiment can
be summarized as:

1. Getting familiar with the problem, existing model, and GitHub repository
2. Implementing two alternative models
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3. Data assessment, in this case, a review of the assessment conducted by the
ML team

4. Model training, feature engineering, and runtime analysis done iteratively and
in parallel

5. Preparation for handover and handover to ML-team
The modeling portion of this thesis is based on an existing model in the partner com-
pany’s current ML GitHub repository. The model algorithm used is XGBoost [55],
with the aim to predict the number of magazines to deliver to re-sellers using time
series data.
The initial step, step 1, in the modeling method was to first get familiar with the
repository, to then be able to adapt the code to a new repository, where features,
models, and predictions were saved locally.
For comparison purposes and to find potentially better candidates for the problem,
in Step 2 two more models were implemented; a basic linear regression model us-
ing Scikit-learn [56] and a Linear Generalized Additive Model (Linear GAM) using
pyGAM [57]. These two models were implemented due to their inherent inter-
pretability.
In the third step, we reviewed the data assessment conducted by the ML team at
the partner company. The fourth step of the experiment consists of multiple anal-
ysis steps taken, namely the steps of feature engineering, training and evaluation.
For interpretability and feature evaluation purposes, inherent methods of the three
model implementations were used. These consisted of feature importance plots for
the XGBoost, feature coefficients for the Linear Regression (LR) model as well as a
model summary including relevant statistics for the Linear GAM.
For further explainability and feature evaluation purposes (see Section 2.3.5), to
address the artifacts relating to the steps of machine learning requirements and
feature engineering in the framework, SHAP plots were created for the XGBoost
and linear regression models. The linear GAM library used was not supported for
the SHAP plot. Additionally, PDP plots were plotted for the XGBoost model and
the linear GAM. As in LR features are modeled to have a linear relationship with the
output, PDP plots were thought to be excessive for plotting the feature coefficients.
In short, we implemented all inherent methods for interpretability for the models,
and the explanation techniques mentioned in Section 2.3.5 that a) were compatible
with each model library and b) were deemed to possibly add further insight. In
order to evaluate the training and prediction runtime for each of the models, the
Python time model was used [58] and implemented for methods of interest. Lastly,
the code was cleaned up and double-checked and then a walk-through with the ML
team was conducted.

3.3.2 Development structure
Throughout the modeling process, both pair programming and solo programming
were used. Pair programming is a software development approach where two team
members work with the code at the same time, using one computer [59], an ap-
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proach proven to generally yield better results and happier programmers according
to Williams et al. [59].
Due to time constraints, the pair programming was complemented with solo pro-
gramming, where the team member with the most machine learning development
experience was mainly assigned to the programming tasks at hand. The code is writ-
ten in Python, wherefore the PEP-8 Python coding standards [60] were followed.
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Results

This chapter consists of four parts; Unstructured interview analysis (Section 4.1),
which aims to map the outcomes from the interviews with the theory in Chap-
ter 2. Framework presentation connected to RQ(1) (Section 4.2) aims to introduce
the framework and describe all artifacts that it consists of. Validation interview
analysis (Section 4.3) which give an overview of the feedback received on the frame-
work during the validation interviews, and finally, ML model experiment connected
to RQ(2) (Section 4.4), which aims to showcase how the framework can be used
throughout the ML development process.

4.1 Unstructured discovery interview analysis
This section presents the relevant outcomes from the interviews with the ML, En-
gineering, and Commercial teams at the partner company. The section aims to
address RQ(1), by contextualizing the theory presented in Chapter 2. The inter-
viewed teams and their areas of responsibility are described in Section 3.2.1.
Section 4.1.1 aims to justify using the development process presented by Amershi
et al. [18] in the framework by comparing it with the process at the partner com-
pany. Section 4.1.2 focuses on contextualizing modularity and reusability using the
partner company as a reference case. Section 4.1.3 gives an overview of the partner
company’s data management, and finally, Section 4.1.4 links the partner company’s
deployment process to the theory.

4.1.1 ML development process justification
The ML team currently has no formalized ML development process that they follow.
However, when the ML team is asked to describe the high-level problem-solving
approach, they do follow some of the steps visualized in Figure 2.1 originating from
the paper by Amershi et al. [18]. The team does not have a generalized process map
in place of how the development process looks like, which is why we chose to map
their process to the most similar one found in the literature.
Hill et al. [19] mentions that all interviewees in their study did not follow all steps
of the process presented in their paper and neither the exact sequence of the process
steps, which is too the case at the partner company. The conclusion drawn from this
is that the ML development process, as defined in Figure 2.1, can be used to map
the artifacts and activities to different parts of the process as a way to generalize it
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to any given ML development process. The rationale for using this specific process
(Figure 2.1) is because it maps the best to the high-level problem-solving approach
shared by the partner company, regardless of whether all steps are completed or
only a subset of them. Our assumption is that this process generally maps well with
the modus operandi of other companies too.

The outcome of this section maps to RQ(1) as it justifies using the ML de-
velopment process by Amershi et al. [18] to map artifacts.

4.1.2 Modularity and reusability
The ML team reports that they have built a general structure of files in their de-
velopment repository, that they use for all their different models. The structure
facilitates that the appropriate environment variables are set at runtime, that the
link to the data warehouse is set up correctly, and that there is functional modularity
of the repository.
Elaborating on the latter, there are separate files for separate functionalities, where
examples are one file for feature calculation and one for querying the data. The
structure also consists of model inheritance, meaning that there exists a base version
model of a certain modeling technique, and an instance of this technique can be
created and further developed for the specific task at hand. As the team describes it
as common to use the same modeling technique for different applications, they find
using model inheritance useful in their work structure. Moreover, model inheritance
and modularity help the team to focus on model development rather than basic
code generation and infrastructure, which decreases the total development time
needed. This practice can be mapped to the modularity and reusability discussions
in Section 2.2 with contributions from Amershi et al. [18] and Wan et al. [21].
The former means that it is more difficult to reuse ML modules as the context is
important for ML modules to function properly, which seems logical for the parts of
the ML code that relates to the algorithm and training of it. However, in the case of
the partner company, it seems like they apply modularity similar to the arguments
presented by Wan et al. [21] where they state that the fixed modules related to data
collection, data preprocessing, etc. have low coupling and hence can be reused.

The main outcome of this section is the contextualization of modularity and
reusability using the partner company as the reference case. This outcome
will be used when describing later artifacts, as part of RQ(1).

4.1.3 Data management
The partner company uses BigQuery as an interface for retrieving the data from a
live updated Google Cloud Platform. The data engineering team reports that they
use the BigQuery on-demand service, meaning that the partner company is billed
based on the data computed and stored in a given month. This means that every
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time a model queries data, there is a cost associated with that specific query. More
context on how this works can be found in Section 2.4.1.
The data engineering representative reports that this is sometimes perceived as a
limitation and that they have set up quotas on the majority of the projects to guard
the costs. The ML team reports that they have logs highlighting the data cost every
time a model is run in Python, which makes them informed about the cost of that
specific query.
However, simply using less of the data that one is querying when building models
will not make the cost lower as it is the total cost of performing the query, and not
the amount of data that is fed back to the user, that drives the cost. Additionally,
the ML team mentioned how for, e.g., the time series problem used in the experiment
phase in Section 4.4, the large data volume becomes an issue due to long training
runtimes.

The outcome of this section is to contextualize how data management works
at the partner company to interpret data volume. This outcome will be used
as a part of the artifacts in the framework, linking to RQ(1).

4.1.4 Model deployment process and understandability
The process of deploying the model into production is not formalized at the partner
company. Depending on the use case the deployment of the model may be done in
various ways, the ML team reports. There is currently no model that is interacting
with users live, neither in internal systems nor externally towards users and cus-
tomers. In the current models that are live in production, the model outputs are
either shared via API calls, shared via a file upload, or data tables that are uploaded
to the data warehouse. This is relevant as it addresses the latter part of the ML
development process in Figure 2.1.
The team reports that there is no formalized process for transferring knowledge of
the model or even for documenting the model for other team members to review
for future use cases. Instead, the team works with mob programming on a frequent
basis in a rather informal manner. Mob programming is a development approach
where the full team works on the same things, at the same time, using one computer
[61].
As indicated by the commercial team, the model is being explained upon request
which, according to all parties, works rather well for the moment but given what is
being presented by Ogheneovo [24] in Section 2.3, where increased maintenance costs
are driven by increased learning curves of developers that are tasked to understand
the code in order to maintain it, this approach may be turned into a risk as to the
team size increases. Moreover, Kaur et al. [26] is being referenced in Section 2.3.1 ar-
guing that understandability drives code complexity from a SE standpoint which we
mean also holds true for ML artifacts, as part of the code-level ML model complexity
mentioned by Sculley et al. [30] in Section 2.3.2.
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The main outcome of this section is how the deployment process works at the
partner company linking it to the theory. This discussion too maps into the
artifacts of the framework, related to RQ(1).

4.2 Framework presentation connected to RQ(1)
In this section, we present the developed framework, which is the main deliverable
related to RQ(1). The purpose of the framework is to act as guidance for how
software complexity and resource cost, defined in Chapter 1, may be addressed
in different parts of the development process by the ML developers. This aims
to contribute to the field of SE4ML by applying software engineering and machine
learning practices to an ML context, which means that the artifacts in the framework
originate from both SE and ML. The framework also aims to help the practitioner
optimize the trade-offs between resource cost and software complexity artifacts.
Ultimately, the optimization of the trade-offs will always be dependent on the specific
use case, which is why the framework does not directly handle potential trade-offs.
Rather so, the framework will give guidance on how to optimize the different artifacts
in order to simplify the trade-off discussion. To further contextualize this trade-off
discussion, we in Chapter 5 provide a discussion on possible trade-offs, to a large
extent mapping to the experiment conducted in Section 4.4.
A visualization of the framework mapped to the different ML development phases,
as presented in Figure 2.1, can be found in Figure 4.1. We have mapped the artifacts
of the framework to the different phases to visualize in which order they should take
place, according to our findings.
The main outcome of the framework is the different artifacts that act as guidance
for ML developers when building new models. Given that the artifacts are mapped
to the generalized development process, we believe that they will be general enough
to guide ML development teams in many industries for different use cases.
Finally, to clearly visualize the input, output, and purpose of each artifact we have
prepared Figure 4.2 to be used as a checklist for any ML practitioner.
The framework was built around the ML development process presented by Amershi
et al. [18], visualized in Figure 2.1. The reason for this was a) to make the framework
easy to implement in the current work structure of most ML engineers, b) to make it
clear that throughout the development process different activities are important, and
c) to structure certain activities to simplify the analysis of various models and the
communication with stakeholders. As indicated in Section 4.1.1, this development
process is also the closest to mapping into how the ML team at the partner company
operates, which is another argument to map artifacts to it as part of the framework.
Some activities, for instance, whether the model needs to be interpretable given the
use case, must be addressed early in the development process as it will influence
which types of ML models might be beneficial (see Section 4.2.1). Other activities,
such as feature analysis and importance will not be possible to assess until the design
stage, and might not as clearly fall into one specific step in the development process
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(see Section 4.2.3).
Due to the framework being designed in accordance with the ML development pro-
cess, we suggest that ML engineers use the framework iteratively throughout the
development process as a checklist to guide the creation and evaluation of different
model candidates.

4.2.1 Machine learning requirements
In this section, all artifacts that are supposed to be assessed in the model require-
ments phase of the ML development process are presented. Due to the ambiguity
of the word ‘model’, coming from one of the validation interviews where an inter-
viewee in the field of requirements engineering thought that ‘model’ for them did
not explicitly mean ML models, we choose to instead define the step as Machine
Learning Requirements instead of model requirements.
In this phase, it is assessed which ML model approach suits a given problem, which
is what the artifacts included in this section are supposed to support in answering.
The main objective in this phase is to align the expectations of the model and to
define what is important given the use case at hand. For example, if you have a use
case that requires a highly explainable and interpretable model, one might need to
move away from more complex and potentially higher-performing models to satisfy
this requirement, which is likely to create a trade-off discussion. We mean that this
is helpful to know early on in the development process to ensure good work efficiency
throughout the development process.
As it is likely that this will be a discussion in a group of ML engineers together with
the main stakeholders, all artifacts presented in this part of the framework are of a
qualitative nature.
MR1: Interpretability needs. Interpretability relates to software complexity as
interpretability needs to be assessed by people interacting with a piece of software,
and needs to be considered on a case-by-case basis. It is important to address
what level of interpretability will be needed for the case at hand early in the model
development process to avoid redundant development work later on. To exemplify, a
linear regression model has a high level of interpretability given the few parameters
used and linear relationships modeled between features and the target variable. In
contrast, a neural network is not interpretable due to the complex architecture with
neurons, activation functions, and layers.
To address which level of interpretability that will be needed in the model it is
important to analyze the use cases together with key stakeholders of the project to
understand where the model is supposed to end up and to what level the outcome
of the model needs to be controlled by humans. Moreover, the objective of the
discussions should be to potentially disqualify some model types if the need for
interpretability is high. In Section 2.3.5 Rudin et al. [41], among others, highlight
when interpretability is important and when it is not as important.
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Figure 4.1: A visualization of the framework is presented in this section. Artifacts
in red text are mapped as resource cost and normal black text highlights artifacts
that are categorized as software complexity.
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Figure 4.2: A visualization of which input each artifact requires and also what
type of information each artifact is meant to output. The last column is meant to
clearly express why a practitioner should spend time doing the artifact.
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The main outcome of the MR1 artifact is to decide to what degree the model
needs to be interpretable to guide the model selection process.

MR2: Performance needs. This artifact is mapped to software complexity as it
relates to people interacting with a piece of software, as the artifact aims to decide
the appropriate performance objectives for the models given a unique use case. In
this context, ‘performance’ is defined as how good a given model is at predicting the
outcome. For different use cases, different performance needs will be desired.
It is important to assess the appropriate performance level together with the stake-
holders. Not only will this assessment help create a direction for which model types
might be feasible for the use cases at hand but it will also help to create expectations
towards various stakeholders of what is reasonable to expect from the model in terms
of performance. Furthermore, it will probably make the expectations management
towards stakeholders easier later on in the development process. The ML team at
the partner company also mentions that it could be good to in this step educate the
non-technical stakeholders on how one can assess a given model, for instance with
MAE (Mean Absolute Error), to explain what such model-specific metrics are and
what conclusions can be drawn from them. Finally, in the model evaluation phase
of the ML development process Amershi et al. [18] mention that one should evaluate
the model given pre-defined metrics, which according to the authors of this thesis,
should be created together with the stakeholders in this assessment.
For a smooth evaluation process, we suggest that one creates some sort of baseline
to compare to in this step. In the case that there is an existing model, this can
be used as a comparison to the resulting metrics. This baseline could also be an
evaluation of human performance for, e.g., a classification task. To decide on both
suitable baseline and sufficient performance targets, one has to consider questions
such as “do we need to outperform humans?”, “should this model be used as a
complement to human labor?”, “how critical are false predictions?”. E.g., in the
case of a model that needs to replace human labor and where false predictions are
severely damaging, a high-performance level is required. If it is instead a more
trivial application acting as support to humans, a lower performance level might be
acceptable.
In terms of performance needs, it was brought up by the ML team at the partner
company that the smoothness of implementation of a model also relates to perfor-
mance needs. An example of a smoother implementation is a model that requires
only a Python library import with built-in functions for fitting and predicting the
model. A less smooth implementation could be a neural network where one defines
the network architecture oneself. The latter possibly could yield a performance
boost, while taking a long time to implement.

The main outcome of the MR2 artifact is to create common grounds on per-
formance and expectations of the final model.

MR3: Modularity and reusability assessment. Modularity is a debated topic
in the ML context, as initially brought up in Section 2.2.3 and later discussed in
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Section 4.1.2.
This qualitative artifact aims to evaluate which modules in the code stack from pre-
vious projects might be feasible to reuse in the new use case and which modules can
be created during development, to decrease the amount of redundant work through-
out the project and for future projects. This implies that the artifact is mapped
to software complexity. This artifact originates from the partner company that has
built a repository structure regarding data collection, data preprocessing, etc. which
is being reused for most models that they build (more context in Section 4.1.2).

The main outcome of the MR3 artifact is a map of which modules from other
projects can be reused together with the creation of an overview of the high-
level logic of the code, methods, and files that need to be developed with the
reused modules taken into account given the use case at hand.

4.2.2 Data collection, data cleaning & data labeling
In this section, an artifact to assess the ML development phases Data Collection,
Data Cleaning, and Data Labeling visualized in Figure 2.1 is presented. As the
partner company, and most likely other companies too, do not strictly follow these
phases for every model that they develop, we decided to couple them together as the
metrics and assessments are relevant for all of the data phases presented by Amershi
et al. [18] in Figure 2.1.
D1: Data assessment. As data plays a central role in the development of ML
systems, data assessment is seen as software complexity since it relates to how people
interact with a piece of software in an ML context. This also relates to mitigating/
discovering possible data dependencies which are described in Section 2.3.4.
Data Assessment is a qualitative artifact aimed to assess the following sub-artifacts,
inspired by Amershi et al. [18] and Chai et al. [31], as presented in Section 2.3.3:

1. Data Discovery
2. Data Cleaning
3. Data Labeling (if applicable)

The first sub-artifact, data discovery, aims to facilitate a discovery of the data
in terms of availability, quantity, structure, and readiness. The goal is to reach an
understanding of what is the status quo in regards to data that will be required to
solve the problem at hand.
In many cases, it is likely that practitioners, similar to the partner company in this
thesis, store their data in a data warehouse or equivalent. This implies that the
ML engineers will have to communicate with the Data Management team in their
discovery.
Quantity refers to the quantity of data available to solve the problem at hand. Some
models require more data than others and at the same time, one might have to keep
the data volume, described in Sections 2.4.1 and 4.1.3, in mind when choosing an
algorithm. The worst-case scenario is that the team realizes that you might not be
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able to build a sufficient ML model due to the lack of data, but we think that it is
better to realize that sooner rather than later.
Structure in this context refers to how the data is stored, meaning in which tables
the data can be located and how the tables relate to one another. Does the ML
team need to restructure the data in order to use it and how much time would be
required to do so are two questions that this sub-artifact aims to cover.
Finally, data readiness refers to how the ML team can access the data they need for
the model versus how much they need to involve the data management team in order
to do so. An example of what can increase the complexity is the number of sources
an ML engineer need to query the data from, as more sources will require more
time needed to maintain the queries throughout the development process, which
was highlighted by the ML team at the partner company during the unstructured
interview.
Data cleaning refers to the quality of the data. This is an assessment of in what
shape the data tables are in, which more concretely refers to which cleaning activities
such as removing outliers, missing values, etc. need to be conducted in order to have
the data ready to train a model. Activities in this sub-artifact include checking the
distribution of the data (mean/max/min, etc.).
Finally, the ML team might need to make data labeling efforts to make the data
useful in some applications. For example, if one wants to build an image recognition
model you will need to have plenty of labeled images to train the model. Labeling
in this context then refers to the activity of labeling unlabeled pictures in order to
train and validate such a machine. This is not applicable for all use cases, but yet
important if required.

The outcome of the activities of this artifact is ultimately to understand and
prepare the data to be ready for training. Furthermore, in order to address
the software complexity aspect, which mainly relates to data dependencies, we
suggest documenting the activities taken in order to make it easier to debug
and test the software at a later stage.

4.2.3 Feature engineering
Feature Engineering in the ML development process in Figure 2.1 refers to finding
useful features to use in the model. This is an iterative process that takes place in
parallel with model training and evaluation.
In this process step, we present two artifacts; Feature analysis (4.2.3) and Data
dependencies (4.2.3), both highly connected to one another. The feature analysis
can be considered as an initial feature engineering step, where more obvious non-
contributing/skewed features can be detected, and a sensibility check of the model
is made. The data dependency analysis can then be considered as a deep dive into
how the model works in terms of feature interaction.
FE1: Feature analysis is placed in the software complexity category since the
artifact is linked to the interaction between a piece of software and the people as
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features are the connection between the context and the model type. We see this
artifact as an assessment where one conducts a series of analyses. Some of which are
more quantitative which creates an indirect coupling to resource cost, which creates
a foundation for the higher-level analysis.
This higher-level combined analysis of all sub-activities is then what is referred to
as the artifact as a whole. In this artifact, the idea is to check the quality and
need of features in order to obtain an optimal set of features. This is where one
looks at the distribution and ranges for different features, and handles possible skews
and NaN-values. For further feature importance analysis, the explanation techniques
mentioned in Section 2.3.5, such as the model-agnostic SHAP and PDPs, should be
implemented to get clarity on feature contribution and model workings. For a more
model-specific analysis, inherently interpretable models’ own attributes should be
investigated.
FE2: Data dependency analysis is yet another framework artifact that is con-
nected to software complexity since it is connected to how people interact with a
piece of software mainly as it is a combined assessment consisting of a number of
smaller analyses depending on the context. This artifact is also connected to the
former Feature Analysis in Section 4.2.3 as an important activity in this artifact is to
try and remove and mitigate underutilized data dependencies connected to features,
as mentioned in Section 2.3.4 and displayed in Table 2.1.
For all four cases in the table, as Sculley et al. [35] mentions, a leave-one-out evalua-
tion could be considered in the case where the number of features is not overwhelm-
ingly many and the time for re-running training is manageable. We believe that
there is no universal way of telling when there is a reasonable number of features
and runtime is manageable, hence this should be evaluated by the ML team on a
case-by-case basis.
To avoid bundled features and ϵ-features, the authors of this thesis suggest that
the ML team carefully evaluate how distinct the different features are from one
another, e.g., if there are a lot of features evaluating the mean of different intervals
for input, one should consider if it adds any value to include all such features.
Additionally, looking at the plots of the explanation techniques (Section 4.2.3) and
inherent methods could provide insight into whether the contribution of a feature is
large enough.
As for correlated features, it is usually difficult to detect them directly as causal
features out of a correlated pair of features. However, using domain knowledge
and intuition one might be able to mitigate the more obvious cases of correlation
and thus be able to remove a less impactful feature that correlates with a more
impactful one. Since this could cause leaving out a directly causal feature in favor
of a non-causal, correlated feature and thus hurt generalization and performance
over time, one should be careful with this step. If the time and competence are at
hand, and for less obvious cases, we recommend that one instead looks at handling
causal inference as mentioned in Section 2.3.4.
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This section unveils two artifacts connected to software complexity to tackle
complexity connected to features. The outcome is to uncover unintended
complexity by investigating the feature interaction of the model.

4.2.4 Training
As training is an iterative process coupled with feature engineering and evaluation,
they probably need to be done in parallel. Regardless, we suggest separating the
three steps in this framework for the sake of clarity.
T1: Data volume refers to how much data is needed to generate predictions with
an accuracy that satisfy the Performance needs artifact, described in Section 4.2.1.
This artifact is placed in the resource cost category as it is connected to execution
time and the fact that the artifact can be assessed in absolute terms, apples to
apples, with other model types.
We see two potential cases relating to data volume when one develops a model,
either you have plenty of data or too little data. Independent of which, we see the
need to evaluate how greedy the chosen algorithms are in terms of how much data
they consume to come up with stable and accurate predictions. It is certainly easier
to deal with the delicate problem of having plenty of data than the opposite, but
regardless knowing how much data different models require can be the deal-breaker
when assessing and choosing models. Moreover, depending on the model, it can also
be worth evaluating when the model performance reaches a plateau, as this implies
that more data will not lead to better performance as mentioned in Section 2.4.1
by Chai et al. [46]. This analysis can then serve as means to understand how much
data will have to be fed to the model when it has been deployed, to avoid spending
hours in creating/collecting, and quality checking data that is not needed in the
end.
The outcome of this artifact is to try out different amounts of data and map out
how the performance changes. An additional bonus with less data required is that
it could have a positive impact on training runtime. If one instead struggles with
having too little data it is more instrumental to understand what is the best possible
performance given the data at hand for various models and to see if this is sufficient
enough for deploying a model.

In summary, this artifact connected to resource cost intends to test the ro-
bustness of the models by facilitating experimentation with various amounts
of data. The high-level purpose is to decrease the training time of the models.

4.2.5 Evaluation
In the evaluation step of the ML development process, the model is being assessed
using the pre-defined metrics from the model requirements and performance needs
assessment of the framework.
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E1: Training and prediction runtime analysis refers to the analysis of how
long it takes to train and generate predictions from the model.
This artifact is placed in the resource cost category as we choose to link it to the
execution part of the resource cost definition (see Chapter 1), given the ML context
of this thesis.
The aim of this artifact is to be able to compare an absolute time for training and
prediction between different models on an apple to apple basis to fuel a trade-off
discussion between other artifacts in the framework, such as performance needs and
interpretability and explainability.
In addition to what is presented in Section 2.4.2 as the rationale behind utilizing
training and prediction time in the framework, one might also experience a loss in
efficiency in the ML team if a model takes too long to train. This input came from
the unstructured interview with the ML team at the partner company and as time
equals cost, especially for scarce resources, this adds to the rationale to why one
wants to develop models that do not take too long to train.
In terms of how one can actually measure training and prediction time, there are
packages such as time.time() in Python that can be used to output the absolute
runtime.

The outcome of this artifact connected to resource cost is to conduct training-
and runtime experimentation to compare the performance of the models.

4.2.6 Deployment
Deployment is the second to last step of the ML development process (Figure 2.1) in
which the model is being prepared for going into production. Both of the artifacts
below are related to software complexity and understandability with different target
audiences in mind, where Section 4.2.6 refers to understandability within the ML
team and Section 4.2.6 refers to understandability towards external stakeholders.
DE1: Understandability, as defined in Section 2.3.1, is placed in the software
complexity category as it is related to how people interact with a piece of software.
The artifact is also highly qualitative to its nature as understandability is individual.
As presented as part of the interview analysis in Section 4.1.4 there are currently no
formalized model documentation processes adopted by the ML team at the partner
company. Given that as much as 70% of the time spent by developers is associated
with understanding code (see Section 2.3.1), the process of explaining code should
be embedded in the development process also for ML models. By the time this
artifact will be executed, the ML team should have a rather large codebase and thus
it should be assessed which parts of the codebase should be further explained. The
target audience should be other ML developers/generally code-experienced users
and hence the documentation can be in the format of extensive readme files, code
comments, following coding standards, and Markdown files. The objective should be
to increase the understandability of the code and also to review the structure of the
code by taking a step back and reviewing the code objectively before moving further
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into the deployment phase. It is assumed that the creation of understandability
is something that is considered from the first development steps, and thus these
artifacts mainly aim to review and improve the understandability by the mentioned
activities.
In addition, the outcome of this step may lead to setting up refactorization efforts
to maintain the code base and to foster practices such as peer-review before pushing
code to master branches.
DE2: Deployment stakeholder understandability is categorized as software
complexity as it is connected to how people interact with a piece of software. Similar
to Section 4.2.6 above, this artifact is also connected to understandability, but the
target audience is different.
As presented in Section 4.1.4 the ML team has no standardized process for docu-
menting the models towards external, often less technically oriented stakeholders,
which is what this artifact aims to facilitate. External stakeholders can be the lead-
ership of associated departments, commercial teams, data teams, etc. The objective
is to increase the usability of the ML models in production by preparing documen-
tation on the features used, the accuracy, the purpose, and the limitations of the
model. The goal is for relevant stakeholders to understand the model on a high level
so that they can explain it to third parties in a sufficient manner.
Similarly, it is highly important to understand what the ML model is meant to
inform the user about and how the predictions should be interpreted. The outcome
of this artifact can be a one-pager addressing the questions previously mentioned in
this paragraph together with a meeting with relevant stakeholders before releasing
the model to production or in conjunction with it.

The outcome of the two artifacts in this section connected to software com-
plexity is to decrease the complexity by increasing the understandability of
both technical and non-technical stakeholders by adopting means of explana-
tion on both higher- and lower levels.

4.2.7 Model monitoring
In the final phase of the ML development process, the model is continuously main-
tained to ensure accurate performance of the model over time. This phase of the
process was not covered in this thesis as we experienced a lack of theory in the field,
in addition to the fact that the partner company did not have that much structure
in place covering this phase.
It is naturally important to make sure that the model in production continuously
produces high-quality and accurate predictions for the business, which is why we
still kept this phase as part of the framework but without presenting any specific
artifacts.
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4.3 Validation interview analysis
This section presents the relevant outcomes from the validation interviews held with
the ML team at the partner company as well as representatives from academia. The
section aims to address RQ(1), by validating the suggested framework presented in
Section 4.2 above.
All six interviewees saw an overarching value in the framework, given the purpose
and research questions of our thesis. One key takeaway of the interviews was that
it was deemed more important to keep a few artifacts with substantial research and
reasoning for them for this early stage of development of the framework, rather than
adding many with a low-level explanation. The mapping of the artifacts to the ML
development process was satisfactory according to many respondents, especially so
according to the ML team that could clearly see how they could apply the framework
throughout their working process. Generally, it was difficult to get any clear answers
on the applicability of the framework, as all interviewees mentioned this as something
that could only be validated through actually applying the framework to a real case.
This concern is addressed in the next section of this thesis, namely the experiment
in Section 4.4.

4.4 ML model experiment connected to RQ(2)
This section will walk through the results relating to RQ(2), when applying the
framework to an existing problem at the partner company and experimenting with
the current model and two new, candidate models. Since the experimentation takes
a stance in the framework, the structure of this section will be pretty much identical
to the previous section.

4.4.1 Experiment context
To answer RQ(2), the framework was applied to one of the partner company’s ex-
isting models for solving a specific problem, as well as to two alternative candidate
models. The problem to be solved is of a time series type, where the ML-team at
the partner company wants to predict how many newspapers will be sold in a day
for different stores in order to optimize how many are delivered to each store, using
historic sales data. The current modeling technique applied to the problem is XG-
Boost [55], with the rationale described by the ML team as it being high performing
without demanding long training time, handling missing values inherently, and be-
ing able to inherently weight features based on feature importance. The resulting
predictions are delivered on a weekly basis, which can be tweaked manually before
delivery. More information on the three different modeling techniques can be found
in Appendix B.1.
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4.4.2 Machine learning requirements
This section of the experiment examines existing needs for the model implemented,
in order to guide the creation of the two comparison models and also to validate
the current XGBoost implementation in terms of interpretability and performance
needs.
MR1: Interpretability needs. As this experiment is based on an existing model,
the need for interpretability is already evaluated by the ML team. They state that
there is a somewhat high need for interpretability, in order to understand and eval-
uate feature importance, much as they are of the belief that the features could use
being re-evaluated. Also, given that manual corrections are often made, we believe
that it is important to keep interpretability high to minimize the number of correc-
tions needed by easier troubleshooting in accordance with what Rudin mentions in
Section 2.3.5. Therefore, the additional modeling techniques applied in this exper-
iment were a basic linear regression (LR) and a linear generalized additive model
(linear GAM) which is mentioned in Section 2.3.5 as inherently interpretable. The
linear regression model is highly interpretable as it includes few parameters and
models simple, linear relationships between a feature and the target variable. The
linear GAM is interpretable as it is an extension of general linear models, that allows
for non-linear feature functions while keeping the high level of interpretability.
MR2: Performance needs. As the ML team and the output receivers at the
partner company are satisfied with the performance of the existing XGBoost model
implementation, we decided that the XGBoost model’s performance serves as a good
baseline for performance for both tweaks of the original implementation as well as
the other tested ML techniques. The existing model uses mean absolute error (MAE)
as an evaluation metric, which will be the metric used to compare performance for
the experiment rounds.
Given that the print prediction problem is rather simple, that the current XGBoost
model is described to function rather well, and finally due to the scope being lim-
ited, we, in discussions with the ML team at the partner company, decided that
rather simple models using library imports rather than large code implementations
with computationally heavy lines of code and long training runtimes were desirable.
This also maps nicely to the model choices based on the interpretability needs, as
there are multiple Python libraries for fully functioning models at hand for both
implementations.
MR3: Modularity assessment. Given that the ML team has a number of models
in production, they have already implemented solid modularity (see Section 4.1.2),
which is further used for tweaks to the current model as well as the two additional
modeling techniques.
The modularity implemented by the ML team was useful when creating the new
models, as the setup for querying data, and calculating features were completely
reused, while portions of the method for training were reused. Due to basing the ex-
periment on a fully developed, modular GitHub repository, no additional modularity
was added during this artifact check.
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The outcome of this step showed that there is a wish for simpler, more in-
terpretable models for the problem at hand performing at least on par with
the existing XGBoost implementation. Finally, the existing modularity in the
ML team repository was deemed sufficient for further use.

4.4.3 Data Collection, Data Cleaning & Data Labeling
This section includes a summary of the data assessment steps conducted at the
partner company for the existing model.
D1: Data assessment. As this experiment is based on an existing model, the
data assessment has already been carried out by the ML team in collaboration with
relevant stakeholders. As for data readiness, explained as a portion of the data
discovery phase in Section 4.2.2, the ML team used to retrieve the data on a daily
basis in form of a file that was read into the model.
During our time at the partner company they, together with the data team, changed
the single data source to having Big Query as an interface for retrieving the data
from a live updated Google Cloud Platform. The rationale for this change was that
the new storage allowed faster data retrieval and feature calculation, as there was
no longer a need to read a static file, and some of the data filterings could be done
through querying.
As for the data cleaning step, the data retrieved by the ML team is to a large extent
cleaned. There can be lags in reports of the number of magazines sold per store,
which the code accounts for by removing stores with missing sold numbers for the
last two weeks or more.
The last step of the data assessment artifact, data labeling, is not applicable to this
particular problem, as the data source is historic sales data with the number of sold
magazines reported in the data.

The outcome of this step was mainly a change of data source to retrieve faster
data collection and feature calculation, as other steps were already conducted
by the ML team.

4.4.4 Feature engineering
This section accounts for our analysis of the features pre-defined by the ML team at
the partner company, together with a data dependencies evaluation. As mentioned
in section 4.2.3, this step is conducted iteratively and in parallel with the training
and evaluation step.
FE1: Feature analysis. As this experiment is based on an existing model, the
initial feature analysis, as well as a sanity check of the features, has already been
conducted by the ML team.
Our assumption when first getting familiar with the model and its features was that
there were perhaps an excessive amount of mean and median features for different
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Figure 4.3: XGBoost SHAP plot, where features are ranked based on importance,
blue colors indicate low feature values, and red high ones. The x-axis corresponds
to the impact on model output (SHAP-value).

intervals, given the simplicity of the problem. This, together with the implementa-
tion of two alternative models, made this phase relevant for exploring, even with the
initial feature work by the ML team. Since there can be missing sales data in the
input, as mentioned in Section 4.4.3, there exist missing values for some features as
well.
The existing XGBoost model learns branch directions for missing values during train-
ing, while the other two models do not have inherent methods for handling missing
values. Instead, iterative imputer was used, a Scikit Learn package for handling
missing feature values by estimating them as a function of other features [62].
As mentioned in Section 4.2.3, explanation techniques such as SHAP and PDP
plots can be used for feature analysis. An example of a SHAP plot can be seen
in Figure 4.3. The interpretation of it is that the features are ranked, with the
top showing the most important feature according to the SHAP values, and each
point for a feature corresponds to a sample’s feature value. A blue value equals
a low feature value and red a high one, and its placement indicates if its SHAP
value, i.e., impact on the model output, is low or high (from left to right). The
partial dependence plots, where an example can be found in Figure 4.4, show for an
increasing feature value on the x-axis, the corresponding partial dependence for the
model output on the y-axis.
XGBoost feature analysis. For the XGBoost model, both the inherent feature
importance plot in Figure 4.5 as well as the model agnostic SHAP plot in Figure 4.3
indicate that the different mean and median features (of historic sales data) are the
most impactful to the predictions.
Indifference to the feature importance plot, the SHAP plot shows some interesting
patterns, e.g., the features is_holiday and is_thursday. The SHAP plot indicates
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Figure 4.4: PDP for the feature exponential_mean_all_days_21 of the XGBoost
model, displaying partial dependence of the model output for different values of the
feature.

Figure 4.5: XGBoost feature importance in declining order.
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Figure 4.6: LR coefficients with a positive impact on the predicted value, from
most to least positive impact.

that sales go up during holidays and that if it is a Thursday, the sales are probably
lower than on an average day.
Looking more closely at one of the more impactful features according to both Fig-
ure 4.5 and Figure 4.3, exponential_mean_all_days_21, we see the PDP of this
feature in Figure 4.4. This graph confirms that the higher the mean, the higher the
prediction. In general, all the PDP plots for the XGBoost model made sense intu-
itively and when compared to the suggested importance by the SHAP and feature
importance plots. A number of the binary features that were lower ranked were flat
in their corresponding PDP, suggesting no to little impact on the predicted outcome.
Linear Regression feature analysis. For the LR model, the results of the plots
of model coefficients in Figure 4.6 and Figure 4.7 are less intuitive.
The bars in Figure 4.6 show features that for a higher feature value, the prediction
gets higher, and the other way around in Figure 4.7.
While supposedly the feature with the most positive impact is a mean feature, we
see in Figure 4.7 that the top-2 most negatively impacting features are also two
mean features. The SHAP plot in Figure 4.8 matches the coefficient plots with the
top features, and also indicates that most features have a negligible impact on the
predicted output. However, since we have multiple mean features for different but
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Figure 4.7: LR coefficients with a negative impact on the predicted value, from
least to most negative impact.

Figure 4.8: Linear Regression SHAP plot, where features are ranked based on
importance, blue colors indicate low feature values, and red high ones. The x-axis
corresponds to the impact on model output (SHAP-value).
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Figure 4.9: Snapshot of the Linear GAM model summary, including statistics for
the model (top part) as well as for each feature function (bottom part). The full
model summary can be found in Appendix C.1.

overlapping intervals our data is multicollinear. Multicollinearity might not affect
the performance of an LR model, but the reliability in the individual effects of each
feature (i.e., the coefficients displayed in Figure 4.6 and Figure 4.7) might be lost
[63]. Therefore, we are careful to draw any conclusions on what is displayed in the
plots.
Linear GAM feature analysis. The pygam implementation of the linear GAM
provides a model summary, displaying information about each feature function as
well as the model as a whole. The column Rank in Figure 4.9 shows the degree of
non-linearity for each feature function before smoothing is applied (by a factor of
column Lambda), while EDoF shows the final degree of non-linearity. The model
summary does not display the feature names, but by comparing the training data
with named columns, we can see that EDoF is high for all the mean features (ranging
between 19 and 24, with a high level of non-linearity), while the binary features have
an EDoF of 1, indicating a linear relationship, which makes sense given that a binary
feature only can take on two different values.
For the linear GAM model, the PDPs are an inherent function in the library
that is used. The PDP displaying the same feature as in Figure 4.4, exponen-
tial_mean_all_days_21, for the XGBoost-model can be seen in Figure 4.10. Con-
firmed by the model summary, we see a highly non-linear relationship between the
feature and the prediction. The feature curve is not that wiggly, and the confidence
interval is pretty narrow, indicating a solid PDP. In general, all the PDP plots for
the linear GAM were stable and had a pretty narrow confidence interval.
Some of the mean features, however, as with the linear regression model, display a
declining trend—the higher the mean, the lower the predicted outcome. This could
be due to concurvity, an extension of the multicollinearity problem described for the
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Figure 4.10: PDP with 95% confidence interval for the feature exponen-
tial_mean_all_days_21 of the linear GAM, displaying partial dependence of the
model output for different values of the feature.

LR model.1

To summarize, the XGBoost model is considered the most reliable and sensible
in terms of feature analysis and feature importance. The linear GAM also
provides some sensible insights from the PDP plots and shows robust results,
apart from some features. The model summary of the linear GAM adds
additional insight into the level of non-linearity for each feature function, with
high degrees of non-linearity for most continuous features, suggesting that an
LR model with only linear relationships might not be optimal for the task
at hand. The LR model on the other hand gives less interpretable feature
results, resulting in a difficulty to analyze feature importance and impact.

FE2: Data dependencies. The ML team at the partner company mentioned that
the current features of the XGBoost model are created on intuition, which makes us
believe that there is possibly some legacy, bundled and/or ϵ-features (as described in
Table 2.1) in the data. Given that we have multiple features for mean calculations,
our dataset is likely to have a high correlation. But since we probably do not have
the issue where for a pair of correlated features, i.e., a pair of mean features, only one
is directly causal, we will not investigate data dependencies in the form of correlated
features further.
The leave-one-out analysis was restricted to a subset of the mean features of the
models. This was due to it being too time-consuming to conduct a leave-one-out
analysis of all (34) features, and the selection was limited to mean features as these
require computation and thus, likely more runtime to calculate, unlike the binary

1Concurvity occurs when a smoothing term of a feature could be approximated by another
feature smoothing term, which is likely due to the same reasoning as in the linear regression case
[64]. Again, it does not affect the performance but can hurt the interpretation.
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features.
Although we did not conduct a full leave-one-out analysis, we believe that for
the sake of testing the framework and suggesting further work for the ML team,
this was value-adding. We decided to conduct a leave-one-out analysis for two
of the lowest-ranked mean features, exponential_mean_day_of_week_1, and expo-
nential_mean_day_of_week_3, from the analysis in Section 4.4.4 of Figure 4.5 and
Figure 4.3 for the XGBoost model.
These runs resulted in unchanged performance but a decrease in both feature gen-
eration time and training time of ∼20% each. Given the LR model/linear GAM
analyses in Section 4.4.4 indicating possible multicollinearity/concurvity, making
the interpretation of the feature analysis less reliable, we decided to conduct the
leave-one-out analysis for the same features for these two models as indicated by the
XGBoost plots.
Doing the same for the LR model also resulted in unchanged performance and
∼20% decrease in feature generation time. However, the training runtime remained
approximately the same as when including all features. Lastly, for the linear GAM,
we saw the same results as for the XGBoost—unchanged performance and ∼20%
decrease in feature generation time and training runtime.
For all three models, removing both features at the same time yielded the same
results as the individual exclusion runs. These leave-one-out analyses indicate that
these features add little to no improvement to any of the three implemented models,
while they add resource cost in form of increased training runtime for the XGBoost
model and linear GAM. Hence in the case of the LR model, we can consider these
two features as bundled, i.e., a group adding little/negligible value.
For the other two models, they might even be considered as ϵ-features as they
increase the training runtime and thus the resource cost. Given the results of this
leave-one-out analysis, we recommend the ML team at the partner company to
keep conducting the same analysis for other features of less importance according
to Section 4.4.4.

The main outcome of this step is that there are some features that should be
removed, yielding a decrease in both feature generation and training runtime,
without affecting the performance.

4.4.5 Training
This section covers experimenting with data volume for the existing XGBoost model
and the two other implemented models, with a comparison between the changes in
performance for different data volumes for each of the three models.
T1: Data volume. Given that the problem at hand is a time series problem and
given the fact that there is a lot of data available, we decided to experiment with
data volume by decreasing the interval of dates used for training.
As can be seen in Table 4.1, the different models do not handle reduced training
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Table 4.1: Performance for the three different models for different sizes of the data
used for training.

Data Volume
(size in

megabytes)

% of original
data volume

Performance
on validation set

(MAE w. std error)

Absolute difference
MAE

compared to original
data size

Absolute difference
MAE compared to

XGBoost
w. original data size

XGBoost 163.9 100% 1.71 (0.0032) - -
123.0 75% 1.72 (0.0031) 0.01 0.01
81.9 50% 1.73 (0.0032) 0.02 0.02

LR 163.9 100% 1.76 (0.0032) - 0.05
123.0 75% 1.77 (0.0032) 0.02 0.06
81.9 50% 1.82 (0.0033) 0.06 0.11

GAM 163.9 100% 1.77 (0.0033) - 0.06
123.0 75% 2.69 (0.0073) 0.92 0.98
81.9 50% 11.54 (0.0450) 9.77 9.83

data equally well. The XGBoost model performs roughly the same training on one
year of sales data (100% in the table) as when training on just six months of data,
a reduction of the training dataset by 40.9 MB.
The XGBoost model with 50% of the data also outperforms the other two model
implementations regardless of the amount of data used, even if so just marginally in
many cases. The LR model gets a slightly bigger decrease in performance for each
reduction step, while the linear GAM performs poorly on 50% of the data, and also
noticeably worse for 75% of the data.
The fact that the linear GAM performance is notably worse when dataset size de-
creases are probably explained by the fact that it tends to overfit when the training
dataset size is too small. The feature functions tend to be too wiggly, resulting in
poorer generalization than when a large enough dataset is used. As the LR model
only models simple linear relationships between the features and output variable,
it is less prone to overfitting, which could explain the consistency in performance
(together with possibly small seasonality in the sales numbers).

The main takeaway from this step is that the XGBoost model remains robust
for different sizes of the training data used, while the LR model performs
slightly worse for each reduction and lastly the linear GAM is highly sensitive
to reductions.

4.4.6 Evaluation
In this step, apart from looking at the performance (measured in MAE for this
experiment) of the models, the training and prediction runtimes of the different
models are analyzed and compared.
E1: Training and prediction runtime analysis. For this artifact, we logged
performance, runtime for training for all three models on the original size data
set, excluding any explanation techniques, and lastly the prediction time for these
models. As can be seen in Table 4.2, the prediction runtime is small, especially in
comparison to training time, and on par for all three models. This is likely due
to the small interval used for prediction—only one week ahead of today’s date is
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Table 4.2: Performance and runtime in seconds for the three different models on
the original dataset size.

Model Performance
(MAE w. std error)

Runtime
Training

Runtime Training
Relative to XGBoost

Runtime
Prediction

Runtime Prediction
Relative to XGBoost

XGBoost 1.71 (0.0032) 270 - 0.10 -
LR 1.76 (0.0032) 17 0.01x 0.11 1.09x
Linear GAM 1.77 (0.0033) 2199 8.14x 0.15 1.48x

predicted and sent out to the team responsible for sending out magazines to stores.
Reasonably, this will remain unchanged as the predictions are time-sensitive, and it
would make little sense to send out predictions for larger ranges.
Additionally, as mentioned in Section 4.2.5, the ML team at the partner company
considers long training runtimes to be a bottleneck in their day-to-day work. As
can be seen in Table 4.2, there is a vast difference in training runtime for the three
different models. The LR model takes one-hundredth of the time the XGBoost
takes, while the linear GAM is eight times slower than XGBoost. The fact that
training the LR model takes much less time than the other two was no surprise, as
it models every feature as having a simple linear relationship to the output.
The slow training runtime for the linear GAM could possibly be explained by that
the model is allowed to specify the function parameters of each feature’s relationship
to the output by a grid search during training. The XGBoost model also shrinks
training runtime by not evaluating the regularization parameters used at each node,
but instead growing the tree to max depth and then pruning before the regularization
parameters are evaluated. As can be seen in Table 4.2, the XGBoost model performs
better, looking at the chosen evaluation metric, than the other two models.

The main takeaway from this step is the relative training runtimes of the
three different models, where the LR model takes by far the least amount of
runtime for training and the linear GAM is significantly slower than the other
two models. The prediction runtime was negligible and on par for all three
models.

4.4.7 Deployment
Since further work with these models and interaction with the stakeholders that
receive predictions from the model is handled by the ML team at the partner com-
pany, the artifacts in this section will account for practices taken in order to give a
smooth handover to the ML team for further work.
DE1: Understandability. As this artifact is supposed to increase the understand-
ability of ML engineers and other code-experienced users, towards the end we held a
session with the ML team where we walked through the code function by function,
explaining all steps taken.
In case of any unclarities, we either modified the code or added additional comments
in the Python files. To make the code as clear as possible before this session,
we followed the PEP-8 style guide for all code written, used logical naming for
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variables and functions, and also commented on functions where the code might be
less intuitive. Given that a large amount of the repository was built by the whole
ML team at the partner company, it is worth noting that a rather high level of
understandability of the repository was already obtained before our work.
DE2: Deployment stakeholder understandability. As the output of the mod-
els consists of a file of predictions sent out to the relevant stakeholder (the team who
decides on the deliveries and thus also the number of magazines to print), rather
than deploying the actual model as an API, this step might not be as critical as
in other cases. However, the ML team is recommended to create readme files for
models that have multiple stakeholders as receivers and where the models are read
through APIs.

The main outcome of this step was the session held to hand over the imple-
mentation made during the thesis, to give a higher level of understandability
for the ML team as they take over and further develop the models.

4.4.8 Experiment results summary
To summarize the results of the work related to RQ(2), three different models were
analyzed; an existing XGBoost model as well as two alternative models developed
by us, a linear regression (LR) model and a linear generalized additive model (linear
GAM), all three with a rather high level of inherent interpretability which was one
of the main rationales for choosing the alternative models.
The existing XGBoost model performance in mean absolute error (MAE) was used
as a performance comparison, and all three models were evaluated for different sizes
of the dataset used for training. Using the original dataset size and all the original
features, the performance in terms of MAE for all features was on par for all three
models, which can also be seen in the residual plot in Figure 4.11.
The models were also compared in terms of training and prediction runtime as well
as interpretability and explainability results for model features. The XGBoost model
consistently performed better than the other two models in terms of MAE and also
showed greater robustness to decrease in the dataset size. In terms of interpretability,
the XGBoost model results were reasonable, and also the linear GAM results were
reasonable for a majority of the features. The LR model showed some less intuitive
feature impacts, likely due to a high level of multicollinearity of the training data.
The LR model however had a significantly shorter training runtime than the other
two models.

The partner company is recommended to keep the existing XGBoost model,
although considering using less data for training and also removing some fea-
tures, and conducting further feature and data dependencies analysis.
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Figure 4.11: Average residuals (difference between the true value and predicted
value) for the three models over 50 dates.
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5
Discussions & Limitations

The objective of this thesis was to develop a framework for tackling ML model com-
plexity, which also formed the two research questions. The framework consists of a
number of artifacts originating from both the theory as well as the unstructured and
semi-structured interviews with members of the ML team at the partner company,
Bonnier News, and independent researchers, respectively. As the framework was
developed the most important concerns have been a) do all artifacts make sense ac-
cording to various sources, b) are there any artifacts missing to make the framework
generalizable and complete, and c) how useful is the framework to contexts outside
of the partner company.
The first two concerns, i.e., a) and b), we addressed in the validation interviews
where we asked open questions to the ML team and the independent researchers.
Obviously, time was restricted and the parties spent different amounts of time with
the pre-read version of the report, shared with them in advance, which made the
outcome of the interviews limited. We were satisfied with the outcomes of this
method step in the scope of our work but there are certain limitations connected
to a) and b) that we did not catch. Regarding c) this is certainly difficult for
us to assess. Again, the validation interviews were meant to address parts of this
concern, but we did never interview representatives from other companies to test the
framework in other contexts. The semi-structured framework validation interviews
were the closest we came to assessing the framework with external resources and
generally they did see the value in it. Some of them did say that it was difficult
for them to assess the usability, but they did find it valuable to gather artifacts
the way we did it in the framework. To summarize, it will require future research
to prove or reject the usability of the framework in other contexts outside of the
partner company.
In both of our research questions, we used the expression trade-off between resource
cost and software complexity. In RQ(1), the idea was to identify artifacts that
optimize ML models concerning this trade-off and in RQ(2) the objective was to
assess how successful the artifacts are in prioritizing this trade-off, applied to an ML
model.
Given the definition of trade-off s presented in Chapter 1, we would like to reiterate
the issue of trade-offs. Given that the existing trade-offs will vary depending on the
use case, the framework does not state what trade-offs exist given a specific artifact.
We believe that including such explicit statements would possibly add confusion, and
hence chose to exclude them. The key contribution to the trade-off discussion is the
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optimization and categorization of different artifacts, which was validated through
both validation interviews and the conducted experiment. To further contextualize,
we will now present a discussion on possible trade-offs given the experiment phase of
this thesis. One trade-off could be between the level of interpretability and training
runtime. In our model experiment in Section 4.4 we implemented a linear GAM,
mentioned by many as a highly interpretable model, contrasting with the slightly
less interpretable tree model XGBoost. However, the runtime for the linear GAM
was significantly larger than for the XGBoost model (see Table 4.2), indicating a
higher level of interpretability at the cost of longer training runtime. However, it
is unclear if this trade-off holds for the general case as, e.g., neural network models
usually take a large training time while also being less interpretable than most other
machine learning models. We, during our experiment, also found that the level of
interpretability of the linear GAM vs. the XGBoost model was similar; the model
summary of the linear GAM added insight into the explained degree of non-linearity
for a feature function, but on the other hand, the feature importance plot of the
XGBoost model added even more straightforward insight on model workings in our
opinion.
Another trade-off worth mentioning is the possible one between performance needs
and data volume. In the experiment, we had the delicate problem of having large
amounts of training data at hand. For especially the linear GAM, but also to
an extent the LR model, we saw that decreasing the dataset size hurt the model
performance. In the general case, one usually has more issues with collecting enough
data, but the trade-off most likely remains as more data often equals a better-
performing model. However, sometimes this trade-off might be less relevant—as was
the case with the XGBoost model implementation, where the performance remained
robust for significant decreases in dataset size.
Additionally to the trade-off between resource cost and software complexity de-
scribed in Chapter 1, we also discovered some trade-offs within software complexity.
A trade-off within the software complexity category could be between great perfor-
mance and a high degree of interpretability. This does not mean that interpretable
models cannot yield good performance, but more so that choosing, e.g., a neural
network could yield even better performance. However, as neural networks are not
inherently interpretable, the choice comes down to prioritizing between the trade-off
of either high interpretability or optimal performance. If we have a complicated
problem where interpretability is not the main requirement and we care about op-
timal performance, we might choose to disregard interpretability in favor of great
performance and go with a neural network. On the other hand, for a simpler prob-
lem such as the one experimented with in Section 4.4, the performance of simpler
ML algorithms is good enough and thus the trade-off perhaps is not as present as
in other cases. This is also the reason why we place this assessment early in the
development process, simply because we see the value of discussing this with the
primary stakeholders as early as possible in the project to mitigate the risk of devel-
oping the wrong type of model due to not being aware of important requirements.
In the experiment phase, it is also interesting to see that our choice to develop an
LR model due to its high level of interpretability was not successful in terms of
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interpretability. This is as the dataset suffers from multicollinearity, yielding results
of the interpretability check that are not reliable.
Another trade-off could be between performance needs and data assessment. It is
difficult to develop a model with great performance without having an appropriate
amount of high-quality data that is accessible to the team. The trade-off is how good
performance one can reach with the available data to not oversell the capabilities of
the model before actually implementing it. Similarly, knowing about this can help
to steer the development project to mitigate risks associated with bad data quality
for example.
An important note to highlight in our opinion is that the trade-offs found in this
thesis are highly dependent on a) how we choose to define software complexity and
resource cost, b) how we choose to map artifacts into either software complexity or
resource cost, and finally, c) what artifacts are included and which are not included
in the final framework. For a), even slightly different definitions would have possibly
changed which of the two different definitions the artifacts mapped best to. For b),
there could be a discussion regarding if some artifacts solely map to one of the two
definitions. It could be that an artifact to some extent maps to both, or perhaps
should be mapped to the other definition than it is now. Finally, for c), from our
validation interviews we could not find any clearly missing artifacts, making us
believe that this factor should not impact the trade-off discussion.
For RQ(2), the objective was to assess the framework in an environment as close
to the real world as possible. This was done by applying it to an existing model,
provided by the partner company and compared against two other models developed
by us on the same problem and use case. The scope of the thesis did not allow us
to develop models from scratch, which would have been interesting as that would
have given us the opportunity to go through all artifacts end-to-end. That would
potentially have given us the chance to challenge all artifacts to a greater extent,
which obviously would have strengthened the usefulness of the framework.
Also related to RQ(2) we found it a bit difficult to follow the framework during
the development phases feature engineering, training, and evaluation as these three
steps are highly iterative in its nature. That means that the artifacts need to be
conducted iteratively, a mechanism somehow difficult to visualize in an appropriate
way. We experienced this ourselves in the experiment which indicates one valuable
item coming out of that method step.
Another concrete outcome of the experiment, more so towards the partner company,
was the results of the feature analysis and data volume artifacts where we could show
features that could be considered redundant given the plots that were outputted and
that the XGBoost model performed equally well using just 50% of the training data.
The value of these two discoveries is that it would take less time to train and run the
model, given that the redundant features are removed and that the ML team use less
training data. These two concrete items indicate the relevance of the framework,
as they decrease both software complexity (feature engineering artifacts findings)
and resource cost (data volume artifact findings). They show how implementing our
framework, even on existing models in production, contributes concrete value to the
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partner company.
In general terms, we were satisfied with how the research was conducted in the
course of the thesis as we believe that we were able to find a balance between
different methods to answer both of the research questions. The first set of discovery
interviews, which are referred to as unstructured interviews, were conducted early
on in the process to understand the context of the relevant teams at the partner
company. They served the purpose and helped us to build an initial understanding
fast but at the same time, we could have structured them more diligently as that
would have allowed us to present the outcome of them in a more structured way.
Given the unstructured setup, we had to ask plenty of follow-up questions as we
went on writing the report which may have been avoided. Moreover, we did not
record the sessions but instead relied on our notes alone. This is something we
learned from, and when we later conducted the semi-structured interviews we did
record them (after consent from the interviewees) to support the notes.

5.1 Limitations
In this section, the limitations associated with research conducted in the course of
this thesis are presented. The section is structured into limitations related to the
two research questions, respectively.

5.1.1 Limitations related to RQ(1)
A limitation connected to the first research question is that the monitoring phase
of the ML development process (see Figure 2.1) is considered to be out of scope for
this thesis. That is because a) the time constraint of the project did not allow for
us to spend the time required to output well-thought and proven outcomes, b) that
we found out when conducting initial research that this part of the process seemed
bigger than expected, and not as researched as other parts of the process, and finally,
c) the partner company model provided to us was not in live deployment.
A second limitation is connected to the definition of resource cost, the measure of
the resources expended by another system in interacting with a piece of software,
where the interacting system is another machine. Resource cost is defined by the
execution time and storage needed to conduct the computation. The ‘execution time’
we translated into the training and prediction runtime artifact but we do not have
similar interpretations of ‘storage’ in any of the artifacts. To include ‘storage’ as
part of the framework we experimented with memory consumption and GPU/CPU.
We included memory consumption as an artifact until we, in the scope of the ex-
periment, decided to exclude it as we did not manage to interpret how the outcome
influenced resource cost. Regarding GPU/CPU, it was mentioned during the frame-
work validation interviews that it might be interesting to look at. After an analysis,
we decided to leave it out due to time constraints.
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5.1.2 Limitations related to RQ(2)
A limitation related to RQ(2) is that we were not able to fully test all artifacts
presented in the framework in the experiment phase. This was due to the fact
that the framework is meant to be used throughout the full development process,
while the experiment conducted in this thesis started from an already existing model
provided by the ML team at the partner company. This means that we were not
able to fully validate whether the artifacts MR1, MR2, MR3 (ML requirements
phase), and D1 (data collection, cleaning, and labeling phase) at the beginning of
the process and DE2 (deployment phase) at the end of the process made complete
sense in practical terms. We bridged this gap primarily with the results from the
validation interviews which cover RQ(1), but not RQ(2). This is connected to the
limitation that we did not build completely new models given a specific problem to
validate the framework using it the way it is intended to be used. The reason for
this is simply that it did not fit into the scope of the project and hence we had to
tackle the experiment by utilizing existing models in an existing repository to speed
up the development process.
Another limitation related to RQ(2) is that the problem that formed the experiment
method of the thesis provided by the partner company was comparably simple.
One can argue that this was beneficial as we did not have to spend a lot of time
understanding the problem, but on the other hand, it made the experiment slightly
trivial in some cases. For example, in the feature engineering phase, we did not
tackle causality as the nature of the features (mainly the mean features) did not
allow for further investigation. Similarly, unlike many other ML problems, there was
plenty of data available for the given problem. In addition, the data was already
cleaned and made available to us in an appropriate way. Both of these properties,
the amount of data, and the fact that the data was already cleaned can be seen
as limitations as they made the experiment around the artifacts tackling these two
potential complexities difficult to assess thoroughly. On the other hand, the theory,
the unstructured, and semi-structured interviews all served as means to help us
bridge this potential lack of validation to some extent.
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6
Threats to Validity

Given that this thesis is conducted in a field study setting it implies that we face
low generalizability of findings [51]. This suggests that the framework, which is the
main outcome of this thesis, might be either a) incomplete or b) that it is not useful
to other practitioners than the partner company with which it was developed, also
known as a threat to external validity [65]. While external validity in the paper
by Feldt and Magazinius [65] is mentioned in the context of quantitative research
and we in this paper also conduct qualitative research, we still do see this as a
potential threat to validity. The former we deal with by conducting validation
interviews with independent researchers who were not involved in the thesis project.
We presented the framework and asked open-ended questions to catch missing pieces,
uncertainties, or other concerns related to the framework. The latter is a bit more
difficult to address as the scope and time constraints of the project did not allow
us to go out and conduct studies with other practitioners. On the other hand,
the collaboration with the partner company did allow us to capture realism in the
framework which for us means to make it as useful as possible for practitioners. The
capturing of realistic context is also mentioned by Stol and Fitzgerald [51] as one of
the main advantages of field studies.
Krishna et al. [66] present a list of “bad smells” in software engineering research
(SE), i.e., indicators of deeper problems, their impact on the reliability of a study
as well as how to mitigate them. Not all bad smells reported in [66] are considered
relevant for this thesis, but the subset that is will be addressed here. The first
relevant bad smell mentioned is “being boring”, with the impact that the research
conducted has negligible SE impact. The mitigation strategy mentioned for this is
the dialogue with practitioners, which our validation interviews with practitioners as
well as representatives from academia account for. The second bad smell mentioned
is not using related works, with the impact of possible duplication, using outdated
benchmarks, and finally not using state-of-the-art methods. This too was mitigated
by starting the research of this thesis with a thorough literature search. Another
bad smell mentioned is inadequate reporting, with the impact of the study not
being reproducible. This threat of reliability maps to our experiment to address
RQ(2), as we do not provide the source code for the different models implemented.
However, the aim of this part of the thesis is not to reproduce the exact experiment
conducted, but more so to contextualize how the framework can be applied in a real-
world setting. Having an underpowered experiment is also mentioned as a bad smell,
leading to an overestimation of the effect size and possibly replication problems. In

54



6. Threats to Validity

the context of this thesis, we see the issue of only trying out the framework on one
problem at a single company as a possible underpowered experiment. It is not given
that the effects of the framework displayed in the conducted experiment indicate a
general effect of applying the framework. This could be mitigated by trying out the
framework for other problems and for more companies.
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Conclusions & Future research

The objective of the thesis was to contribute to the field of SE4ML by researching SE
and ML resource cost and software complexity, and based on this research provide a
framework for ML engineers to use as guidance throughout the development process
to tackle model complexity. The two research questions that were formed to serve
this purpose were:

1. What are suitable artifacts for optimizing ML models concerning resource
cost/software complexity trade-off?

2. Applied to an ML model, how successful are the artifacts in prioritizing the
resource cost/software complexity trade-off?

7.1 Conclusion of RQ(1)
Artifacts that are suitable for optimizing ML models concerning the resource cost
and software complexity trade-off can be found in Figure 4.1 and a more tangible
description of each artifact, the input, the output, and the purpose can be found in
Figure 4.2. The optimization and prioritization of each artifact (see Section 4.2) will
affect how later artifacts are prioritized, which in the end will steer how models are
developed with respect to complexity. For example, the performance needs artifact
will affect later artifacts, e.g., feature analysis. The trade-off part of the question
is related to how resource cost and the rest of the artifacts related to the software
complexity category are balanced. This is something that the framework helps dis-
play and guide by the structure it provides for evaluation of the different artifacts,
as the existing trade-offs are case-specific. In short, an example of such trade-offs
can be between interpretability needs (see Section 4.2.1) and training and predic-
tion runtime analysis (see Section 4.2.5), where the more inherently interpretable
model (the GAM) had a much longer training and prediction runtime compared to
XGBoost, indicating that such a trade-off does exist.
For some artifacts on the other hand, such as understandability in software complex-
ity, no clear trade-off to any of the resource cost artifacts was found. Interestingly,
we also found trade-offs between artifacts in the same software complexity category,
for example between performance needs (Section 4.2.1 and interpretability needs
(Section 4.2.1). Hence, the framework does surface trade-offs both between resource
cost and software complexity artifacts as well as between artifacts in the software
complexity category which equip the practitioners with the means to optimize rel-
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evant trade-offs given their specific use case, fulfilling the objective of the research
question. However, there are most likely trade-offs that we did not surface in the
course of the research that may or may not be context-specific. Additionally, trade-
offs can be more or less significant depending on model choice and context.

7.2 Conclusion of RQ(2)
When we applied the framework to an existing model and two other models on
the same problem we did find the framework to be useful, especially in terms of
the structure it creates for tackling complexity-related concerns connected to model
development. In terms of the prioritization of resource cost and software complexity,
there is no distinct objective measure developed by us to assess this. Instead, as
iterated on in Section 4.4 the main outcome is the mapping of requirements, need-
to-have vs. nice-to-have in the initial part of the process and using this as guidance
throughout the development process.
We did find that the framework was useful when applying it specifically for feature
analysis and on the data volume experiments. For some parts of the ML development
process, from feature engineering through evaluation, it was a bit more difficult to
follow the framework in a structured way given the iterative nature of these phases.
Worth noticing, mentioned in limitations (Section 5.1.2), given the context of the
experiment we were not able to apply the framework end-to-end which may have
uncovered other weaknesses or strengths.
Ultimately, we do find the framework successful for what it is purposed to do. We
do certainly see the limitations with it, for example, the generalizability to other
contexts but we do see it as an appropriate first version, which was also indicated
by the interviewees in the framework validation interviews.

7.3 Future research
As indicated in the discussion (Chapter 5), the main concerns that we partly ad-
dressed in the scope of the thesis, but that yet need to be further researched, can
be summarized into; a) whether the artifacts presented as part of the framework
are complete or whether more need to be added and, b) what is the applicability
of the framework for other ML teams and at other company contexts to further
generalize the framework. We would suggest performing a larger study including a
number of different tech companies to gain insights into whether the framework and
the artifacts make sense in more contexts. Such a study would tackle both of the
concerns by validating the usability of the framework in other contexts as well as
investigating whether there are artifacts missing or if any of the existing artifacts
need to be tweaked to improve generalizability.
Another interesting future research area is connected to the monitoring phase of
the ML development process, which was excluded from the scope of this thesis.
First, as mentioned in Section 5.1.1, it would certainly be interesting to expand
the framework to also include this phase and to address which artifacts should be
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included in the monitoring phase to further tackle complexity. Second, it would be
interesting to understand how monitoring, being the last phase of the process, is
affected by applying the framework throughout the development process.
Lastly, as mentioned in Limitations (Section 5.1.1), ‘storage’ is excluded from the
thesis. Although it was not an essential problem in the context of the partner
company in this thesis, our assumption is that it is possibly a key element at many
other companies and hence it could provide valuable insight looking further into this
resource cost in future work.
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Appendix 1

A.1 Questions asked in semi-structured interviews

A.1.1 Warm-up
1. How many years have you been working in the industry?
2. How many years of research experience do you have?
3. How many years of experience do you have in the Software Engineering field?
4. How many years of experience do you have in the Machine Learning field?

A.1.2 Main questions
1. Is the purpose of this framework reasonable? Why / Why not?
2. What is your spontaneous reaction immediately after we presented the frame-

work?
3. Is there any part of the framework that does not make sense? What exactly

does not make sense? How can this be fixed?
4. Is there any artifact that is not included but that should be? In which part of

the development process? Why?
5. Is there anything else related to the framework that is not included but that

should be? (could be artifacts, purpose, clarifications, etc.)
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Appendix 2

B.1 ML model descriptions

B.1.1 XGBoost
XGBoost (eXtreme Gradient Boosting) is an open-source, gradient-boosting algo-
rithm library [55]. The gradient boosting algorithm builds an ensemble of decision
trees, i.e. it builds trees sequentially, where each sequential tree tries to rectify the
error residuals of the previous one [67]. The library authors [68] describe the XG-
Boost model as follows; The XGBoost model predicts the outcome for sample i as:

ŷi = ϕ(xi) =
K∑

k=1
fk(xi) (B.1)

Where each fk corresponds to an independent decision tree, with tree structure q
and weights w. Each leaf in a decision tree contains a continuous score, denoted by
wi for leaf i. The final prediction for a sample i is then obtained by summing up the
scores of all leaves. The objective to be minimized, i.e. the loss function, in order
to learn the set of functions F (the set of decision trees) is as follows:

L(ϕ) =
∑

i

l(ŷi, yi) +
∑

k

Ω(fk) ,where Ω(f) = γT + 1
2λ||w||2 (B.2)

The first term in B.2 corresponds to the same differentiable loss function that is
used for gradient tree boosting, and measures the difference between the predicted
ŷi and true value yi. The second term is a regularization parameter specific to XG-
Boost (with T corresponding to the number of leaves in the tree), which penalizes
the complexity of the model. The regularization parameter also helps prevent over-
fitting, by smoothing the final weights. The model is then trained in an additive
fashion, where for iteration t we want to minimize the following objective:

L(t) =
n∑

i=1
l(ŷi, y

(t−1)
i ) + ft(xi) + Ω(ft) (B.3)

So we greedly add the tree ft that gives the greatest improvement according to B.2.
For further details on the XGBoost model workings and parameters, please see the
library authors’ paper [68] or the XGBoost model documentation [55].
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B. Appendix 2

B.1.2 Linear Regression
Linear regression is a modeling technique that models the relationship between two
variables (the explanatory variable x and the response variable y) [69]. Given that
we have multiple explanatory variables, i.e. features, we in this thesis implemented
multiple linear regression. Instead of modeling the relationship between two vari-
ables, we model the relationship between multiple explanatory variables and the
response variable [70]. The equation for multiple linear regression for one sample i
is as follows:

yi = β0 + β1xi1 + ... + βpxip (B.4)

Where yi is the response variable for sample i, β0 is the intercept, and βik is the
calculated coefficient for explanatory variable k. The best-fitting line in the used
scikit-learn Python package for linear regression [56] is then calculated using or-
dinary least squares (OLS). OLS minimizes the sum of squares of the deviations
between the line and each true datapoint [69].

B.1.3 Linear General Additive Model
Generalized linear models (GLMs) is an extension of general linear models (conven-
tional OLS as described above). Compared to general linear models, GLMs do not
assume that the output is normally distributed [71]. Generalized additive models
(GAMs) in turn expand GLMs by allowing non-linear feature functions [72]. As
GAMs maintain additivity from GLMs, one can easily examine the effect of each
feature on the response variable, while holding all other features constant. The
general form of a GAM can be written as [57]:

g(µ|X) = β0 + f1(x1) + ... + fn(xn)
y ∼ ExponentialFamily(µ|X)

(B.5)

Given B.5 a GAM has three different components:
1. Distribution from the exponential family
2. Link function g(.)
3. Functional form

The link function g(.) is the function that links the expected value to the linear
prediction. The functional form denotes nonparametric, smooth functions, which
are the feature functions that model the linear or non-linear impact of a feature on
the response variable [57]. These feature functions are built using penalized basis
splines, a piecewise polynomial curve. The penalization encourages smoother curve
estimates by minimizing the penalized sum of squares. The nonparametric term
means that the feature function is fully determined by the data rather than a set
of parameters [72]. In this thesis, the common model LinearGAM from the pyGAM
library was implemented. The LinearGAM has a normal distribution and the identity
link function [57], and the implemented models strength of smoothing penalty was
optimized using the inherent .gridsearch()-method.
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C.1 Linear GAM model summary

IV



C. Appendix 3

Figure C.1: Linear GAM model summary, including statistics for the model (top
part) as well as for each feature function (bottom part).
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